**Брайан Гоетс**

**при участии Тима Перлса, Джошуа Блоха, Джозева Боубира, Дэвида Холмса и Дага Ли**

**Параллельное программирование в JAVA на практике**
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О книге

*Java Concurrency на практике*

Мне посчастливилось работать с фантастической командой над дизайном и реализацией функций параллелизма, добавленных к платформе Java в Java 5.0 и Java 6. Теперь эта же команда даёт лучшее объяснение этих новых функций и параллелизма в целом. Параллелизм больше не является темой только для опытных пользователей. Каждый Разработчик Java должен прочитать эту книгу.

*—Martin Buchholz*

*JDK Concurrency Czar, Sun Microsystems*

В течении прошедших 30 лет рост производительности компьютеров обусловливался законом Мура; отныне он будет зависеть от закона Амдала. Написание кода, эффективно использующего несколько процессоров, может быть очень сложным. Книга *Java Concurrency in Practice* знакомит вас с концепциями и техниками, необходимыми для написания безопасных и масштабируемых Java-программ для сегодняшних - и завтрашних - систем.

*—Doron Rajwan*

*Research Scientist, Intel Corp*

Эта книга вам необходима, если вы пишите – или разрабатываете, или отлаживаете, или развёртываете, или обдумываете – многопоточные Java-программы. Если вам когда-либо приходилось «синхронизировать» метод, и вы небыли уверены в том, для чего это делаете, вы задолжали самому себе и вашим пользователям обязанность прочитать эту книгу, от корки до корки.

*—Ted Neward*

*Author of* Effective Enterprise Java

Брайан рассматривает фундаментальные проблемы и сложности параллелизма с необычайной ясностью. Эту книгу должен прочесть каждый из тех, кто использует потоки и заботится и производительности.

*—Kirk Pepperdine*

*CTO, JavaPerformanceTuning.com*

Эта книга охватывает очень глубокую и тонкую тему в очень ясной и краткой манере, что делает её превосходным справочным руководством по параллелизму Java. Каждая страница заполнена проблемами (и решениями!) с которыми программисты борются каждый день. Эффективное использование параллелизма становится все более и более важным, ведь теперь Закон Мура, предоставляет большее количество ядер, но они не становятся быстрее, и эта книга покажет вам, как это сделать.

*—Dr. Cliff Click*

*Senior Software Engineer, Azul Systems*

Я очень сильно интересуюсь параллелизмом, и, вероятно, написал большее количество взаимоблокировок потоков и допустил большее количество ошибок синхронизации, чем большинство других программистов. Книга Брайана наиболее читаема по теме параллельности и многопоточности в Java, и имеет дело с этой сложной темой с прекрасным практическим подходом. Это книга, которую я рекомендую всем моим читателям в The Java Specialists’ Newsletter, потому что она интересна, полезна и релевантна к проблемам, с которыми разработчики Java сталкиваются лицом к лицу каждый день.

*—Dr. Heinz Kabutz*

*The Java Specialists’ Newsletter*

Я сосредоточил свою карьеру на упрощении простых проблем, но эта книга честолюбиво и эффективно работает над упрощением сложной, но важной темы: параллелизма. Книга *Java* *Concurrency in Practice* является революционной в своем подходе, гладкой и с легким стилем, и очень своевременной в появлении — ей суждено стать очень важной книгой.

*—Bruce Tate*

*Author of* Beyond Java

*Java Concurrency in Practice* является неоценимой компиляцией ноу-хау о потоках для разработчиков Java. Я обнаружил, что чтение этой книги интеллектуально захватывающе, отчасти потому, что это превосходное введение в API параллелизма Java, но в основном потому, что она полностью и доступно охватывает экспертные знания в области потоков, которые нелегко найти в другом месте.

*—Bill Venners*

*Author of* Inside the Java Virtual Machine

**Параллельное программирование в Java**

**на практике**

**Java Concurrency in Practice**
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# [Предисловие](#page10)

Только сейчас, когда пишется книга, многоядерные процессоры стали достаточно доступными, для использования в настольных системах среднего уровня. Не случайно, что множество команд разработчиков в своих проектах получают всё больше и больше отчётов об ошибках, связанных с потоками. В недавнем посте, на сайте разработчиков NetBeans, один из ключевых мэйнтейнеров (*maintainers*) отметил, что единственный класс был поправлен более 14 раз, для исправления проблем, связанных с потоками. Дин Алмайер, бывший редактор TheServerSide, недавно написал в своём блоге (после мучительной сессии отладки, в конечном итоге выведшей к ошибке с потоками), что в большинстве Java-программ так распространены ошибки многопоточности, что они работают только “случайно”.

В самом деле, разработка, тестирование и отладка многопоточных программ может быть исключительно трудной, потому что ошибки параллельности проявляют себя непредсказуемо. И когда они всплывают на поверхность, это часто происходит в наихудший из возможных моментов времени – в продуктиве, под большой нагрузкой.

Одним из вызовов в разработке параллельных программ на Java, является несоответствие между возможностями параллелизма, предлагаемыми платформой и тем, как разработчики вынуждены думать о параллельности в своих программах. Язык предоставляет низкоуровневые механизмы, такие как синхронизация (*synchronization*) и условие ожидания (*condition waits*), но эти механизмы должны использоваться согласованно, для реализации протоколов или политик уровня приложения. Без таких политик очень просто создавать программы, которые компилируются и представляются работающими, но, тем не менее, содержат ошибки. Множество других превосходных книг о параллельности не достигают своей цели, фокусируясь на низкоуровневых механизмах и API, а не на политиках и шаблонах уровня проектирования.

В Java 5.0 был сделан гигантский шаг вперёд в разработке параллельных приложений Java, предоставляя новые, высокоуровневые компоненты, и дополнительные, низкоуровневые механизмы, что одинаково упростило построение параллельных приложений, как для новичков, так и для экспертов. Авторы являются основными членами экспертной группы JCP, создавшей эти средства; в дополнение, к описанию их поведения и возможностей, мы представляем лежащие в основе шаблоны проектирования и ожидаемые сценарии использования, что мотивировало их включение в библиотеки платформы.

Мы ставили себе цель дать пользователю набор правил проектирования и мыслительных моделей, которые делают проще, – и веселее - построение корректных, производительных параллельных классов и приложений Java.

Мы надеемся, что вам понравится книга *Java Concurrency in Practice*.

Brian Goetz

Williston, VT

*March* 2006

# Как читать эту книгу

Для устранения абстрактного несоответствия между низкоуровневыми механизмами Java и необходимыми политиками уровня проектирования, мы представили *упрощённый* набор правил для написания параллельных программ. Эксперты могут посмотреть на эти правила и сказать, - “Хмм, это не совсем так: класс C потокобезопасен, даже если он нарушает правило R”. Хотя возможно писать корректные программы, нарушающие наши правила, это требует глубокого понимания низкоуровневых деталей модели памяти Java (*Java Memory Model*), и мы хотели, чтобы разработчики имели возможность писать корректные параллельные программы, *без* необходимости освоения этих деталей. Последовательное следование нашим упрощенным правилам позволит создавать правильные и сопровождаемые параллельные программы.

Мы предполагаем, что читатель уже в некоторой степени знаком с базовыми механизмами параллелизма в Java. *Java Concurrency in Practice* не является введением в тему параллелизма – для этого, смотрите главу о потоках любого достойного талмуда, такого как *The Java Programming Language* (Arnold et al., 2005). И это не энциклопедический справочник для всех вещей параллелизма – за этим обращайтесь к *Concurrent* *Programming in Java* (Lea,2000). Напротив, книга предлагает практические правила проектирования, помогающие разработчикам в таком сложном процессе, как создание безопасных и производительных параллельных классов. При необходимости, мы ссылаемся на соответствующие разделы из книг *The Java Pro-gramming Language*, *Concurrent Programming in Java*, *The Java Language Specification* (Gosling et al., 2005), and *Effective Java* (Bloch, 2001) используя сокращения [JPL n.m], [CPJ n.m], [JLS n.m], and [EJ Item n].

После введения (Глава 1), книга делится на четыре части:

**Основы.** Часть I (Главы2 - 5) фокусируется на базовых концепциях параллелизма, потокобезопасности и на том, как составлять потокобезопасные классы из параллельных строительных блоков, предоставляемых библиотекой классов. “Шпаргалка” в разделе “Итоги части I” суммирует наиболее важные из правил, представленных в части I.

Главы 2 (потокобезопасность) и 3 (совместно используемые объекты) формируют основу книги. Почти все правила позволяют избегать рисков параллелизма, конструировать потокобезопасные классы и проверять безопасность потоков. Читатели, предпочитающие “практику” вместо “теории”, могут поддаться соблазну перейти к части II, но должны обязательно вернуться к главам 2 и 3 до написания любого параллельного кода!

Глава 4 (Компоновка объектов) покрывает техники для компоновки потокобезопасных классов в большие потокобезопасные классы. Глава 5 (Строительные блоки) покрывает тему параллельных строительных блоков -потокобезопасных коллекций и синхронизации - предоставляемых библиотекой платформы.

**Структурирование параллельных программ.** В части II (Главы6-9) описывается, как эксплуатировать потоки для увеличения пропускной способности и отзывчивости параллельных приложений Глава 6 (Выполнение задач) затрагивает тему идентификации параллелизуемых задач и выполнения их внутри выполняющих задачи фрэймворков (*task-execution framework*). Глава 7 (Отмена and завершение) имеет дело с техниками убеждения задач и потоков завершаться до того, как они смогут это сделать нормально; то, как программы имеют дело с отменой и завершением, часто является одним из факторов, который отделяет действительно надёжные параллельные приложения от тех, что просто работают. В главе 8 (Применение пула потоков) рассматриваются некоторые более продвинутые возможности фреймворков выполнения задач. Глава 9 (Приложения GUI) фокусируется на техниках по повышению отзывчивости в однопоточных подсистемах.

**Жизнеспособность, производительность и тестирование.** Часть III (Главы10-12) заботятся о том, чтобы параллельные программы действительно делали то, что вы хотите, и делали это с приемлемой производительностью. Глава 10 (Как избежать угроз живучести) описывает, как предотвращать проблемы живучести, которые могут помешать программам, продвигаться вперёд. Глава 11 (Производительность и масштабируемость) описывает техники, для увеличения производительности и масштабируемости в параллельном коде. Глава 12 (Тестирование параллельных программ) рассматривает техники тестирования параллельного кода на предмет корректности и производительности.

**Дополнительные темы.** Часть IV (Главы13-16) затрагивает темы, которые понравятся и будут интересны только опытным разработчикам: явные блокировки, атомарные переменные, неблокирующие алгоритмы, и разработка собственных синхронизаторов (*custom* *synchronizers*).

# Примеры кода

В то время как множество концепций в этой книге применимы к версиям Java, предшествующим Java 5.0 и даже к не Java окружению, большинство примеров кода (и все утверждения о модели памяти Java) предполагают Java 5.0 или старше. Некоторые примеры кода могут использовать функции библиотеки, добавленные в Java 6.

Примеры кода были сжаты для уменьшения размера и для выделения соответствующих частей. Полные версии примеров кода, а также дополнительные примеры и список опечаток, доступны на вебсайте книги http://www.javaconcurrencyinpractice.com.

Примеры кода делятся на три категории: “*хорошие*” примеры, “*не очень хорошие*” примеры и “*плохие*” примеры. *Хорошие* примеры иллюстрируют техники, которым необходимо следовать. Плохие примеры иллюстрируют техники, которые, определённо, не должны воспроизводиться, и они, чтобы дать ясно понять, что это токсичный код, представляются с иконкой “**Mr. Yuk**”[[1]](#footnote-1) (см. листинг 1). Не очень хорошие примеры иллюстрируют техники, которые необязательно ошибочные, но являются хрупкими, рискованными или имеют плохую производительность, они помечаются иконкой “**Mr. Could Be Happier**”, как показано в листинге 2.

public <T extends Comparable<? super T>> void sort(List<T> list) {
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*// Never returns the wrong answer!*

System.exit(0);

}

**Листинг 1.** Плохой способ сортировки списка. Не делайте так!

Некоторые читатели могут задать вопрос о роли *плохих* примеров в этой книге; в конце концов, книга должна показать, как делать все правильно, а не ошибаться. Плохие примеры преследуют две цели. Они иллюстрируют наиболее часто встречающие подводные камни, но, что более важно, они демонстрируют, как анализировать программы на потокобезопасность, и лучший путь сделать это, это увидеть пути, которые приводят к тому, что потокобезопасность компрометируется.
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doNothing();

Collections.sort(list);

}

**Листинг 2.** Не самый оптимальный способ сортировки списка

# Часть I Основы

# Глава 1 Введение

[Написать корректную](#page10) программу трудно. Написать многопоточную [корректную программу](#page10) ещё труднее. В параллельной программе может произойти огромное количество вещей, которые выполняться не так, как ожидалось, хотя, вполне корректно, сработают в последовательной программе.

Так почему мы связываемся с многопоточностью? Потоки являются неизбежной частью языка Java, и они могут существенно упростить разработку комплексных систем путём превращения сложного асинхронного кода в более простой прямолинейный код. В дополнение, потоки являются простейшим способом использовать вычислительную мощь многопроцессорных систем. По мере увеличения количества процессоров, важность эффективного использоваться параллелизма будет только возрастать.

## 1.1 Очень краткая история параллелизма

В давнем прошлом, компьютеры не имели операционных систем; они [выполняли единственную программу от начала](#page10) и до конца, и программа имела прямой доступ ко всем ресурсам машины. Писать программы, которые работали на голом железе, было не единственной сложностью, другой была возможность запуска за раз только одной программы, что вызывало неэффективное использование дорогостоящих и ограниченных ресурсов компьютера.

Эволюционировав, операционные системы позволили запускать более одной программы за раз, запуская программы в индивидуальных процессах: изолированных, независимо выполняемых программах, для которых операционная система выделает ресурсы, такие как память, указатели на файлы и ограничения системы безопасности. Также, если необходимо, процессы могут взаимодействовать с другими процессами через различные механизмы коммуникации: сокеты, обработчики сигналов, разделяемую память, семафоры и файлы.

Несколько мотивирующих факторов привели к разработке операционных систем, которые позволяли одновременно выполнять несколько программ:

**Использование ресурсов.** Программы иногда вынуждены ожидать завершения внешних операций, таких как ввод или вывод, и пока длится ожидание, не могут выполнять полезную работу. Гораздо эффективнее использовать время ожидания, позволив выполняться другой программе.

**Справедливость.** Множество ресурсов и программ могут иметь эквивалентные запросы к ресурсам машины. Предпочтительно позволить им разделять ресурсы компьютера на равно-порционные куски времени, чем ожидать завершения одной программы и запускать другую

**Удобство.** Часто проще и предпочтительнее написать несколько программ, каждая из которых выполняет одну задачу и имеет возможность координироваться с другими (если это необходимо), чем написать одну программу, которая выполняет сразу все задачи.

В ранних системах с разделением времени, каждый процесс являлся виртуальным Фон-Неймановским компьютером, он имел пространство в памяти для совместного хранения инструкций и данных, выполнялись инструкции последовательно, в соответствии с семантикой языка машины, и взаимодействовали с внешним миром через набор примитивов ввода/вывода операционной системы. Для каждой выполняемой инструкции была четко определена «следующая инструкция» и контроль потока выполнения программы осуществлялся строго в соответствии с правилами набора инструкций. Почти все широко используемые сегодня языки программирования следуют этой последовательной программной модели, где спецификация языка программирования чётко определяет, «*что последует далее*» после выполнения некоторой команды.

Модель последовательного программирования интуитивна и естественна, и, фактически повторяет модель работы человека: делать по одной вещи в один момент времени, в основном – последовательно. Встать с постели, облачится в халат, спустится вниз и приготовить чай. Как и в языках программирования, каждое из действий реального мира является абстракцией для последовательности небольших действий - открыть шкаф, выбрать сорт чая, отмерить некоторое количество в чайник, проверить, достаточно ли в чайнике воды, если нет, то долить немного воды в него, поставить чайник на плиту, ожидать пока вода закипит, и так далее. Этот последний шаг – ожидание, пока закипит вода – предполагает некоторую степень *асинхронности* (*asynchrony)*. Пока вода нагревается, вы можете выбрать, что делать – просто подождать, или выполнить другую задачу в это время, такую как начать жарить тосты (другая асинхронная задача) или почитать новости, учитывая, что в скором времени вашего внимания потребует чайник. Производители чайников и тостеров знают, что их продукты часто используются в асинхронной манере, поэтому устройства подают звуковой сигнал, когда завершают свою работу. Поиск правильной балансировки последовательных и асинхронных действий часто является характеристикой эффективного человека – это также справедливо для программ.

То же самое (утилизация ресурсов, справедливое распределение и удобство) что мотивировал разработку процессов, также мотивировало разработку потоков (*threads)*. Потоки позволяют нескольким потокам управления программным потоком (*control flow*) сосуществовать в процессе. Они разделяют общие ресурсы процесса, такие как память и указатели на файлы, о каждый поток имеет свой собственный программный счётчик, стек, и локальные переменные. Потоки также предоставляют естественный механизм декомпозиции для использования аппаратного параллелизма в многопроцессорных системах; множество потоков внутри программы могут быть запущены одновременно на множество ЦПУ.

Потоки иногда называют легковесными процессами, и большинство современных операционных систем рассматривают потоки, не процессы, как простейшие единицы планирования. В отсутствие явной координации, потоки выполняются одновременно и асинхронно относительно друг друга. С момента обращения потоков к общей разделяемой памяти собственного процесса, все потоки внутри процесса имеют доступ к переменным и выделяют объекты из кучи (*heap*), которая позволяет организовать более изящное совместное использование данных (*data sharing*), чем механизмы межпроцессного взаимодействия. Но без явной синхронизации для координации доступа к совместно используемым данным, поток может изменить переменную, пока другой поток находится в процессе использования переменной (in the middle of using), что приведёт к непредсказуемым результатам.

## 1.2 [Преимущества потоков](#page10)

Когда потоки используются должным образом, они могут снизить сложность разработки и стоимость сопровождения кода и повысить общую производительность приложения. Потоки упрощают формирование модели поведения и взаимодействия человека, путём превращения асинхронных рабочих процессов в большей части последовательные. В другом случае они могут превратить запутанный код в прямолинейный, который проще писать, читать и сопровождать.

Потоки полезны в приложениях GUI для повышения отзывчивости пользовательского интерфейса, и в серверных приложениях для улучшения использования ресурсов и повышения пропускной способности. Они также упрощают реализация JVM – сборщик мусора обычно запускается в одном или более выделенных потоках. Наиболее нетривиальные приложения на Java при создании в большей степени полагаются на потоки.

### 1.2.1 Использование нескольких процессоров

Ранее многопроцессорные системы использовались редко и стоили дорого, как правило, они находились только в больших ЦОД-ах (*data centers*) или применялись в научном оборудовании. Сегодня они дёшевы и многочисленны, даже малые сервера или среднего уровня рабочие станции часто имеют множество процессоров. Эта тенденция будет только возрастать; так как всё сложнее становится увеличивать тактовую частоту, производители процессоров будут вместо этого располагать большее количество ядер на одном чипе. Все ведущие производители чипов начали этот переход, и мы уже видим машины с очень большим количеством процессоров.

Поскольку основной единицей планирования является поток, программа только с одним потоком может запускаться не более чем на одном процессоре за раз. На двух процессорной системе, однопоточная программа получит доступ к половине доступных ресурсов ЦПУ; на 100-процессорной системе она откажется от 99% доступных ресурсов. С другой стороны, программы с множеством активных потоков могут одновременно выполняться на множестве процессоров. Будучи должным образом спроектирована, многопоточная программа может увеличить пропускную способность путём более эффективного использования доступных ресурсов процессора.

Использование многопоточности может также помочь достигнуть большей пропускной способности на однопроцессорной машине. Если программа однопоточная, процессор просто ожидает (*idle*) завершения синхронных операций ввода/вывода. Если программа многопоточная, другой поток может все ещё выполняться, пока первый поток ожидает завершения операций ввода/вывода, позволяя приложению продолжать работу во время блокировки ввода/вывода. (Это похоже на чтение новостей, во время ожидания закипания воды в чайнике, вместо того, чтобы ждать пока вода закипит, прежде чем начать читать.)

### 1.2.2 Упрощение моделирования

Часто вам проще управлять временем, когда вы выполняете задачу только одного вида (правите эти 12 ошибок(*bugs*)), чем, когда вы имеете несколько их (исправляете эти ошибки, проводите интервью с кандидатами на замену системного администратора, оценивание производительность вашей команды, и создаёте слайды для презентации на следующей неделе). Когда вы заняты задачей только одного вида, вы можете начать сверху вороха и взять её в работу, и так до тех пор, пока вся куча не будет разобрана; (или вы); вам нет необходимости затрачивать мыслительную энергию для понимания, какая работа будет следующей. С другой стороны, управление множеством приоритетов и сроков и переключение от задачи к задаче обычно вносит накладные расходы.

Также это справедливо и для программного обеспечения: программа, которая последовательно выполняет только один тип задач, проще в написании, менее подвержена ошибкам, и проще в тестировании, чем одна, управляющая множеством различных типов задач за раз. Назначение потоков каждому типу задач, или даже элементам, в симуляции создаёт иллюзию последовательности и изолированности логики домена (*domain logic*) от деталей планирования, чередования операций, асинхронного ввода/вывода, и ожидания ресурсов. Сложные, асинхронные рабочие процессы (*workflows*) могут быть разбиты на конечное количество простых, синхронных рабочих процессов, каждый из которых запущен в отдельном потоке, взаимодействующих друг с другом только в определённых точках синхронизации (*synchronization points*).

Эти преимущества часто эксплуатируются фрэймворками, такими как сервлеты или RMI (удалённый вызов процедур). Фреймворки берут на себя детали управления запросами, создания потоков, балансировкой нагрузки, диспетчеризуют порции запросов обрабатываемых соответствующими компонентами приложения в соответствующих точках рабочего процесса. Тем, кто пишет сервлеты, нет необходимости беспокоится о том, как много запросов будет обработано в один момент времени или о блоке ввода и вывода сокета; когда сервисный метод сервлета (*service method*) вызывается в ответ на веб-запрос, он может обрабатывать запрос асинхронно, как если бы это была однопоточная программа. Это может упростить разработку компонентов и снизить кривую обучения для использования фрэймворков.

### 1.2.3 Упрощённая обработка асинхронных событий

Серверное приложение, принимающее подключения сокетов от множества удалённых клиентов может быть проще в разработке, когда под каждое подключение выделяется собственный поток и в нём позволяется использовать синхронный ввод/вывод.

Если приложение приступает к чтению из сокета, когда данные недоступны, блоки будут считываться до тех пор, пока данные не станут доступны. В однопоточном приложении это значит, что приостановится не только обработка соответствующего запроса, но будет приостановлена обработка всех запросов, пока один поток заблокирован. Для обхода этой проблемы, однопоточные серверные приложения вынуждены использовать неблокирующий ввод/вывод, который намного сложнее и более подвержен ошибкам, чем синхронные операции ввода/вывода. Однако, если каждый запрос имеет свой собственный поток, тогда блокировка не оказывает влияние на обработку других запросов.

Исторически так сложилось, что операционные системы располагали относительно низким лимитом на количество потоков, которые мог создать процесс, всего несколько сотен (или даже меньше). В результате операционные системы разработали эффективные средства для мультиплексированного ввода/вывода, такие как системные вызовы UNIX *select* и *poll*, и для доступа к этим средствам библиотекой классов Java был добавлен набор пакетов (*java.nio*) для неблокирующего ввода/вывода. Тем не менее, операционные системы стали поддерживать значительно большее количество потоков, таким образом, предоставив возможность практической реализации модели *отдельный-поток-для-каждого-клиента*, даже для большого количества клиентов для некоторых платформ[[2]](#footnote-2)

### 1.2.4 Более отзывчивый пользовательский интерфейс

Приложения GUI ранее были однопоточными, что приводило к тому, что-либо приходилось часто опрашивать код на возникновение входящих событий (которые беспорядочны и назойливы), либо выполнять весь код приложения косвенно, через “основной цикл событий (*main event loop*)”. Если код, вызванный из основного цикла событий, выполнялся слишком долго, то пользовательский интерфейс “замерзал” в ожидании завершения его работы, потому что последующие события GUI не могут быть обработаны до тех пор, пока не будет возвращено управление основному циклу событий.

Современные фреймворки GUI[[3]](#footnote-3), такие как AWT или Swing toolkits, заменили основной цикл событий механизмом рассылки событий (*event dispatch thread, edt*). Когда возникает событие пользовательского интерфейса, например, такое как нажатие кнопки, в потоке событий будут вызваны объявленные в приложении обработчики. Большинство фрэймворков GUI имеют однопоточные подсистемы, так что основной цикл событий всё ещё присутствует, но он запускается в собственном потоке под управлением инструментария GUI, а не приложения.

Если в потоке событий выполняются кратковременные задачи, интерфейс остаётся отзывчивым, поскольку поток событий всегда способен обрабатывать действия пользователя достаточно быстро. Однако, обработка долго выполняющихся задач в потоке событий, таких как проверка орфографии, в большом документе или получение ресурсов по сети, ухудшает отзывчивость. Если пользователь выполняет какие-то действия, пока выполняется такая задача, появится большая задержка до того момента, как поток событий сможет обработать их или даже просто узнать о них. Сгущая краски, отметим, что пользовательский интерфейс не только становится недоступен, но также невозможно нажать кнопку отмены задачи, даже если UI имеет таковую, потому что поток событий занят и не может обработать событие нажатия кнопки до завершения длинной задачи! Однако, если вместо этого, долго работающая задача выполняется в отдельном потоке, поток событий остаётся свободным для обработки событий UI, делая UI более отзывчивым.

## [1.3](#page10) [Риски, которые несут потоки](#page10)

Встроенная в Java поддержка потоков — это обоюдоострый меч. Хотя это упрощает разработку многопоточных приложений, предоставляя поддержку со стороны языка и библиотек и формальную кроссплатформенную модель памяти (именно эта формальная кроссплатформенная модель памяти Java делает возможной разработку однажды написанных, запускающихся где угодно многопоточных приложений), это также поднимает планку уровня разработчиков, потому что всё больше количество программ будет использовать потоки. Когда потоки были вещью скорее эзотерической, параллельность была “подвинутой” темой; сейчас общий тренд таков, что разработчики должны быть осведомлены о безопасном использовании потоков.

### 1.3.1 Угрозы безопасности

Потокобезопасность может быть неожиданно тонким понятием: из-за отсутствия достаточной синхронизации, порядок операций во множестве потоков непредсказуем и иногда случаются сюрпризы. Класс *UnsafeSequence* в листинге 1.1, который должен генерировать последовательность уникальных целых чисел, предлагает простую иллюстрацию того, как чередование действий в множестве потоков может к нежелательным результатам. Он ведёт себя корректно в пределах однопоточного окружения, но в многопоточном окружении всё иначе.

@NotThreadSafe
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private int value;

*/\* Returns a unique value. \*/*

public int getNext() {

return value++;

}

}

**Листинг 1.1** Непотокобезопасный генератор последовательностей.

Проблема с UnsafeSequence возникает в неудачный момент времени, два потока могут вызвать getNext и получить *некоторое значение*. На рис. 1.1 показано, как это может произойти. Нотация инкремента, someVariable++, может казаться единой операцией, но это фактически *три* раздельных операции: чтения значения, добавления единички к нему, и запись нового значения в переменную. Так как операции в множестве потоков могут произвольно чередоваться во время выполнения, вполне возможно для двух потоков прочитать значения в один момент времени, и затем добавить по единичке к ним. В результате один и тот же порядковый номер возвращается из нескольких вызовов в разных потоках.

**B**

**A**

**value *→* 9**

**9 + 1 *→* 10**

**value *→* 10**

**value *→* 9**

**9 + 1 *→* 10**

**value *→* 10**

**Рис. 1.1** Неудачное выполнение UnsafeSequence.getNext.

Диаграммы на рис. 1.1 показывают возможное чередование операций в различных потоках. На этих диаграммах, движется слева направо, и каждая линия представляет активность различных потоков. Эти чередующиеся диаграммы обычно показывают наихудший случай[[4]](#footnote-4) и предназначены для того, чтобы показать опасность неверного предположения, о том, что все произойдет в строго определенном порядке.

Класс UnsafeSequence использует нестандартную аннотацию: @NotThreadSafe. Это одна из нескольких пользовательских аннотаций, используемых на протяжении всей книги, для документирования параллелизма свойств и членов классов. (Аналогичным образом используются другие аннотации уровня класса - @ThreadSafe и @Immutable; см. Приложение А) Аннотации, документирующие потокобезопасность, полезны для нескольких аудиторий. Если классы аннотированы с помощью @ThreadSafe, пользователи могут с уверенностью использовать их в многопоточном окружении, со своей стороны, разработчик ставит в известность, что потокобезопасность гарантирована и должна быть сохранена, и инструменты для анализа кода могут определить возможные ошибки кодирования.

Класс UnsafeSequence показывает распространённую проблему параллелизма, называемую ***условием гонок*** *(race condition)*. Возвращает ли getNext уникальное значение при вызове из нескольких потоков, как того требует спецификация, или нет, зависит от того, как среда выполнения (runtime) чередует операции - это является нежелательным состоянием дел.

Из-за того, что потоки разделяют общее адресное пространство и запускаются параллельно, они могут получать доступ и модифицировать те переменные, которые могут использовать другие потоки. Это потрясающе удобно, потому что позволяет совместно использовать данные проще, чем в любых других межпоточных механизмах коммуникации. Но, такой механизм коммуникации, также несёт в себе значительные риски: потоки могут быть дискредитированы (confused) при неожиданном изменении данных. Возможность множества потоков получить доступ и модифицировать некоторые переменные вводит элемент непоследовательности в *последовательную* модель программирования, что может сбивать с толку и быть сложным для понимания. Для многопоточных программ поведение должно быть предсказуемым, доступ к совместно используемым (shared) переменным должен быть правильно скоординирован так, чтобы потоки не вмешивались в работу друг друга. К счастью, Java предоставляет механизмы синхронизации для координации такого доступа.

Класс UnsafeSequence может быть исправлен путём превращения метода getNext в синхронизированный (synchronized), как показано в листинге 1.2[[5]](#footnote-5), тем самым предотвращая неудачное взаимодействие как на рис. 1.1. (Подробно о том, как это работает, является темой глав 2 и 3)

@ThreadSafe

public class Sequence {

@GuardedBy("this") private int value;

public synchronized int getNext() { return value++;

}

}

**Листинг 1.2**. Потокобезопасный генератор последовательности

В отсутствие синхронизации, компилятору, железу и среде выполнения позволяются существенные вольности в обращении с таймингами и порядком выполнения действий, такие как кэширование переменных в регистрах или в локальных кэшах процессора, где они временно (или даже постоянно) недоступны для других потоков. Эти ухищрения помогают улучшить производительность, и в общем случае желательны, но они возлагают бремя ответственности за чёткое обозначение того, где данные должны совместно использоваться между потоками, на разработчика, который должен сделать так, чтобы эти оптимизации не подрывали безопасность. В главе [16](#_Chapter_16_The) приводятся подробные сведения о том, как именно JVM гарантирует порядок и какое влияние оказывает синхронизация на эти гарантии, но если вы последуете правилам в главах [2](#_Глава_2_Потокобезопасность) и [3](#_Глава_3_Совместно), то можете свободно опустить эти низкоуровневые подробности.

### 1.3.2 Угрозы живучести потока

Критически важно обратить внимание на вопросы потокобезопасности, когда разрабатывается параллельный код: безопасность не может быть скомпрометирована. Важность безопасности не является уникальной чертой многопоточных программ – однопоточные программы также должны заботиться о сохранении безопасности и корректности – но использование потоков представляет собой дополнительные вызовы безопасности, не представленные в однопоточных программах. Подобным образом, использование потоков порождает дополнительные формы сбоев живучести (*liveness failure)*, которые не происходят в однопоточных программах.

Пока *безопасность* означает “***ничего плохого никогда не случается***”, *живучесть* заботится о дополнительной цели, которая гласит “***что-то хорошее когда-нибудь случается***”. Сбои в работе возникают, когда активность попадает в такое состояние, что постоянно невозможен прогресс. Одной из форм сбоя в работе, который может происходить в последовательной программе, является непреднамеренное создание бесконечного цикла, из-за которого последующий код никогда не получит возможность выполнится. Использование потоков вводит дополнительные риски для живучести. Например, если поток *A* ожидает ресурс, который поток *B* удерживает эксклюзивно, и поток *B* никогда не освободит его, *A* будет ожидать вечно. Глава 10 описывает различные формы сбоев живучести потока и способы их избежать, включая взаимоблокировки (*deadlock*)[[6]](#footnote-6), голодание (*starvation*)[[7]](#footnote-7) и динамическая взаимоблокировка (*livelock*)[[8]](#footnote-8).

Подобно большинству ошибок параллельного выполнения, ошибки вызывающие сбои живучести потока могут быть неуловимы, потому что зависят от времени происхождения событий (*timing of events*) в различных потоках, и, поэтому, не всегда проявляют себя в разработке или в тестировании.

### 1.3.3 Угрозы производительности

С живучестью потока связана производительность. В то время как живучесть означает, что что-то хорошее непременно произойдёт, это в конечном итоге может быть недостаточно хорошо - мы часто хотим, чтобы хорошие вещи происходили быстро. Вопросы производительности относятся к широчайшему спектру проблем, включая плохое время обслуживания, отзывчивость, пропускную способность, потребление ресурсов или масштабируемость. Как и в случае безопасности и живучести, многопоточные программы подвержены всем проблемам производительности однопоточных программ, а также прочим, добавляющимся при использовании потоков.

В хорошо спроектированных параллельных приложениях использование потоков приводит к чистому приросту производительности, тем не менее, потоки приводят к большим накладным расходам во время выполнения. *Переключение контекста (Context switches)* – это ситуация, когда планировщик временно приостанавливает активный поток, так что другой поток может запуститься – что наиболее часто происходит в приложениях с множеством потоков и стоит довольно дорого: сохранение и восстановление контекста выполнения, потеря локальности и время ЦП затраченное на планирование потоков, вместо их запуска. Когда потоки совместно используют данные, они должны использовать механизмы синхронизации, которые могут препятствовать компилятору в проведении оптимизаций, путём сброса кэшей памяти или пометки их устаревшими, и, таким образом, создавая траффик синхронизации в шине разделяемой памяти. Все эти факторы вводят дополнительные расходы производительности; В Главе 11 описывается техника анализа и снижения стоимости.

## [1.4](#page10) [Потоки есть везде](#page10)

Даже если ваша программа никогда явно не создаёт потоки, фреймворки могут создавать потоки от вашего имени, и код, вызываемый из этих потоков, должен быть потокобезопасным. Это оказывает серьёзное влияние на проектирование и реализацию приложения со стороны разработчика, так как разработка потокобезопасных классов требует больше внимания и анализа, чем разработка не потокобезопасных классов.

Все приложения Java используют потоки. Когда JVM запускается, она создаёт потоки для своих внутренних нужд (сборка мусора, завершение) и главных поток для запуска метода main. Фреймворки пользовательского интерфейса AWT (*Abstract Window Toolkit*) и Swing создают потоки для управления событиями пользовательского интерфейса. Класс Timer создаёт потоки для выполнения отложенных задач. Компонентные фреймворки, такие как сервлеты и RMI, создают пулы потоков и вызывают методы компонентов в этих потоках.

Если вы пользуетесь этими возможностями – как и многие другие разработчики – вы знакомитесь с параллельностью и безопасностью потоков, потому что эти фреймворки создают потоки и вызывают ваши компоненты из них. Хотелось бы верить, что параллельность это некоторая опциональная или продвинутая возможность языка, но реальность такова, что почти все приложения Java многопоточны и эти фреймворки не изолируют вас от необходимости правильной координации доступа к состоянию приложения (*application state*)[[9]](#footnote-9).

Когда фреймворком в приложение вводится параллельность, обычно невозможно ограничить осведомлённость о параллелизме кодом фреймворка, потому что фреймворк, по своей природе, создаёт обратные вызовы к компонентам приложения, которые, в свою очередь, получают доступ к состоянию приложения. Подобным образом, необходимость в потокобезопасности не заканчивается на компонентах, вызываемых фрэймворком – она распространяется на все пути выполнения кода, по которым происходит обращение к состоянию программы, доступные из этих компонентов. Так, потребность в потокобезопасности, становится становиться заразительной.

Фреймворки вводят мнопоточность в приложение путём вызова компонентов приложения из потоков. Компоненты неизменно получают доступ к состоянию приложения, тем самым требуя, чтобы все пути выполнения кода, обращающиеся к этому состоянию, были потокобезопасными.

Описанные ниже средства приводят к тому, что код приложения, вызывается из потоков, не управляемых приложением. При необходимости, потокобезопасность может начаться с этих средств, хотя редко ограничивается ими; вместо этого она струится через всё приложение.

**Таймер.** Класс Timer является удобным механизмом для планирования отложенного запуска задач, единовременно или периодически. Введение класса Timer может дополнить последовательную программу, потому что класс TimerTask выполняется в потоке, управляемом классом Timer, а не приложением. Если TimerTask получает доступ к данным, к которым уже получен доступ из других потоков приложения, тогда не только TimerTask должен делать это в потокобезопасной манере, *но также должны поступать и любые другие классы, получающие доступ к данным*. Часто, простейшим способ достигнуть этого, является гарантия того, что объекты, к которым получает доступ класс TimerTask, сами по себе потокобезопасны, таким образом, инкапсулируя потокобезопасность внутри совместно-используемых объектов.

**Сервлеты и JavaServer Pages (JSPs).** Фрэймворк сервлетов предназначается для обработки задач всей инфраструктуры развёртывания веб приложения и диспетчеризации запросов от удалённых HTTP клиентов. Запрос, поступающий на сервер, отправляется, возможно, через цепочку фильтров, соответствующей странице JSP или сервлету. Каждый сервлет представляет собой компонент логики приложения, и для крупных вебсайтов является нормой, что множество клиентов могут обращаться к одному и тому же сервлету одновременно. Спецификация сервлета требует, чтобы сервлет был готов к тому, что может быть вызван одновременно во множестве потоков. Другими словами, сервлет должен быть покобезопасен.

Даже если вы сможете гарантировать, что сервлет будет вызываться одновременно только из одного потока, вам всё равно придётся обратить внимание на безопасность потоков при создании веб приложения. Сервлеты часто получают доступ к информации о состоянии, разделяемой (*shared*) с другими сервлетами, такой, как объекты с областью видимостью уровня приложения[[10]](#footnote-10) (те, что хранятся в ServletContext), или объекты с областью видимостью уровня сессии[[11]](#footnote-11) (те, что хранятся для каждого клиента в HttpSession). Когда сервлет получает доступ к объектам, разделяемым между сервлетами и запросами, он обязан должным образом координировать доступ, чтобы множество запросов могло обращаться к ним одновременно из разных потоков. Сервлеты и JSP, так же как фильтры сервлетов и объекты, хранимые в контейнерах с областью видимости, подобные ServletContext и HttpSession, просто должны быть потокобезопасны.

**Удалённый вызов методов (RMI)** RMI позволяет вам вызывать методы объектов, запущенных в других JVM. Когда вы вызываете удалённый метод с RMI, аргументы метода упаковываются (маршализуются) в поток байтов и отправляются по сети к удалённой (*remote*) JVM, где они распаковываются (демаршализуются) и передаются удалённому (*remote*) методу.

Когда код RMI вызывает удалённый объект, в каком потоке происходит этот вызов? Вы не знаете, но определённо не в том потоке, который создали вы – ваш объект будет вызван в потоке, управляемом RMI. Как много потоков может создать RMI? Может ли быть вызван некоторый удалённый метод в некотором удалённом объекте одновременно во множестве потоков RMI?[[12]](#footnote-12)

Удаленный объект должен иметь защиту от двух угроз безопасности потоку: должным образом, координированный доступ к состоянию, которое может совместно использоваться с другими объектами, и должным образом скоординированный доступ к состоянию самого удаленного объекта (так как тот же объект может быть вызван в нескольких потоках одновременно). Подобно сервлетам, объекты RMI должны быть готовы к множеству одновременных вызовов и должны обеспечивать собственную потокобезопасность.

**Swing и AWT.** Приложения GUI по своей природе асинхронны. Пользователи могут выбрать элемент меню или нажать на кнопку в любое время, и они ожидают, что приложение будет реагировать быстро, даже если оно находится в процессе выполнения чего-нибудь другого. Swing и AWT для решения этой проблемы создают отдельный поток, который занимается обработкой инициированных пользователем событий и обновлением графического представления, отображаемого пользователю.

Компоненты Swing, такие как JTable не потокобезопасны. Вместо этого, программы на Swing достигают собственной потокобезопасности, ограничивая все обращения к компонентам GUI только потоком событий. Если приложение хочет манипулировать GUI извне потока событий, оно должно вызывать код[[13]](#footnote-13), который будет управлять GUI, для запуска в потоке событий.

Когда пользователь выполняет UI[[14]](#footnote-14) действие, в потоке событий вызывается обработчик событий для выполнения любой операции, запрошенной пользователем. Если обработчику требуется доступ к состоянию приложения,

доступ к которому также происходит из других потоков (например, редактируемому документу), тогда обработчик событий, наряду с другим кодом, обращающимся к этому состоянию, должен выполнять его потокобезопасным способом.

# [Глава 2](#page10) [Потокобезопасность](#page10)

Возможно, для вас будет сюрпризом, что параллельное программирование — это не столько о потоках или блокировках, скорее, если провести аналогию, не более чем гражданское строительство, о заклёпках или двутавровых балках. Конечно, строительство мостов, которые затем не рухнут вниз, требует правильного использования множества заклёпок и двутавровых балок, также, как и параллельные программы требуют корректного использования потоков и блокировок. Но всё это просто механизмы – средства для достижения цели. Написание потокобезопасного кода является, в своей основе, только управлением доступом к состоянию, и, в частности, к *разделяемому (shared)*, *изменяемому состоянию (mutable state)*.

Неофициально, состояние объекта - это его данные, хранимые в переменных состояния, таких как экземпляры или статические поля. Состояние объекта может включать поля от различных, зависимых объектов; Состояние объекта HashMap частично хранится в самом объекте HashMap, но также во множестве объектов Map.Entry. Состояние объекта включает в себя любые данные, которые могут оказывать влияние на его внешнее видимое поведение.

Под разделяемым состоянием мы понимаем то, что переменная может быть доступна из множества потоков; под изменяемым состоянием мы понимаем то, что значение переменной может изменяться в течение всей её жизни. Мы можем говорить о потокобезопасности, как коде, но на самом деле, мы пытаемся защитить *данные* от неконтролируемого параллельного доступа.

Необходимость объекта быть потокобезопасным зависит от того, будет ли он доступен из нескольких потоков. Это свойство того, как объект *используется* в программе, а не того, что он выполняет. Для создания потокобезопасного объекта требуется использовать синхронизацию, обеспечивающую координацию доступа к его изменяемому состоянию; невыполнение этого требования может привести к повреждению данных и другим нежелательным последствиям.

Всякий раз, когда более чем один поток обращается к данной переменной состояния, и один из них может записать что-то в нее, все они должны координировать свой доступ к ней с помощью синхронизации. Главным механизмом синхронизации в Java является ключевое слово synchronized, которое обеспечивает эксклюзивную блокировку, но термин “синхронизация” также включает в себя использование переменных volatile, явных блокировок и атомарных переменных.

Следует избегать соблазна думать, что существуют “особые” ситуации, в которых это правило не применяется. Программа, которая опускает необходимую синхронизацию, может казаться работающей, проходить свои тесты и хорошо работать в течение многих лет, но она все еще неисправна и может потерпеть крах в любой момент.

Если несколько потоков могут получить доступ к изменяемому состоянию переменной без соответствующей синхронизации, ваша программа имеет заложенные ошибки. Существует три пути для её исправления:

* *Не разделяйте переменные между потоками;*
* Сделайте переменные состояния *неизменяемыми*;
* Используйте *синхронизацию*, когда бы ни обращались к состоянию переменной.

Если вы не задумывались при проектировании класса о параллельном доступе к нему, некоторые из этих подходов могут потребовать внесения значительных изменений в его дизайн, так что исправление проблемы может быть не таким тривиальным, как озвучивание этого совета. *Гораздо проще сразу проектировать класс, который будет потокобезопасным, чем позже его модифицировать для обеспечения потокобезопасности.*

В большой программе довольно сложно выяснить, могут ли несколько потоков получить доступ к данной переменной. К счастью, те же объектно-ориентированные методы, которые помогают создавать хорошо организованные, поддерживаемые классы, - такие как инкапсуляция и скрытие данных - также могут помочь в создании потокобезопасных классов. Чем меньше кода имеет доступ к определенной переменной, тем проще обеспечить, чтобы все это использовало правильную синхронизацию, и тем легче рассуждать об условиях, при которых к данной переменной можно получить доступ. Язык Java не принуждает вас к инкапсуляции состояния – вполне допустимо хранить состояние в публичных полях (даже в статических публичных полях) или публиковать ссылку на другой внутренний объект – но, чем лучше инкапсулировано состояние программы, тем проще сделать ее потокобезопасной и помочь сопровождающим[[15]](#footnote-15) впоследствии сохранить ее такой.

При проектировании потокобезопасных классов хорошие объектно-ориентированные методы, — инкапсуляция, неизменяемость и четкая спецификация инвариантов – ваши лучшие друзья.

Настанут времена, когда хорошие объектно-ориентированные методы проектирования станут противоречить реальным требованиям; в этих случаях может потребоваться поступиться правилами хорошего дизайна ради производительности или ради совместимости с устаревшим кодом (*legacy code*). Иногда абстракция и инкапсуляция расходятся с производительностью, хотя и не так часто, как полагают многие разработчики — но всегда рекомендуется сначала сделать код правильным, а затем уже заняться его ускорением. Даже в этом случае, оптимизацию следует проводить только тогда, когда это продиктовано требованиями и показателями производительности, и только в том случае, если измерения, проведённые в реалистичных условиях[[16]](#footnote-16), говорят вам, что ваша оптимизация действительно изменила ситуацию.

Если вы решите, что просто должны разрушить инкапсуляцию, ещё не всё потеряно. Вашу программу всё еще возможно сделать потокобезопасной, это просто будет намного сложнее. Кроме того, потокобезопасность вашей программы станет более хрупкой, увеличится не только стоимость и риски разработки, но также возрастут расходы и риски на сопровождение. В главе 4 характеризуется условия, при которых можно безопасно ослабить инкапсуляцию переменных состояния.

До сих пор мы использовали термины “*потокобезопасный класс*” и “*потокобезопасная программа*” почти взаимозаменяемо. Является ли потокобезопасной программа, полностью построенная из потокобезопасных классов? Не обязательно - программа, полностью состоящая из потокобезопасных классов, может быть не потокобезопасной, а потокобезопасная программа может содержать классы, не являющиеся потокобезопасными. Вопросы, связанные с составом потокобезопасных классов, также рассматриваются в главе 4. В любом случае концепция потокобезопасного класса имеет смысл только в том случае, если класс инкапсулирует свое собственное состояние. “Потокобезопасность” может быть термином, применяемым к коду, но речь идет о состоянии, поэтому термин может быть применен только ко всему телу кода, инкапсулирующему состояние, которое может быть объектом или всей программой.

## [2.1](#page10) Что такое потокобезопасность?

Определение потокобезопасности удивительно запутанно. Более формальные попытки настолько сложны, что предлагают небольшое практическое руководство или требуют интуитивного понимания, другие же, неофициальные описания, могут показаться "вещью в себе". Быстрый поиск в Google возвращает множество "*определений*", похожих на эти:

* . . могут быть вызваны из нескольких потоков программы, без нежелательных взаимодействий между потоками.
* . . могут вызываться более чем одним потоком за раз, не требуя каких-либо других действий со стороны вызывающих.

Учитывая такие определения, неудивительно, что мы находим потокобезопасность запутанной! Они звучат подозрительно похоже на “класс потокобезопасен, если он может быть безопасно использован из множества потоков”. Фактически, вы не можете оспорить это утверждение, но оно также почти не предлагает практической помощи. Как отличить потокобезопасный класс от непотокобезопасного? Что мы вообще подразумеваем под термином "безопасный"?

Ядром любого разумного объяснения потокобезопасности является концепция *корректности*. Если наше определение потокобезопасности нечеткое, это только потому, что нам не хватает определения термина “*корректность*”.

Корректность означает, что класс *соответствует своей спецификации*. Хорошая Спецификация определяет инварианты, ограничивающие состояние объекта и постусловия, описывающие эффекты от его операций. Поскольку мы часто не пишем адекватных спецификаций для наших классов, как мы можем узнать, что они корректны? Мы не можем, но это в любом случае не мешает нам их использовать, так как однажды мы убедили самих себя, что “код работает”. Это “доверие коду” относительно близко к тому, как многие из нас добиваются корректности, так позволим себе предположить, что корректность однопоточных программ, это что-то вроде “мы это знаем, когда мы видим это”. Примем оптимистичное определение "корректности" как чего-то, что можно распознать, теперь мы можем определить потокобезопасность несколько менее запутанным способом: класс потокобезопасен, когда он продолжает вести себя корректно в моменты одновременного обращения из нескольких потоков.

Класс является *потокобезопасным*, если он ведет себя правильно при доступе из нескольких потоков, независимо от планирования или чередования выполнения этих потоков средой выполнения, и без дополнительной синхронизации или другой координации со стороны вызывающего кода.

Поскольку любая однопоточная программа также является допустимой (*valid*) многопоточной программой, она не может быть потокобезопасной, если не является корректной в однопоточной среде[[17]](#footnote-17). Если объект реализован корректно, никакая последовательность операций - вызовов публичных (*public*) методов и операций чтения или записи открытых полей - не должна нарушать ни один из его инвариантов или постусловий. *Никакой набор операций, выполняемых последовательно или параллельно на экземплярах потокобезопасного класса, не может привести к тому, что экземпляр окажется в недопустимом состоянии (invalid).*

Потокобезопасные классы инкапсулируют любые необходимые синхронизации, так что клиенты не должны заботиться об этом.

### 2.1.1 Пример: сервлет без сохранения состояния (stateless)

В главе 1 мы перечислили ряд фрэймворков, которые создают потоки и вызывают ваши компоненты из этих потоков, оставляя вас ответственными за то, чтобы сделать ваши компоненты потокобезопасными. Очень часто, требования к потокобезопасности основаны не на необходимости напрямую использовать потоки, а вследствие решения использовать средства, подобные фреймворку сервлетов. Мы собираемся разработать простой пример — основанную на сервлете службу факторизации — и медленно расширять его, добавляя функции, пока сохраняется его потокобезопасность.

В листинге 2.1 показан наш простой сервлет факторизации. Он распаковывает факторизуемое число из запроса сервлета, факторизует его, и упаковывает результаты в ответ сервлета

@ThreadSafe

public class StatelessFactorizer implements Servlet {

public void service(ServletRequest req, ServletResponse resp) { BigInteger i = extractFromRequest(req);

BigInteger[] factors = factor(i);

encodeIntoResponse(resp, factors);

}

}

**Листинг 2.1** Сервлет без сохранения состояния

Класс StatelessFactorizer, подобно большинству сервлетов, не имеет состояния (stateless): он не имеет полей и не ссылается на поля в других классах. Переходное состояние для конкретного вычисления существует только в локальных переменных, которые хранятся в стеке потока и доступны только исполняющему потоку. Один поток, обращающийся к StatelessFactorizer, не может оказать влияние на результат другого потока, обращающегося к тому же StatelessFactorizer; поскольку два потока не разделяют состояние, это выглядит, как если бы они обращались к различным экземплярам. Поскольку действия потока, обращающегося к объекту без состояния, не могут повлиять на корректность операций в других потоках, объекты без состояния являются потокобезопасными.

Объекты без состояния всегда потокобезопасны.

Тот факт, что большинство сервлетов может быть реализовано без какого-либо состояния, позволяет не учитывать требование потокобезопасности, что значительно снижает нагрузку по их созданию. Только когда сервлеты хотят переписывать значения от одного запроса к другому, только тогда требование потокобезопасности становится проблемой.

## [2.2](#page10) [Атомарность](#page10)

Что происходит, когда мы добавляем один элемент состояния к тому, что было объектом без состояния? Предположим, мы хотим добавить "счетчик посещений", который измеряет количество обработанных запросов. Очевидным подходом является добавление поля типа long к сервлету и увеличение его значения при каждом запросе, как показано в классе UnsafeCountingFactorizer в листинге 2.2.

@NotThreadSafe
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public class UnsafeCountingFactorizer implements Servlet { private long count = 0;

public long getCount() { return count; }

public void service(ServletRequest req, ServletResponse resp) { BigInteger i = extractFromRequest(req);

BigInteger[] factors = factor(i);

**++count**;

encodeIntoResponse(resp, factors);

}

}

**Листинг 2.2** Сервлет подсчитывающий запросы без необходимой синхронизации. Не делайте так.

К сожалению, класс UnsafeCountingFactorizer не является потокобезопасным, хотя он будет прекрасно работать в однопоточной среде. Так же, как класс UnsafeSequence на странице 22, он чувствителен к *потерянным обновлениям.* Оператор инкремента, ++count, может выглядеть как одно действие из-за его компактного синтаксиса, но он не является атомарным, что означает, что он не выполняется как одна, неделимая операция. Вместо этого он является сокращением для последовательности из трех дискретных операций: извлечения текущего значения, добавление к нему единицы и запись нового значение обратно. Это пример операции ***read-modify-write***, в которой результирующее состояние является производным от предыдущего состояния.

Нас рисунке 1.1 на стр. 22 показано, что может произойти, если два потока попытаются увеличить счетчик одновременно и без синхронизации. Если счетчик первоначально имел значение 9, в некоторый *неудачный* времени каждый из потоков мог прочитать значение, увидеть, что оно равно 9, добавить к нему единичку, и установить счетчику значение 10. Очевидно, произошло не то, что предполагалось; по ходу дела, приращение было потеряно, и счетчик посещений теперь постоянно меньше на единицу.

Вы можете подумать, что наличие немного неточного количества обращений к веб-службе является приемлемой потерей точности, и иногда допустимо. Но, если счетчик используется для создания последовательностей (sequences) или уникальных идентификаторов объектов, возврат одного и того же значения из нескольких вызовов может вызвать серьезные проблемы с целостностью данных[[18]](#footnote-18). Ситуация, при которой существует возможность получения некорректных результатов в неудачный момент времени, настолько важна в параллельном программировании, что получила название: ***состояние гонки*** (***race condition****)*.

### 2.2.1 Условия гонок

Класс UnsafeCountingFactorizer имеет несколько условий гонок, которые делают его результаты ненадежными. Условие гонки возникает, когда правильность вычисления зависит от относительного момента времени или от чередования нескольких потоков во время выполнения; другими словами, получение правильного ответа зависит от удачного момента времени[[19]](#footnote-19). Наиболее распространенным типом состояния гонки является check-then-act, где потенциально устаревшее наблюдение используется для принятия решения о том, что делать дальше.

Мы часто сталкиваемся с условиями гонок в реальной жизни. Допустим, вы планируете встречу с другом в полдень, в Starbucks на Университетской авеню. Но когда вы доберетесь туда, вы поймете, что на Университетской авеню расположены два Starbucks, и вы не уверены, в котором из них договорились встретиться. В 12:10 вы не видите своего друга в Starbucks A, поэтому идёте в Starbucks B, чтобы посмотреть, не пришёл ли он туда, но его там тоже нет. Есть несколько возможностей: ваш друг опаздывает, и он не в Starbucks; или ваш друг прибыл в Starbucks после того, как вы покинули его; или ваш друг был в Starbucks B, но пошел искать вас, и теперь находится на пути к Starbucks A. Предположим худшее и скажем, что это была последняя возможность. Сейчас 12:15, вы оба были в Starbucks, и вы оба задаетесь вопросом, встали ли вы. Чем вы сейчас занимаетесь? Вернитесь к другому Starbucks? Сколько раз вы собираетесь ходить туда и обратно? Если Вы не договорились о протоколе, вы оба можете провести день, ходя вверх и вниз по Университетской Авеню, разочарованные и унылые.

Проблема с подходом “я просто выйду на улицу и посмотрю, находится ли он на другом её конце” заключается в том, что пока вы идете по улице, ваш друг, возможно, уже ушёл. Вы смотрите вокруг Starbucks A, видите, что “его здесь нет” и идете искать его. И Вы можете сделать то же самое для Starbucks B, но *в другой момент времени*. Чтобы пройти по улице, вам потребуется несколько минут, и в течение этих нескольких минут, *состояние системы могло измениться*.

Пример Starbucks иллюстрирует состояние гонки, потому что достижение желаемого результата (встреча с вашим другом) зависит от относительного времени событий (когда каждый из вас прибывает в тот Starbucks или другой, как долго вы ждете там перед переключением и т. д.). Наблюдение, что он не в Starbucks A, становится потенциально недействительным, как только вы выходите из входной двери; он мог бы войти через заднюю дверь, и Вы об этом не узнаете. Именно это аннулирование (*invalidation*) наблюдений характеризует большинство условий гонки - **использование** **потенциально устаревшего** наблюдения для принятия решения или выполнения вычислений. Этот тип условия гонок называется ***check-then-act:***: вы наблюдаете что-то, что является истинным (файл X не существует), а затем принимаете решение на основе этого наблюдения (создание X); но, фактически, это наблюдение может стать недействительным в момент времени между тем, когда вы наблюдали *это* и моментом времени, когда вы воздействовали на *это* (в промежутке между этими моментами времени, кто-то другой создал файл X), что вызовет проблемы (неожиданные исключения (*unexpected exception*), перезапись данных, повреждения файлов).

### 2.2.2 Пример: состояние гонки в отложенной инициализации

Распространенной идиомой, использующей *check-then-act*, является *ленивая инициализация*. Целью ленивой инициализации является отсрочка инициализации объекта до тех пор, пока он не будет фактически необходим, в то же время, гарантируя, что он будет инициализирован только один раз. Класс LazyInitRace в листинге 2.3 иллюстрирует идиому ленивой инициализации. Метод getInstance сначала проверяет, был ли объект ExpensiveObject уже инициализирован, и в случае положительного ответа, он возвращает существующий экземпляр; в противном случае, он создает новый экземпляр и возвращает его после сохранения ссылки на него, чтобы последующие вызовы могли сэкономить на формировании объекта.
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public class LazyInitRace {

private ExpensiveObject instance = null;

public ExpensiveObject getInstance() { if (instance == null)

instance = new ExpensiveObject(); return instance;

}

}

**Листинг 2.3** Условие гонок при ленивой инициализации. *Не делайте так*.

Класс LazyInitRace имеет условия гонки, которые могут подорвать его корректность. Скажем, что потоки *A* и *B* одновременно выполняют метод getInstance. A видит, что экземпляр имеет значение null и создает новый объект ExpensiveObject. *B* также проверяет значение экземпляра на null. Имеет ли экземпляр значение null в этой точке, непредсказуемо зависит от *момента времени*, включая капризы планировщика и того времени, которое требуется *A* для создания экземпляра ExpensiveObject и установки значения поля instance. Если экземпляр имеет значение null, когда *B* проверяет его, оба потока, вызывающих метод getInstance, могут получать два разных результата, несмотря на то, что метод getInstance всегда должен возвращать один и тот же экземпляр.

Операция подсчета очков в UnsafeCountingFactorizer имеет состояние гонки другого вида. Операция *read-modify-write*, такая как приращение счетчика, определяет преобразование состояния объекта с точки зрения его предыдущего состояния. Чтобы увеличить счетчик, вы должны знать его предыдущее значение и убедиться, что никто больше не изменяет или не использует это значение, пока вы находитесь в процессе его обновления.

Подобно большинству ошибок параллелизма, условия гонки не всегда приводят к сбою: также требуется некоторый неудачный момент времени. Но условия гонки могут вызвать серьезные проблемы. Если LazyInitRace используется для создания экземпляра реестра, применяемого в масштабах всего приложения, то возврат различных экземпляров из нескольких вызовов может привести к потере регистраций или к тому, что несколько действий будут иметь несогласованные представления наборов зарегистрированных объектов. Если класс UnsafeSequence используется для генерации идентификаторов сущностей в фреймворке хранения данных (*persistence framework*), два различных объекта могут в конечном итоге получить один и тот же идентификатор, при этом вызвав нарушение ограничения целостности идентификаторов[[20]](#footnote-20).

### 2.2.3 Составные действия

Как класс LazyInitRace, так и класс UnsafeCountingFactorizer содержат в себе последовательность операций, которые должны быть атомарными или неделимыми по отношению к другим операциям в том же состоянии. Чтобы избежать условий гонки, должен быть способ предотвратить использование переменной другими потоками, пока мы находимся в процессе ее изменения, так мы сможем гарантировать, что другие потоки смогут читать или изменять состояние только до начала или после завершения изменения, но не в процессе.

Операции *A* и *B* являются атомарными по отношению друг к другу, если с позиции потока, выполняющего операцию A, когда другой поток выполняет операцию B, либо вся операция *B* выполняется, либо никакие действия из неё. Атомарная операция - это операция единая по отношению ко всем операциям, работающим в том же состоянии, включая саму себя[[21]](#footnote-21).

Если бы операция инкремента в классе UnsafeSequence была атомарной, условие гонки, показанное на рис. 1.1, не могло бы произойти, и каждое выполнение операции инкремента всегда бы увеличивало значение счетчика ровно на единицу. Для обеспечения потокобезопасности, операции ***check-then-act*** (схожая с отложенной инициализацией) и ***read-modify-write*** (схожая с операцией инкремента) всегда должны быть атомарными. Мы обобщённо относим *последовательности действий* ***check-then-act*** и ***read-modify-write*** к типу «*составных*» (*compound actions)*. Составные действия - это последовательности операций, которые должны быть выполнены атомарно, чтобы оставаться потокобезопасными. В следующем разделе мы рассмотрим *блокировку (****locking****)* - встроенный механизм Java для обеспечения атомарности. На данный момент мы исправим проблему другим способом, используя существующий потокобезопасный класс, как показано в классе CountingFactorizer, в листинге 2.4.

@ThreadSafe

public class CountingFactorizer implements Servlet { private final **AtomicLong count = new AtomicLong(0)**;

public long getCount() { return **count.get()**; }

public void service(ServletRequest req, ServletResponse resp) { BigInteger i = extractFromRequest(req);

BigInteger[] factors = factor(i);

**count.incrementAndGet()**;

encodeIntoResponse(resp, factors);

}

}

**Листинг 2.4** Сервлет, подсчитывающий количество запросов, используя класс AtomicLong

Пакет java.util.concurrent.atomic содержит классы *атомарных переменных (atomic variable)*, позволяющие атомарно выполнять переходы состояний в операциях с числами и объектными ссылками. Заменяя счетчик типа long на счётчик типа AtomicLong, мы гарантируем, что все действия (*actions*), которые обращаются к состоянию счетчика, являются атомарными[[22]](#footnote-22). Поскольку состояние сервлета определяется состоянием счетчика, а счетчик потокобезопасен, наш сервлет также потокобезопасен.

Мы могли добавить счетчик запросов к сервлету факторинга и поддерживать потокобезопасность, используя существующий потокобезопасный класс для управления состоянием счетчика - класс AtomicLong. При добавлении *единственного* элемента состояния в класс без сохранения состояния (*stateless*), результирующий класс будет потокобезопасным, если состояние полностью управляется потокобезопасным объектом. Но, как мы увидим в следующем разделе, переход от одной переменной состояния к нескольким, не обязательно также прост, как переход от нуля к единице.

Там, где это целесообразно, используйте для управления состоянием вашего класса существующие потокобезопасные объекты, такие как AtomicLong. Гораздо проще рассуждать о возможных состояниях и переходах состояний для существующих потокобезопасных объектов, чем для произвольных переменных состояния, и это упрощает сопровождение и проверку безопасности потоков.

## [2.3](#page10) [Блокировка](#page10)

Мы могли добавить одну переменную состояния к своему сервлету, для сохранения потокобезопасности используя потокобезопасный объект, управляющий всем состоянием сервлета. Но если мы хотим добавить к своему сервлету больше состояний, можем ли мы просто добавить потокобезопасных переменных состояния?

Представьте, что мы хотим улучшить производительность нашего сервлета, кэшируя последний вычисленный результат, на случай, если два последовательных клиента запросят факторизацию одного и того же числа. (Это не похоже на эффективную стратегию кэширования, мы предлагаем вариант лучше в разделе 5.6) Для реализации этой стратегии необходимо запомнить две вещи: последнее факторизуемое число и его факторы.

Мы использовали класс AtomicLong для управления состоянием счетчика потокобезопасным способом; можем ли мы использовать его двоюродного брата, класс AtomicReference[[23]](#footnote-23), для управления последним факторизуемым числом и его факторами? Пример попытки показан в классе UnsafeCachingFactorizer в листинге 2.5.

К сожалению, такой подход не работает. Несмотря на то, что атомизированные ссылки индивидуально потокобезопасны, класс UnsafeCachingFactorizer имеет условия гонки, которые могут привести к неправильному ответу.

@NotThreadSafe
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public class UnsafeCachingFactorizer implements Servlet { private final AtomicReference<BigInteger> **lastNumber**

= new AtomicReference<BigInteger>();

private final AtomicReference<BigInteger[]> **lastFactors** = new AtomicReference<BigInteger[]>();

public void service(ServletRequest req, ServletResponse resp) { BigInteger i = extractFromRequest(req);

if (i.equals(**lastNumber.get()**)) encodeIntoResponse(resp, **lastFactors.get()**);

else {

BigInteger[] factors = factor(i);

**lastNumber.set(i)**;

**lastFactors.set(factors)**;

encodeIntoResponse(resp, factors);

}

}

}

**Листинг 2.5** Сервлет, пытается кэшировать свой последний результат без адекватного использования атомарности. Не делайте так.

Определение потокобезопасности требует сохранения инвариантов независимо от моментов времени или чередования операций в нескольких потоках. Одним из инвариантов класса safeCachingFactorizer является то, что произведение факторов, кэшированных в переменной lastFactors, равно значению, кэшированному в lastNumber; наш сервлет корректен, только если этот инвариант всегда выполняется. Когда несколько переменных участвуют в инварианте, они не являются независимыми: значение одной ограничивает допустимое значение(я) других. Таким образом, при обновлении значения одной переменной, вы должны обновить значения других переменных в *той же атомарной операции*.

В некоторые неудачные моменты времени, класс UnsafeCachingFactorizer может нарушать эти инварианты. Используя атомарные ссылки, мы не можем обновлять как lastNumber, так и lastFactors одновременно, даже если каждый вызов set атомарен; все еще есть окно уязвимости, когда один был изменен, а другой нет, и в течение этого времени другие потоки могли видеть, что инвариант не удерживается. Точно так же, два значения не могут быть выбраны одновременно: между моментом времени, когда поток *A* получает два значения, поток *B* мог бы изменить их, и снова *A* может заметить, что инвариант не удерживается.

Чтобы сохранить состояние согласованным, обновляйте связанные переменные состояний в одной атомарной операции.

### 2.3.1 Внутренние блокировки

Java предоставляет встроенный механизм блокировки для обеспечения атомарности: блок synchronized. (Также существует еще один важный аспект блокировки и других механизмов синхронизации – видимость (*visibility*) - который рассматривается в главе 3). Блок synchronized состоит из двух частей: ссылки на объект, который будет служить блокировкой, и блока кода, который должен быть защищен этой блокировкой. Метод synchronized является сокращением для блока synchronized, охватывающего всё тело метода, и чья блокировка является объектом, в котором вызывается метод. (Статический метод synchronized использует объект Class для блокировки).

synchronized (lock) {

*// Access or modify shared state guarded by lock*

}

Каждый объект может неявно выступать в качестве блокировки в целях синхронизации; эти встроенные блокировки называются *внутренними блокировками* (***intrinsic locks****)* или *мониторами* (**monitor locks***)*. Блокировка автоматически приобретается (*acquired*) исполняющим потоком перед входом в блок synchronized и автоматически освобождается, когда поток выходит из блока synchronized, как при нормальном пути выполнения, так и при возбуждении исключения в блоке. Единственный способ получить встроенную блокировку - войти в блок synchronized или в метод, защищенный этой блокировкой.

Встроенные блокировки Java выступают в роли мьютексов (***mutex****[[24]](#footnote-24)*), это означает, что блокировка может принадлежать не более чем одному потоку. Когда поток *A* пытается приобрести блокировку удерживаемую потоком *B*, поток *A* должен подождать, или заблокироваться, до тех пор, пока *B* не освободит её. Если поток *B* никогда не освободит блокировку, поток *A* будет ждать вечно.

Поскольку, за раз, только один поток может выполнить блок кода, защищенный данной блокировкой, блоки synchronized, защищенные одной и той же блокировкой, выполняются атомарно относительно друг друга. В контексте параллелизма термин “*атомарность”* означает то же самое, что и в транзакционных приложениях - это группа операторов, выполняемая как единая, неделимая единица. Ни один поток, выполняющий блок synchronized, не может наблюдать за другим потоком, находящимся в процессе выполнения блока synchronized, защищенного одной и той же блокировкой.

Механизм синхронизации позволяет легко восстановить потокобезопасность в сервлете факторинга. В листинге 2.6 выполняется синхронизация[[25]](#footnote-25) метода service, вследствие чего, в метод service, в конкретный момент времени, может входить только один поток. Класс SynchronizedFactorizer сейчас потокобезопасен; однако, этот подход является довольно экстремальным, так как препятствует возможности использовать сервлет факторинга нескольким клиентам одновременно - это приводит к недопустимо низкой отзывчивости. Эта проблема - проблема производительности, а не проблема безопасности потоков - рассматривается в разделе 2.5.

@ThreadSafe

![](data:image/jpeg;base64,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)

public class SynchronizedFactorizer implements Servlet { @GuardedBy("this")

private BigInteger lastNumber;

@GuardedBy("this")

private BigInteger[] lastFactors;

public **synchronized** void service(ServletRequest req, ServletResponse resp) {

BigInteger i = extractFromRequest(req); if (i.equals(lastNumber))

encodeIntoResponse(resp, lastFactors); else {

BigInteger[] factors = factor(i);

lastNumber = i;

lastFactors = factors;

encodeIntoResponse(resp, factors);

}

}

}

**Листинг 2.6** Сервлет, кэширующий последний результат запроса, имеет неприемлемо низкий уровень параллелизма. *Не делайте так.*

### 2.3.2 Повторная входимость

Когда поток запрашивает блокировку, которая уже удерживается другим потоком, запрашивающий поток блокируется. Но, поскольку внутренние блокировки являются реентерабельными (*reentrant*), если поток пытается получить блокировку, которую ранее он уже захватил, запрос выполняется успешно. Реентерабельность (*reentrancy*) означает, что блокировки приобретаются для каждого потока, а не для каждого вызова[[26]](#footnote-26). Реентерабельность реализуется путем связывания с каждой блокировкой счетчика полученных захватов и владеющего потока. Если число захватов равно нулю, блокировка считается отпущенной. Когда поток получает ранее отпущенную блокировку, JVM записывает владельца и устанавливает счетчику захватов значение единица. Если тот же самый поток снова получает блокировку, счетчик увеличивается, и когда владеющий блокировкой поток выходит из блока synchronized, счетчик уменьшается. Когда значение счетчика достигает нуля, блокировка снимается.

Реентерабельность способствует инкапсуляции поведения блокировок и, таким образом, упрощает разработку объектно-ориентированного параллельного кода. Без реентерабельных блокировок (*reentrant locks*), очень естественно смотрящийся код в листинге 2.7, в котором подкласс переопределяет synchronized метод, а затем вызывает метод суперкласса, вызовет взаимоблокировку (*deadlock*). Поскольку методы doSomething в классах Widget и LoggingWidget синхронизированы (synchronized), каждый пытается получить блокировку класса Widget перед продолжением. Но если бы встроенные блокировки не были реентерабельными, вызов метода super.doSomething никогда не смог бы получить блокировку, потому что блокировка считалась бы уже захваченной, и поток был бы вынужден постоянно ожидать блокировку, которую никогда не смог захватить. Реентерабельность спасает нас от взаимоблокировок в ситуациях, подобных этой.

public class Widget {

public **synchronized** void doSomething() {

...

}

}

public class LoggingWidget extends Widget { public **synchronized** void doSomething() {

System.out.println(toString() + ": calling doSomething"); **super.doSomething();**

}

}

**Листинг 2.7**. Код, который без реентерабельности будет вызывать взаимоблокировку.

## [2.4](#page10) [Защита](#page10) состояния с помощью блокировок

Поскольку блокировки обеспечивают сериализованный[[27]](#footnote-27) доступ (*serialized access*) к веткам кода, которые они защищают, их можно использовать для создания протоколов, гарантирующих монопольный доступ к разделяемому состоянию. Следование этим протоколам может гарантировать согласованность состояний.

Составные действия (*compound action*) над разделяемым состоянием, такие как увеличение счетчика попаданий (*read-modify-write*) или отложенная инициализация (*check-then-act*), должны быть атомарными, чтобы избежать условий гонки. Удержание блокировки на протяжении всего времени выполнения составного действия, может сделать его атомарным. Однако недостаточно просто обернуть составное действие блоком synchronized; если синхронизация используется для координации доступа к переменной, она необходима *во всех местах, где происходит обращение к этой переменной*. Более того, при использовании блокировок для координации доступа к переменной, одна и та же блокировка должна использоваться везде, где доступна эта переменная.

Распространенной ошибкой является предположение, что синхронизацию необходимо использовать только при записи в общие переменные; *это просто не соответствует действительности*. (Причины для этого замечания станут яснее в разделе 3.1)

К каждой изменяемой переменной состояния, к которой может обращаться более одного потока, *все* обращения должны выполняться с одной и той же блокировкой. В этом случае мы можем сказать, что переменная *защищена* этой блокировкой.

В классе SynchronizedFactorizer, в листинге 2.6, переменные lastNumber и lastFactors защищены внутренней блокировкой объекта сервлета; это отмечено аннотацией @GuardedBy.

Между внутренней блокировкой объекта и его состоянием нет связи; поля объекта не обязательно должны быть защищены встроенной блокировкой, хотя это вполне допустимое соглашение о блокировке, используемое многими классами. Захват блокировки, связанной с объектом, не препятствует другим потокам в получении доступа к этому объекту – единственно, что, захват блокировки предотвращает захват этой же блокировки любыми другими потоками. Тот факт, что каждый объект имеет встроенную блокировку, является просто удобством, поэтому вам не нужно явно создавать объекты блокировки[[28]](#footnote-28). Создание *протоколов блокировки* (*locking protocols)* или *политик синхронизации*, обеспечивающих безопасный доступ к разделяемому состоянию, и их согласованное использование в рамках всего кода программы, зависит от вас.

Каждая разделяемая, изменяемая переменная должна быть защищена только одной блокировкой. Пишите код прозрачно для тех, кто будет его сопровождать: блокировка должна явно соотноситься с переменной.

Общее соглашение о блокировках заключается в инкапсуляции изменяемого состояния в объекте и защите его от параллельного доступа - путем синхронизации любой ветки кода, обращающейся к изменяемому состоянию - с помощью встроенной блокировки объекта. Такой подход используется во множестве потокобезопасных классов, таких как Vector и других синхронизированных коллекциях. В таких случаях, все переменные состояния объекта, защищаются встроенной блокировкой объекта. Однако в этом шаблоне нет ничего особенного, и ни компилятор, ни среда выполнения не применяют этот (или любой другой) шаблон блокировки[[29]](#footnote-29). Протокол блокировки можно с легкостью случайно разрушить, добавив новый метод или ветку кода и забыв использовать синхронизацию.

Не все данные должны быть защищены блокировками - только изменяемые данные, которые будут доступны из нескольких потоков. В главе 1 мы описывали, как добавление простого асинхронного события, такого как TimerTask, может создать требования к потокобезопасности, которые скажутся на всём коде программы, особенно, если состояние программы плохо инкапсулировано. Рассмотрим однопоточную программу, обрабатывающую большой объём данных. Однопоточные программы не требуют синхронизации, потому что нет потоков, обращающихся к разделяемым данным. Теперь представьте, что вы хотите добавить функцию для создания периодических снимков прогресса программы, таким образом, чтобы ей не пришлось начинать заново, в случае если она упадёт с ошибкой (*crashes*) или должна будет быть остановлена. Вы можете сделать это с помощью класса TimerTask, который отключается каждые десять минут, сохраняя состояние программы в файле.

Поскольку класс TimerTask будет вызван из другого потока (один из которых управляется классом Timer), любые данные, участвующие в снимке, становятся доступны из двух потоков: основного потока программы и потока класса Timer. Это означает, что не только код класса TimerTask должен использовать синхронизацию при доступе к состоянию программы, но и любая другая ветка кода остальной части программы, касающаяся тех же данных. То, что раньше не требовало синхронизации, теперь требует синхронизации во всей программе.

Когда переменная защищена блокировкой - это означает, что доступ к этой переменной каждый раз выполняется с этой блокировкой - вы гарантируете, что только один поток, в конкретный момент времени, может получить доступ к этой переменной. Когда класс имеет инварианты, которые включают более одной переменной состояния, существует дополнительное требование: каждая переменная, участвующая в инварианте, должна быть защищена *одной и той же* блокировкой. Это позволяет вам получить доступ к ним или обновить их в одной атомной операции, сохраняя инвариант[[30]](#footnote-30). Это правило демонстрируется в классе SynchronizedFactorizer: и кэшированное число, и кэшированный фактор защищены внутренней блокировкой объекта сервлета.

Для каждого инварианта, включающего более одной переменной, все переменные, участвующие в этом инварианте, должны быть защищены *одной и той же* блокировкой.

Если синхронизация является “лекарством” от условий гонок, почему бы просто не объявить каждый метод как synchronized? Оказывается, такое беспорядочное применение оператора synchronized, может привести либо к слишком большой, либо к слишком малой синхронизации приложения. Простой синхронизации каждого метода, как в классе Vector, недостаточно для отображения составных действий на атомарность класса Vector:

if (!vector.contains(element))

vector.add(element);

Попытка провести операцию ***put-if-missing*** содержит условие гонки, хотя оба метода, contains и add, атомарны. Хотя синхронизированные методы могут сделать отдельные операции атомарными, при объединении нескольких операций в составное действие требуется дополнительная блокировка. (См. раздел [4.4](#_4.4_Добавление_функциональности), в нём рассказывается о некоторых методах для безопасного добавления дополнительных атомарных операций к потокобезопасным объектам.) В то же время, синхронизация каждого метода может привести к проблемам с живучестью или производительностью, как мы видели в классе SynchronizedFactorizer

## [2.5](#page10) [Живучесть](#page10) и производительность

В классе UnsafeCachingFactorizer, мы ввели в сервлет факторинга механизмы кэширования, в надежде, что это улучшит производительность. Кэширование требует некоторого разделяемого состояния, которое, в свою очередь, требует синхронизации для обеспечения целостности этого состояния. Но то, каким образом мы использовали синхронизацию в классе SynchronizedFactorizer, только ухудшило его производительность. Политика синхронизации для класса SynchronizedFactorizer заключается в защите каждой переменной состояния с помощью внутренней блокировки объекта сервлета, и эта политика была реализована путем синхронизации всего метода service. Этот простой, грубый подход восстановил безопасность, но обошёлся дорого.

Поскольку метод service помечен как synchronized, только один поток может выполнить его в один момент времени. Это подрывает предназначение фреймворка сервлетов – заключающееся в том, что сервлеты должны быть в состоянии обрабатывать несколько запросов одновременно - и может привести к разочарованию пользователей, если нагрузка достаточно высока. Если сервлет занят факторингом большого числа, другие клиенты будут вынуждены ожидать, пока текущий запрос не будет завершен, прежде чем сервлет сможет запуститься с новым числом. Если в системе имеется несколько CPUs, процессоры могут оставаться в состоянии простоя (*idle*) даже при высокой нагрузке. В любом случае, даже кратковременные запросы, например запросы, для которых кэшируется значение, могут занять неожиданно много времени, потому что вынуждены ожидать завершения выполнения предыдущих длительных запросов.

На рисунке 2.1 показано, что происходит при поступлении нескольких запросов к синхронизированному сервлету факторинга: они помещаются в очередь и обрабатываются последовательно.
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**Рисунок 2.1** Плохой уровень параллелизма в классе SynchronizedFactorizer.

Мы бы описали это веб-приложение, как демонстрирующее низкий уровень параллелизма: количество одновременных вызовов ограничено не доступностью ресурсов обработки, а структурой самого приложения. К счастью, достаточно легко улучшить параллелизм сервлета, при этом сохранив его потокобезопасность, применив сужение области действия блока synchronized. Вы должны позаботиться о том, чтобы область действия блока synchronized была не слишком ограничена; вы бы не хотели разделить операцию, которая должна быть атомарной, на выполнение более чем в одном блоке synchronized. Разумно попытаться исключить из блоков synchronized длительные операции, которые не влияют на разделяемое состояние объекта, чтобы другие потоки не ограничивались в доступе к разделяемому состоянию, пока происходит выполнение длительной операции.

Класс CachedFactorizer, представленный в листинге 2.8, реструктурировал сервлет для использования двух отдельных блоков synchronized, каждый из которых охватывает небольшой кусок кода. Один из них защищает последовательность действий *check-then-act*, которая проверяет, можем ли мы просто вернуть кэшированный результат, а другой защищает обновление переменных состояния - как кэшированного числа, так и кэшированного фактора. В качестве бонуса, мы повторно ввели счетчик посещений и добавили счетчик “попаданий в кэш”, обновляя их в начальном блоке synchronized. Поскольку эти счетчики составляют разделяемое изменяемое состояние, мы должны использовать синхронизацию везде, где к ним происходит обращение. Части кода, которые находятся за пределами блоков synchronized, работают исключительно с локальными (находящимися в стеке) переменными, которые не разделяются между потоками и поэтому не требуют синхронизации.

@ThreadSafe

public class CachedFactorizer implements Servlet { @GuardedBy("this") private BigInteger lastNumber; @GuardedBy("this") private BigInteger[] lastFactors; @GuardedBy("this") private long hits; @GuardedBy("this") private long cacheHits;

public **synchronized** long getHits() { return hits; } public **synchronized** double getCacheHitRatio() {

return (double) cacheHits / (double) hits;

}

public void service(ServletRequest req, ServletResponse resp) { BigInteger i = extractFromRequest(req);

BigInteger[] factors = null;

**synchronized (this)** {

++hits;

if (i.equals(lastNumber)) {

++cacheHits;

factors = lastFactors.clone();

}

}

if (factors == null) {

factors = factor(i);

**synchronized (this)** {

lastNumber = i;

lastFactors = factors.clone();

}

}

encodeIntoResponse(resp, factors);

}

}

**Листинг 2.8** Сервлет кэширующий последний запрос и результат его выполнения.

Класс CachedFactorizer более не использует тип AtomicLong для подсчёта посещений, вместо этого вернувшись к использованию поля типа long. Было бы безопаснее использовать тип AtomicLong, но это принесёт меньше пользы, чем было в случае класса CountingFactorizer. Атомарные переменные полезны для выполнения атомарных операций над одной переменной, но, поскольку мы уже используем блоки synchronized для построения атомарных операций, использование двух различных механизмов синхронизации может вызвать путаницу и не приведёт к приросту производительности или повышению уровня безопасности.

Реструктуризация класса CachedFactorizer обеспечивает баланс между простотой (синхронизация всего метода) и параллелизмом (синхронизация возможно кратчайших веток выполнения кода). Захват и снятие блокировки несёт в себе накладные расходы, поэтому нежелательно слишком часто помещать код в блоки synchronized (например, факторинг ++hits в своём собственном блоке synchronized), даже если это не подвергает атомарность угрозе. Класс CachedFactorizer удерживает блокировку в моменты доступа к переменным состояния и на время выполнения составных действий, но освобождает ее перед выполнением потенциально длительной операции факторинга. Это позволяет сохранять потокобезопасность, без чрезмерного влияния на параллелизм; ветки кода в каждом из блоков synchronized являются "достаточно короткими".

Решение о том, насколько большими или малыми должны быть блоки synchronized, может потребовать компромиссов между конкурирующими силами, оказывающими влияние на дизайн, включая безопасность (которая не должна быть скомпрометирована), простоту и производительность. Иногда простота и производительность противоречат друг другу, хотя, как показывает класс CachedFactorizer, разумный баланс обычно может быть найден.

Часто существует противоречие между *простотой* и *производительностью*. При реализации политики синхронизации, не поддавайтесь искушению преждевременно пожертвовать простотой (потенциально снижающей безопасность) ради производительности.

Всякий раз, когда вы используете блокировку, вы должны знать, что в блоке делает код и насколько вероятно, что потребуется много времени на его выполнение. Длительное удержание блокировки в связи с интенсивными вычислениями, либо из-за выполнения потенциально блокирующей операции, создает риск возникновения проблем с производительностью или живучестью.

Избегайте удержания блокировок во время длительных вычислений или операций, которые могут не завершиться быстро, например, сетевой или консольный ввод/вывод.

# [Глава](#page10) 3 [Совместно](#page10) используемые объекты

В начале главы 2 мы заявили, что написание корректных параллельных программ в первую очередь касается управления доступом к разделяемому, изменяемому состоянию. В прошлой главе речь шла об использовании синхронизации для предотвращения одновременного доступа нескольких потоков к одним и тем же данным; в этой главе рассматриваются методы совместного использования (*sharing*)[[31]](#footnote-31) и публикации объектов, чтобы они могли быть безопасно доступны из нескольких потоков. Вместе они закладывают основу для создания потокобезопасных классов, и для безопасного структурирования параллельных приложений с использованием классов библиотеки java.util.concurrent.

Мы видели, как синхронизированные блоки и методы могут гарантировать, что операции выполняются атомарно, но существует распространенное заблуждение о том, что оператор synchronized касается *только* описания атомарности или разграничения «критических секций». Синхронизация также имеет другой важный и тонкий аспект: *видимость памяти*. Мы хотим не только запретить одному потоку изменять состояние объекта, когда он используется другим потоком, но и гарантировать, что когда поток изменит состояние объекта, другие потоки смогут *видеть* фактически внесенные изменения. Но без синхронизации, этого может не произойти. Вы можете обеспечить безопасную публикацию объектов либо с помощью явной синхронизации, либо путем использования синхронизации, встроенной в классы библиотек.

## [3.1](#page10) [Видимость](#page10)

Видимость – понятие тонкое, потому что вещи, которые могут пойти не так, противоречат здравому смыслу. В однопоточной среде, если вы пишете значение в переменную и позже читаете значение этой переменной без промежуточных записей, вы можете ожидать, что получите то же самое значение обратно. Это кажется естественным. Сначала может быть сложно это принять, но когда операции чтения и записи происходят в разных потоках, *это не так*. В общем, нет никакой гарантии, что читающий поток увидит значение, написанное другим потоком, своевременно или даже вообще. Чтобы обеспечить видимость записи в память между потоками, вы должны использовать синхронизацию.

В классе NoVisibility в листинге 3.1 показано, что может пойти не так, когда потоки совместно используют разделяемые данные без синхронизации. Два потока, главный поток и поток читатель, получают доступ к разделяемым переменным ready и number. Главный поток запускает поток-читатель и затем устанавливает переменной number значение 42, а переменной ready значение true. Поток читатель будет прокручиваться до тех пор, пока не увидит, что переменная ready имеет значение true, и затем напечатает значение переменной number. Хотя может показаться очевидным, что класс NoVisibility будет печатать 42, на самом деле, возможно, что он будет печатать ноль или вообще никогда не завершит свою работу! Поскольку он не использует соответствующую синхронизацию, нет никакой гарантии, что значения переменных ready и number, записанные основным потоком, будут видны потоку-читателю.

public class NoVisibility {
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private static boolean ready;

private static int number;

private static class ReaderThread extends Thread { public void run() {

while (!ready)

Thread.yield();

System.out.println(number);

}

}

public static void main(String[] args) { new ReaderThread().start();

number = 42;

ready = true;

}

}

**Листинг 3.1** Совместное использование переменных без синхронизации. *Не делайте так.*

Класс NoVisibility может зацикливаться навсегда, потому что значение переменной ready может никогда не стать видимым для потока читателя. Еще более странно, что класс NoVisibility может напечатать ноль, потому что запись в переменную ready может быть сделана видимой для потока читателя до записи в переменную number, это явление известно как *переупорядочение(reordering)*. Нет никакой гарантии, что операции в одном потоке будут выполняться в порядке заданном программой, при условии, что переупорядочение не будет обнаружено изнутри этого потока - *даже если переупорядочение будет очевидным для других потоков[[32]](#footnote-32)*. Когда главный поток, без использования синхронизации, сперва пишет значение в переменную number, а затем в переменную ready, поток читатель может увидеть, что эти записи происходят в обратном порядке - или нет.

В отсутствие синхронизации компилятор, процессор и среда выполнения могут делать некоторые совершенно странные вещи с порядком выполнения операций. Попытки рассуждать о порядке, в котором “должны” происходить действия с памятью, в недостаточно синхронизированных многопоточных программах почти наверняка будут неправильными.

Класс NoVisibility примерно так же просто, как и параллельная программа, может получить два потока и две общие переменные - и все же все еще слишком легко прийти к неправильным выводам о том, что он делает или даже будет ли завершён. Рассуждения о недостаточно синхронизированных параллельных программах непомерно сложны.

Все это может показаться немного пугающим, и так и должно быть. К счастью, есть простой способ избежать этих сложных проблем: всегда используйте правильную синхронизацию *при совместном использовании данных в потоках.*

### 3.1.1 Устаревшие данные

Класс NoVisibility продемонстрировал один из путей, следуя которым недостаточно синхронизированные программы могут получать неожиданные результаты: *устаревшие данные (stale data)*. Когда поток-читатель проверяет переменную ready, он может увидеть устаревшее значение. Если синхронизация не используется *каждый раз при доступе к переменной*, с некоторой долей вероятности можно увидеть устаревшее значение этой переменной. Хуже того, устаревание это не “всё или ничего”: поток может видеть обновленное значение одной переменной, но также и устаревшее значение другой переменной, которая была записана первой.

Когда еда несвежая, она обычно все ещё съедобна - просто менее приятна. Но устаревшие данные могут быть более опасными. В то время как устаревший счетчик посещений в веб-приложении может быть не так уж плох[[33]](#footnote-33), устаревшие значения могут вызвать серьезные сбои безопасности или живучести. В классе NoVisibility устаревшие значения могут привести к тому, что будет напечатано неверное значение или выполнение программы не сможет быть прервано. Еще сложнее обстоят дела с устаревшими значениями ссылок на объекты, такими как указатели ссылок в реализации связанного списка. *Устаревшие данные могут вызывать серьезные и запутанные сбои, такие как непредвиденные исключения, повреждение структур данных, неточные вычисления и бесконечные циклы.*

Класс MutableInteger в листинге 3.2 не потокобезопасен, потому что значение поля value доступно из обоих методов get и set без синхронизации. Среди прочих опасностей, он подвержен устареванию значений: если один поток вызывает set, другие потоки, вызывающие get, могут видеть или не видеть это обновление.

@NotThreadSafe
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public class MutableInteger {

private int value;

public int get() { return value; }

public void set(int value) { this.value = value; }

}

**Листинг 3.2** Непотокобезопасный изменяемый холдер типа Integer.

Мы можем сделать класс MutableInteger потокобезопасным, синхронизировав геттер и сеттер, как показано в классе SynchronizedInteger в листинге 3.3. Синхронизация только сеттера будет недостаточной: потоки, вызывающие метод get, все равно смогут видеть устаревшие значения.

@ThreadSafe

public class SynchronizedInteger { **@GuardedBy("this")** private int value;

public **synchronized** int get() { return value; }

public **synchronized** void set(int value) { this.value = value; }

}

**Листинг 3.3** Потокобезопасный изменяемый холдер типа Integer.

### 3.1.2 Неатомарные 64 битные операции

Когда поток читает переменную без синхронизации, он может увидеть устаревшее значение, но, по крайней мере, он видит значение, которое было фактически помещено туда каким-то потоком, а не какое-то случайное значение. Эта гарантия безопасности называется “ *безопасностью* *из неоткуда*” (*out-of-thin-air safety*).

Безопасность “из ниоткуда” применяется ко всем переменным, с одним исключением: 64 битные числовые переменные (double и long), не объявленные с ключевым словом volatile (см. раздел [3.1.4](#_3.1.4_Volatile_переменные)). Модель памяти Java требует, чтобы операции выборки и хранения были атомарными, но для **не** volatile переменных типа long и double JVM разрешено рассматривать 64 битное чтение или запись как две отдельные 32 битные операции. Если операции чтения и записи происходят в разных потоках, существует вероятность прочитать **не** volatile переменную типа long и в результате получить старшие 32 бита от одного значения и младшие 32 бита от другого[[34]](#footnote-34). Таким образом, даже если вы не заботитесь об устаревании значений переменных, небезопасно использовать разделяемые переменные типа long или double в многопоточных программах, если они не объявлены с ключевым словом volatile или не защищены блокировкой.

### 3.1.3 Блокировки и видимость

Внутреннюю блокировку можно использовать для того, чтобы гарантировать, что один поток видит изменения внесённые другим потоком в предсказуемом виде, как показано на рисунке 3.1. Когда поток *A* выполняет синхронизированный блок, и впоследствии поток *B* входит в блок synchronized, защищаемый той же блокировкой, значения переменных, которые были видны потоку *A* до освобождения блокировки, гарантированно будут видны потоку *B* после захвата блокировки. Другими словами, всё в потоке *A*, выполненное внутри или до блока synchronized, видимо для потока *B*, когда он выполняет блок synchronized, защищенный одной и той же блокировкой. *Без синхронизации таких гарантий нет.*

Теперь мы можем привести другую причину следовать правилу, требующему, чтобы все потоки синхронизировались на одной и той же блокировке при доступе к разделяемой изменяемой переменной - чтобы гарантировать, что значения, записанные одним потоком, станут видимыми для других потоков. В противном случае, если поток читает переменную, не удерживая соответствующую блокировку, он может увидеть устаревшее значение.

**Поток A**

**y = 1**

**lock M**

**x = 1**

**unlock M**

**lock M**

**i = x**

**unlock M**

**i = y**

**Поток B**

*Все, что было*

*до разбло-кировки M…*

*…видно всем, после блоки-ровки M.*

**Рисунок 3.1** Видимость гарантированная синхронизацией.

Блокировка - это не просто взаимное исключение, но также и видимость памяти. Чтобы убедиться, что все потоки видят самые последние значения разделяемых изменяемых переменных, потоки чтения и записи должны синхронизироваться на общей блокировке

### 3.1.4 Volatile переменные

Язык Java также предоставляет альтернативную, более слабую форму синхронизации, *изменчивые переменные* (*volatile variables*), чтобы гарантировать, что обновления переменной предсказуемо распространяются к другим потокам. Когда поле объявлено с ключевым словом volatile, компилятор и среда выполнения уведомляются о том, что эта переменная является разделяемой и что операции над ней не должны переупорядочиваться с другими операциями памяти. Изменчивые переменные не кэшируются в регистрах или в кэшах, где они скрыты от других процессоров, поэтому чтение изменчивой переменной всегда возвращает самую последнюю запись, сделанную любым потоком.

Хороший способ восприятия volatile переменных заключается в том, чтобы представить, будто бы они, в грубом приближении, похожи на класс SynchronizedInteger из листинга 3.3, в котором операции чтения и записи volatile переменной заменены вызовами get и set[[35]](#footnote-35). Тем не менее, доступ к volatile переменной не требует захвата блокировки и поэтому не может привести к блокировке выполняющегося потока, что делает переменную, объявленную как volatile, более легковесным механизмом синхронизации, по сравнению с блоком synchronized[[36]](#footnote-36).

Эффекты видимости volatile переменной выходят за пределы значения самой volatile переменной. Когда поток *A* записывает значение в volatile переменную, а затем поток *B* считывает значение этой же переменной, значения всех переменных, которые были видны потоку *A* перед записью в volatile переменную, становятся видимыми потоку *B*, после прочтения volatile переменной. Таким образом, с точки зрения видимости памяти, запись volatile переменной похожа на выход из блока synchronized, а чтение volatile переменной похоже на вход в блок synchronized. Однако мы не рекомендуем слишком сильно полагаться на volatile переменные для обеспечения видимости; код, который опирается на volatile переменные для обеспечения видимости произвольного состояния, является более хрупким и его сложнее понять, чем код, который использует блокировки.

Используйте переменные volatile только в том случае, если они упрощают реализацию и проверку политики синхронизации; избегайте использования переменных volatile, когда корректность проверки потребует тонких рассуждений о видимости. Хороший стиль использования переменных volatile включает обеспечение видимости их собственного состояния, состояния объекта, на который они ссылаются, или указание на то, что произошло важное событие жизненного цикла (например, инициализация или завершение работы).

В листинге 3.4 приведён типичный пример использования volatile переменных: проверка флага состояния для определения момента выхода из цикла. В этом примере наш “очеловеченный” поток пытается уснуть с помощью проверенного временем метода подсчета овец. Для того, чтобы это пример работал, переменная-флаг asleep должна быть volatile. В ином случае, поток может не заметить установку значения переменной asleep другим потоком[[37]](#footnote-37). Вместо этого, мы могли бы использовать блокировку, чтобы обеспечить видимость изменений в переменной asleep, но это сделало бы код более громоздким.

**volatile** boolean asleep;

...

while (!asleep)

countSomeSheep();

**Листинг 3.4** Класс CountingSheep

Переменные volatile удобны, но у них есть ограничения. Наиболее часто переменные volatile используются в качестве флагов завершения, прерывания или состояния, как переменная-флаг asleep в листинге 3.4. Переменные volatile можно также использовать для получения других типов сведений о состоянии, но при этом требуется уделять больше внимания. Например, семантика volatile недостаточно сильна, чтобы сделать операцию инкремента (count++) атомарной, если только вы не можете гарантировать, что переменная записывается только из одного потока. (Атомарные переменные обеспечивают атомарную поддержку чтения-изменения-записи и часто могут использоваться как "лучшие volatile переменные"; см. главу [15](#_Chapter_15_Atomic).)

Блокировки могут гарантировать и видимость, и атомарность; volatile переменные только видимость.

Переменные volatile можно использовать только при соблюдении следующих условий:

* Запись в переменную не зависит от ее текущего значения, или вы можете гарантировать, что только один поток обновляет значение;
* Переменная не участвует в инвариантах с другими переменными состояния;
* Блокировка не требуется по какой-либо другой причине во время обращения к переменной.

## [3.2](#page10) [Публикация](#page10) и побег

***Публикация*** *(publishing*) объекта означает, что он доступен для кода вне его текущей области видимости, например, путем сохранения ссылки на него там, где другой код может найти её, или путём возвращения его из неприватного (*nonprivate*) метода, или путём передачи его методу в другом классе. Во многих ситуациях мы хотим иметь гарантию того, что объекты и их внутренние компоненты не будут публиковаться. В других ситуациях мы хотим опубликовать объект для общего использования, но это может потребовать использования синхронизации. Публикация внутренних переменных состояния может нарушить инкапсуляцию и затруднить сохранение инвариантов; публикация объектов до их полного построения может поставить под угрозу потокобезопасность. Объект, который был опубликован в тот момент, когда этого не должно было произойти, называют ***сбежавшим*** *(escaped)*. В разделе 3.5 рассматриваются идиомы безопасной публикации; прямо сейчас, мы посмотрим, как объект может сбежать.

Наиболее вопиющей формой публикации является сохранение ссылки в открытом статическом поле, где любой класс и поток могут видеть его, как в листинге 3.5. Метод initialize создает новый объект HashSet и публикует его, сохраняя ссылку на него в переменной knownSecrets.

public static Set<Secret> knownSecrets;

public void initialize() {

knownSecrets = new HashSet<Secret>();

}

**Листинг 3.5** Публикация объекта. Класс Secrets.

Публикация одного объекта может вызвать косвенную публикацию других. Если вы добавите объект класса Secret к опубликованному набору объектов knownSecrets, вы также опубликуете и объект класса Secret, потому что любой код сможет перебрать значения объекта класса Set и получить ссылку на новый объект класса Secret. Аналогичным образом, возврат ссылки из не приватного метода также публикует возвращенный объект. Класс UnsafeStates в листинге 3.6 публикует якобы приватный массив аббревиатур названий штатов.

class UnsafeStates {
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private String[] states = new String[] { "AK", "AL" ...

};

public String[] getStates() { return states; }

}

**Листинг 3.6** Предоставление возможности «сбежать» внутреннему изменяемому состоянию. Не делайте так.

Публикация объекта states, таким образом, является проблематичной, потому что любой вызывающий код может изменить его содержимое. В этом случае массив states “сбегает” из предполагаемой области видимости, потому что то, чему предполагалось быть приватным, фактически было сделано публичным.

Публикация объекта также публикует все объекты, на которые ссылаются его публичные поля. Обобщая сказанное, любой объект, который доступен из опубликованного объекта, следуя некоторой цепочке публичных ссылок на поля и вызовы методов, также был опубликован.

С точки зрения класса *C*, чужой метод - один из тех, чье поведение не полностью определяется классом *C*. Это понятие включает в себя методы в других классах, а также переопределяемые методы (ни private, ни final) в самом классе *C*. Передача объекта чужому методу, также должна рассматриваться как публикация этого объекта. Поскольку вы не можете предполагать, какой код фактически будет вызван, вы не можете знать, захочет ли чужой метод опубликовать объект или сохранить ссылку на него, которая впоследствии может быть использована из другого потока.

Действительно ли другой поток сделает что-либо с опубликованной ссылкой, на самом деле не имеет значения, потому что риск неправильного использования существует в любом случае[[38]](#footnote-38). Как только объект убегает, вы должны предположить, что другой класс или поток могут, злонамеренно или по неосторожности, использовать его некорректно. Это является веской причиной для использования инкапсуляции: она позволяет выполнять практический анализ программ на корректность и усложняет случайное нарушение ограничений, заложенных на стадии проектирования

Последним механизмом, с помощью которого можно опубликовать объект или его внутреннее состояние, является публикация внутреннего экземпляра класса, как показано в классе ThisEscape, в листинге 3.7. Когда класс ThisEscape публикует EventListener, он также неявно публикует вложенный класс ThisEscape, потому что экземпляры внутреннего класса содержат скрытую ссылку на вложенный экземпляр.

public class ThisEscape {

![](data:image/jpeg;base64,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)

public ThisEscape(EventSource source) { source.registerListener(

new EventListener() {

public void onEvent(Event e) {

doSomething(e);

}

});

}

}

**Листинг 3.7** Неявное позволение “сбежать” ссылке на this. *Не делайте так.*

### 3.2.1 Методы безопасного построения

Класс ThisEscape иллюстрирует важный частный случай побега - когда ссылка на this ссылка “сбегает” во время построения. Когда публикуется внутренний экземпляр EventListener, то же самое относится и к вложенному экземпляру ThisEscape. Но объект находится в предсказуемом и согласованном состоянии только после *возврата* из конструктора, поэтому публикация объекта из конструктора может привести к публикации не полностью построенного объекта. Это справедливо, *даже если публикация выполняется последним выражением в конструкторе*. Если ссылка на this сбегает в процессе построения, объект считается *построенным неправильно[[39]](#footnote-39)*. This is true *even if the publication is the last statement in the constructor*.

Не позволяйте ссылке на this “сбегать” в процессе построения.

Распространённой ошибкой, позволяющей сбегать ссылке на this во время построения, является запуск потока из конструктора. Когда объект создает поток из своего конструктора, он почти всегда делится своей ссылкой с новым потоком либо явно (передавая его конструктору), либо неявно (поскольку Thread или Runnable является внутренним классом объекта-владельца). Новый поток сможет увидеть объект-владелец, прежде чем он будет полностью построен. Нет ничего плохого в создании потока в конструкторе, но лучше не запускать поток сразу. Вместо этого предоставьте методы start или initialize, которые запустят собственный поток. (Дополнительные сведения о проблемах жизненного цикла службы см. в главе 7.) Вызов переопределяемого метода экземпляра (который не является ни private, ни final) из конструктора также может позволить сбежать ссылке на this.

Если у вас возникнет соблазн зарегистрировать слушателя событий или запустить поток из конструктора, вы можете избежать неправильного построения с помощью приватного конструктора и открытого фабричного метода, как показано в классе SafeListener в листинге 3.8.

public class SafeListener {

private final EventListener listener;

private SafeListener() {

listener = new EventListener() {

public void onEvent(Event e) {

doSomething(e);

}

};

}

public static SafeListener newInstance(EventSource source) { SafeListener safe = new SafeListener(); source.registerListener(safe.listener);

return safe;

}

}

**Листинг 3.8** Использование фабричного метода для предотвращения побега ссылки на this в процессе построения.

## [3.3](#page10) [Ограничение](#page10) потока

Доступ к общим изменяемым данным требует использования синхронизации; один из способов избежать этого требования - *не предоставлять общий доступ*. Если доступ к данным осуществляется только из одного потока, синхронизация не требуется. Этот метод, *ограничение потока*, является одним из самых простых способов обеспечения безопасности потоков. Когда объект ограничен потоком, такое использование автоматически потокобезопасно, даже если ограниченный объект сам по себе не потокобезопасен [CPJ 2.3.2][[40]](#footnote-40).

Swing использует метод ограничения потока в широких пределах. Визуальные компоненты и модели данных Swing не потокобезопасны; напротив, потокобезопасность достигается путём ограничения доступа к ним только потоком обработки событий Swing. Чтобы правильно использовать Swing, код, выполняющийся в потоке, отличном от потока событий, не должен обращаться к этим объектам. (Чтобы упростить работу, Swing предоставляет механизм invokeLater для назначения Runnable на выполнение в потоке событий.) Множество ошибок параллелизма в приложениях Swing происходит из-за неправильного использования ограниченных объектов из других потоков.

Другим распространенным применением ограничения потоков является использование объединенных в пул объектов соединения JDBC (Java Database Connectivity) Connection. Спецификация JDBC не требует, чтобы объекты Connection были потокобезопасны.[[41]](#footnote-41) В типичных серверных приложениях поток получает соединение из пула, использует его для обработки одного запроса и возвращает его. Поскольку большинство запросов, таких как запросы сервлета или вызовы EJB (Enterprise JavaBeans), обрабатываются синхронно одним потоком, и пул не будет передавать одно и то же соединение другим потокам до тех пор, пока оно не будет возвращено, этот шаблон управления соединением неявно ограничивает объект Connection этим потоком на время выполнения запроса.

Так же, как язык не имеет механизмов для принудительного обеспечения того, чтобы переменная была защищена блокировкой, у него нет средств ограничения объекта потоком. Ограничение потоков - это элемент дизайна вашей программы, который должен обеспечиваться его реализацией. Язык и основные библиотеки предоставляют механизмы, которые могут помочь в поддержании ограничения потока - локальные переменные и класс ThreadLocal - но даже с ними, только программист несёт ответственность за гарантию того, что ограниченные потоком объекты не покинут предназначенного им потока.

### 3.3.1 Специальные ограничения потока

*Специальное ограничение потока (Ad-hoc thread confinement)* описывает, когда ответственность за поддержание ограничения потока полностью ложится на реализацию. Ограничение потока может быть хрупким, поскольку ни одна из возможностей языка, такая как модификаторы видимости или локальные переменные, не помогает ограничить объект целевым потоком. На самом деле ссылки на объекты, ограниченные потоками, такие как визуальные компоненты или модели данных в приложениях с графическим пользовательским интерфейсом, часто хранятся в открытых полях.

Решение использовать ограничение потока часто является следствием решения реализовать определенную подсистему, такую как GUI, как однопоточную подсистему. Однопоточные подсистемы могут иногда предложить такое преимущество, как простота, которое перевешивает хрупкость специального ограничения потока[[42]](#footnote-42).

Частный случай ограничения потока применяется и к volatile переменным. Безопасно выполнять операции *read-modify-write* с использованием общих переменных volatile, пока вы гарантируете, что volatile переменная будет записана только из одного потока. В этом случае вы ограничиваете модификацию только одним потоком, чтобы предотвратить условия гонки, а гарантии видимости volatile переменных устанавливают, что другие потоки будут видеть последнее изменённое значение.

В связки с хрупкостью, ограничение потока следует использовать крайне скупо; если возможно, используйте одну из более сильных форм ограничения потоков (ограничение стека или ThreadLocal).

### 3.3.2 Ограничение стека

*Ограничение стека (Stack confinement)* является частным случаем ограничения потока, при котором доступ к объекту может быть получен только через локальные переменные. Подобно тому, как инкапсуляция может упростить сохранение инвариантов, локальные переменные могут упростить ограничение объектов потоком. Локальные переменные внутренне ограничены исполняемым потоком; они существуют в стеке исполняемого потока, который недоступен для других потоков. Ограничение стека (также называемое внутри-поточным (*within-thread*) или локально-поточным (*thread-local*) использованием потока, не путать с библиотечным классом ThreadLocal!) проще поддерживать и оно менее хрупко, чем специальное ограничение потока.

В случае локальных переменных примитивных типов, таких как numPairs в методе loadTheArk в листинге 3.9, вы не сможете нарушить ограничение стека, даже если попробуете. Невозможно получить ссылку на примитивную переменную, поэтому семантика языка гарантирует, что примитивные локальные переменные всегда будут ограничены стеком.

public int loadTheArk(Collection<Animal> candidates) { SortedSet<Animal> animals;

int numPairs = 0;

Animal candidate = null;

*// animals confined to method, don’t let them escape!*

animals = new TreeSet<Animal>(new SpeciesGenderComparator());

animals.addAll(candidates);

for (Animal a : animals) {

if (candidate == null || !candidate.isPotentialMate(a))

candidate = a;

else {

ark.load(new AnimalPair(candidate, a));

++numPairs;

candidate = null;

}

}

return numPairs;

}

**Листинг 3.9** Ограничение потока локальными примитивами и ссылочными переменными в классе Animals.

Поддержание ограничения стека для ссылок на объекты требует немного больше помощи от программиста, чтобы гарантировать, что ссылающийся объект не сбежит. В классе loadTheArk мы создаем объект TreeSet и храним ссылку на него в переменной animals. На данный момент существует только одна ссылка на объект Set, содержащаяся в локальной переменной и, следовательно, ограничиваемая исполняющим потоком. Однако если бы мы опубликовали ссылку на объект Set (или любую его внутреннюю часть), то ограничение было бы нарушено, и “животные” убежали бы.

Использование непотокобезопасного объекта в контексте “внутри потока” по-прежнему является потокобезопасным. Однако будьте осторожны: требование к дизайну, чтобы объект ограничивался исполняемым потоком, или осознание того, что закрытый объект не является потокобезопасным, часто существует только в голове разработчика в момент написании кода. Если допущение о внутрипоточном использовании объекта явно не задокументировано, те, кто будут в будущем сопровождать код, могут по ошибке позволить этому объекту сбежать.

### 3.3.3 Класс ThreadLocal

Более формальным средством поддержания ограничения потока является класс ThreadLocal, который позволяет связать значение каждого потока с объектом хранения значения. Класс ThreadLocal предоставляет методы доступа get и set, которые поддерживают отдельную копию значения для каждого потока, который использует его, поэтому get возвращает самое последнее значение, переданное set *из текущего выполняемого потока*.

Локально-поточные переменные часто используются для предотвращения совместного использования в проектах на основе изменяемых синглтонов или глобальных переменных. Например, однопоточное приложение может поддерживать подключение к глобальной базе данных, инициализируемое при запуске, чтобы избежать передачи объекта Connection каждому методу. Так как соединения JDBC не могут быть потокобезопасными, многопоточное приложение, которое использует глобальное соединение без дополнительной координации доступа, также не является потокобезопасным. Используя класс ThreadLocal для хранения соединения JDBC, как в методе connectionHolder в листинге 3.10, каждый поток будет иметь свое собственное соединение

private static ThreadLocal<Connection> connectionHolder

* new ThreadLocal<Connection>() { public Connection initialValue() {

return DriverManager.getConnection(DB\_URL);

}

};

public static Connection getConnection() { return connectionHolder.get();

}

**Листинг 3.10** Использование ThreadLocal для обеспечения ограничения потока.

Этот метод может также использоваться, когда часто используемая операция требует временного объекта, такого как буфер, и хочет избежать перераспределения временного объекта при каждом вызове. Например, до Java 5.0 метод Integer.toString использовал класс ThreadLocal для хранения 12-байтового буфера, используемого для форматирования его результата, вместо использования общего статического буфера (который потребовал бы блокировки) или выделения нового буфера для каждого вызова[[43]](#footnote-43).

Когда поток вызывает метод ThreadLocal.get в первый раз, метод initialValue используется для обеспечения потока начальным значением. В концептуальном плане вы можете думать о классе ThreadLocal<T> как о холдере Map<Thread,T>, который сохраняет значения, зависящие от потока, хотя, на самом деле, это реализовано не так. Значения, специфичные для потока, хранятся в самом объекте Thread; когда поток завершается, значения, зависящие от потока, будут убраны “сборщиком мусора”.

Если вы переносите однопоточное приложение в многопоточную среду, вы можете сохранить безопасность потоков путем преобразования общих глобальных переменных в объекты ThreadLocal, если это позволяет семантика общих глобальных переменных; кэш уровня приложения не был бы столь же полезным, если бы он был размещён в нескольких локально-поточных кэшах..

Класс ThreadLocal широко используется в реализации фрэймворков. Например, контейнеры J2EE связывают контекст транзакции (*transaction context*) с исполняемым потоком на всём протяжении вызова EJB. Это легко реализуется с использованием статического объекта ThreadLocal, содержащего контекст транзакции: когда фреймворк необходимо определить, какая транзакция выполняется в настоящий момент, он извлекает контекст транзакции из объекта ThreadLocal. Это удобно в том смысле, что снижает необходимость передавать информацию о контексте выполнения в каждый метод, но связывает любой код, который использует этот механизм в фреймворке.

Легко злоупотребить классом ThreadLocal, трактуя его свойство ограничения потока как лицензию на использование глобальных переменных или как средство создания “скрытых” аргументов методов. Как и глобальные переменные, поточно-локальные переменные могут отвлекать от повторного использования и вводить скрытые связи между классами, и поэтому их следует использовать с большой осторожностью.

## [3.4](#page10) [Неизменяемость](#page10)

Другой конечной целью синхронизации является использование неизменяемых объектов [EJ Item 13]. The other end-run around the need to synchronize is to use *immutable* objects [EJ Item 13]. Почти все опасности атомарности и видимости, которые мы описывали до сих пор, такие как просмотр устаревших значений, потеря обновлений или наблюдение за объектом, находящимся в несогласованном состоянии, связаны с превратностями доступа из нескольких потоков, пытающихся получить доступ к одному и тому же изменяемому состоянию в одно и то же время. Если состояние объекта не может быть изменено, эти риски и сложности просто исчезают.

Неизменяемым (*immutable*) объектом является объект, состояние которого не может быть изменено после построения. Неизменяемые объекты по своей сути являются потокобезопасными; их инварианты устанавливаются конструктором, и если их состояние не может быть изменено, то эти инварианты всегда удерживаются.

Неизменяемые объекты всегда потокобезопасны.

Неизменяемые объекты *просты*. Они могут находиться только в одном состоянии, которое тщательно контролируется конструктором. Один из самых сложных элементов дизайна программы - рассуждение о возможных состояниях сложных объектов. С другой стороны, рассуждение о состоянии неизменных объектов тривиально.

Неизменяемые объекты также *безопаснее*. Передача изменяемого объекта в ненадежный код или публикация в то место, где ненадежный код может найти его – опасна. Ненадежный код может изменить состояние объекта или, что еще хуже, сохранить ссылку на него и изменить его состояние позже из другого потока. С другой стороны, неизменяемые объекты не могут быть скомпрометированы с помощью вредоносного или ошибочного кода, поэтому они могут безопасно совместно использоваться (*share*) и публиковаться без необходимости создавать защищённые копии [EJ Item 24].

Ни спецификация языка Java, ни модель памяти Java формально не определяют неизменность, но неизменяемость *не* эквивалентна простому объявлению всех полей объекта как final. Объект, все поля которого являются final, может по-прежнему быть изменяемым, поскольку final поля могут содержать ссылки на изменяемые объекты.

Объект *неизменяемый* если:

* Его состояние не может быть изменено после построения;
* Все поля объявлены как final[[44]](#footnote-44);
* Он правильно построен (ссылка на this не может “сбежать” в процессе построения)).

Неизменяемые объекты могут по-прежнему использовать изменяемые объекты для управления своим состоянием, как показано в классе ThreeStooges в листинге 3.11. Хотя объект Set, в котором хранятся имена, изменяемый, дизайн класса ThreeStooges не позволяет изменить объект Set после построения. Ссылка на переменную stooges помечена как final, поэтому всё состояние объекта достигается через поле типа final. Последнее требование - правильное построение - легко выполняется, поскольку конструктор ничего не делает, чтобы эта ссылка стала доступной для кода, отличного от конструктора и кода, вызвавшего его.

@Immutable

public final class ThreeStooges {

private final Set<String> stooges = new HashSet<String>();

public ThreeStooges() {

stooges.add("Moe");

stooges.add("Larry");

stooges.add("Curly");

}

public boolean isStooge(String name) {

return stooges.contains(name);

}

}

**Листинг 3.11** Неизменяемый класс построенный с использованием изменяемых объектов.

Поскольку состояние программы изменяется все время, вы можете испытывать соблазн подумать, что неизменяемые объекты имеют ограниченное использование, но это не так. Существует разница между неизменяемым *объектом* и неизменяемой *ссылкой* на него. Состояние программы, сохраненное в неизменяемых объектах, все еще может быть обновлено путем «замены» неизменяемых объектов новыми экземплярами, содержащими новое состояние; в следующем разделе приведен пример использования этой методики[[45]](#footnote-45).

### 3.4.1 Поля типа final

Ключевое слово final, более ограниченная версия механизма const из C++, поддерживает построение неизменяемых объектов. Поля типа final не могут быть изменены (хотя объекты, на которые они ссылаются, могут быть изменены, если они изменяемы), но они также имеют специальную семантику в модели памяти Java. Именно использование полей типа final делает возможной гарантию *безопасной инициализации* (см. раздел [3.5.2](#_3.5.2_Неизменяемые_объекты)), которая позволяет получать свободный доступ к неизменяемым объектам без синхронизации.

Даже если объект является изменяемым, пометка некоторых полей как final может упростить рассуждения о его состоянии, поскольку ограничение изменяемости объекта ограничивает набор возможных состояний объекта. Объект, который является “в основном неизменяемым”, но имеет одну или две изменяемые переменные состояния, по-прежнему проще в понимании, чем тот, который имеет множество изменяемых переменных. Объявление полей final также документирует для сопровождающих, что эти поля не должны изменяться.

Хорошая практика заключается в том, чтобы делать все поля private, если они не нуждаются в большей видимости [EJ Item 12], также хорошей практикой является сделать все поля final, если они не должны быть изменяемыми.

### 3.4.2 Использование *volatile* для публикации неизменяемых объектов

В классе UnsafeCachingFactorizer мы попытались использовать два объекта AtomicReferences для хранения последнего числа и последнего фактора, но это было не потокобезопасно, потому что мы не могли получить или обновить оба связанных значения атомарно. Использование volatile переменных для этих значений не будет потокобезопасным по той же причине. Однако неизменяемые объекты могут иногда обеспечивать слабую форму атомарности.

Сервлет факторинга выполняет две операции, которые должны быть атомарными: обновление кэшированного результата и условная выборка кэшированных факторов, если кэшированный номер соответствует запрошенному номеру. Всякий раз, когда группа связанных элементов данных должна действовать атомарно, рассмотрите возможность создания для них неизменяемого класса-холдера, такого как OneValueCache[[46]](#footnote-46) в листинге 3.12.

Условия гонки при доступе или обновлении нескольких связанных переменных можно устранить, используя неизменяемый объект для хранения всех переменных.

@Immutable

class OneValueCache {

private final BigInteger lastNumber; private final BigInteger[] lastFactors;

public OneValueCache(BigInteger i, BigInteger[] factors) {

lastNumber = i;

lastFactors = Arrays.copyOf(factors, factors.length);

}

public BigInteger[] getFactors(BigInteger i) {

if (lastNumber == null || !lastNumber.equals(i))

return null;

else

return Arrays.copyOf(lastFactors, lastFactors.length);

}

}

**Листинг 3.12** Неизменяемый холдер, кэширующий число и его фактор.

С изменяемым объектом holder вам придется использовать блокировку для обеспечения атомарности; с неизменяемым, как только поток получает ссылку на него, ему не нужно беспокоиться о другом потоке, изменяющем его состояние. Если переменные должны быть обновлены, создается новый объект holder, но все потоки, работающие с предыдущим объектом holder, по-прежнему видят его в согласованном состоянии.

Класс VolatileCachedFactorizer в листинге 3.13 использует класс OneValueCache для хранения кэшированного числа и факторов. Когда поток устанавливает volatile полю cache ссылку на новый экземпляр класса OneValueCache, новые кэшированные данные сразу становятся видимыми другим потокам.

Операции, связанные с кэшем, не могут оказывать влияние друг на друга, поскольку класс OneValueCache неизменяемый, и поле cache доступно только единожды в каждой из соответствующих веток кода. Эта комбинация неизменяемого объекта-холдера для нескольких переменных состояния, связанных с инвариантом, и ссылки на поле типа volatile, используемой для гарантии своевременной видимости, позволяет классу VolatileCachedFactorizer быть потокобезопасным, даже если он не содержит явных блокировок.

## [3.5](#page10) [Безопасная](#page10) публикация

До сих пор мы были сосредоточены на обеспечении того, чтобы объект *не* публиковался, предполагая, что он должен ограничиваться потоком или внутренним состоянием другого объекта. Конечно, иногда мы хотим совместно использовать объекты в разных потоках, и в этом случае мы должны делать это безопасно. К сожалению, простое сохранение ссылки на объект в поле типа public, как в листинге 3.14, является *не* достаточным условием для безопасной публикации объекта.

@ThreadSafe

public class VolatileCachedFactorizer implements Servlet { private volatile OneValueCache cache = new OneValueCache(null, null);

public void service(ServletRequest req, ServletResponse resp) { BigInteger i = extractFromRequest(req);

BigInteger[] factors = cache.getFactors(i); if (factors == null) {

factors = factor(i);

cache = new OneValueCache(i, factors);

}

encodeIntoResponse(resp, factors);

}

}

**Листинг 3.13** Кэширование результата выполнения последней операции с использование volatile ссылки на неизменяемый объект холдера.

*// Unsafe publication*
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public Holder holder;

public void initialize() {

holder = new Holder(42);

}

**Листинг 3.14** Публикация объекта без адекватной синхронизации. Не делайте так.

Вы можете удивиться тому, к насколько серьёзным последствиям может привести крах этого безобидно выглядящего примера. Из-за проблем с видимостью класс Holder может оказаться в другом потоке в несогласованном состоянии, несмотря на то, что его инварианты были правильно установлены его конструктором! Некорректная публикация может привести к тому, что другие потоки смогут наблюдать *частично сконструированный объект*.

### 3.5.1 Некорректная публикация: когда хорошие объекты ведут себя плохо

Вы не можете полагаться на целостность частично построенных объектов. Наблюдающий поток мог видеть объект в несогласованном состоянии, а затем увидеть, что его состояние внезапно изменилось, хотя оно не изменялось после публикации. Фактически, если класс Holder в листинге 3.15 опубликован с использованием небезопасной идиомы публикации из листинга 3.14, а поток, отличный от публикующего потока, должен был вызвать метод assertSanity, могло быть порождено исключение AssertionError![[47]](#footnote-47)
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private int n;

public Holder(int n) { this.n = n; }

public void assertSanity() {

if (n != n)

throw new AssertionError("This statement is false.");

}

}

**Листинг 3.15** Класс с заложенной возможностью краха из-за некорректной публикации.

Поскольку синхронизация не использовалась, чтобы сделать класс Holder видимым для других потоков, мы говорим, что класс Holder был *опубликован некорректно*. Две вещи могут пойти не так, как ожидалось, с некорректно опубликованными объектами. Другие потоки могли видеть устаревшее значение поля типа holder и, таким же образом, видеть нулевую ссылку или другое более старое значение, даже если значение было помещено в holder. Но, что гораздо хуже, другие потоки могли увидеть текущую ссылку на класс holder, но устаревшее значение состояния класса holder[[48]](#footnote-48). Чтобы сделать вещи еще менее предсказуемыми, поток может увидеть устаревшее значение при первом чтении поля, а затем более актуальное значение в следующий раз, поэтому метод assertSanity может бросить исключение AssertionError

Рискуя повторить ранее сказанное, отметим, что могут происходить очень странные вещи, когда данные разделяются между потоками без достаточной синхронизации.

### 3.5.2 Неизменяемые объекты и безопасность инициализации

Поскольку неизменяемые объекты настолько важны, модель памяти Java предлагает специальную гарантию *безопасности инициализации* для совместного использования неизменяемых объектов. Как мы видели ранее, то, что ссылка на объект становится видимой для другого потока, не обязательно означает, что состояние этого объекта видно потребляющему потоку. Чтобы гарантировать согласованное представление состояния объекта, необходима синхронизация.

С другой стороны, с неизменяемыми объектами можно безопасно обращаться, *даже если синхронизация не используется для публикации ссылки на объект*. Для обеспечения гарантии безопасности инициализации должны соблюдаться все требования к неизменяемости: не модифицируемое состояние, все поля объявлены как final и корректное построение. (Если бы класс Holder в листинге 3.15 был неизменяемым, метод assertSanity не смог бы возбудить исключение AssertionError, даже если класс Holder не был опубликован должным образом.)

*Неизменяемые* объекты могут безопасно использоваться любым потоком без дополнительной синхронизации, даже если синхронизация не используется для их публикации.

Эта гарантия распространяется на значения всех конечных полей правильно построенных объектов; конечные поля могут быть безопасно доступны без дополнительной синхронизации. Однако, если поля типа final ссылаются на изменяемые объекты, синхронизация по-прежнему требуется для доступа к состоянию объектов, на которые они ссылаются.

### 3.5.3 Идиомы безопасной публикации

Объекты, которые не являются неизменяемыми, должны быть безопасно опубликованы, что обычно влечет за собой синхронизацию как публикующего, так потребляющего потоков. На данный момент давайте сосредоточимся на том, что потребляющий поток может видеть объект в его опубликованном состоянии; мы будем иметь дело с видимостью изменений, сделанных в ближайшее, после публикации, время.

Для безопасной публикации объекта, ссылка на объект и его состояние должны быть одновременно видны другим потокам. Правильно построенный объект может быть безопасно опубликован с помощью:

* Инициализации ссылки на объект из статического инициализатора;
* Хранения ссылки на него в поле типа volatile или AtomicReference;
* Сохранения ссылки на него в поле типа final корректно построенного объекта;
* Хранения ссылки на него в поле, должным образом защищенным блокировкой.

Внутренняя синхронизация в потокобезопасных коллекциях означает, что размещение объекта в потокобезопасной коллекции, такой как Vector или synchronizedList, удовлетворяет последнему из этих требований. Если поток *A* помещает объект *X* в потокобезопасную коллекцию и поток *B* впоследствии извлекает его, поток *B* гарантированно видит состояние объекта *X* таким, каким поток *A* оставил его, даже если код приложения, который передает объект *X* подобным образом, не имеет явной синхронизации. Потокобезопасные библиотеки коллекций предлагают следующие гарантии безопасной публикации, даже если в Javadoc об этом почти ничего не сказано:

* Размещение ключа или значения в классах Hashtable, synchronizedMap или ConcurrentMap безопасно публикует его в любом потоке, который извлекает его из класса Map (напрямую или через итератор);

* Размещение элемента в классах Vector, CopyOnWriteArrayList, CopyOnWriteArraySet, synchronizedList, или synchronizedSet безопасно публикует его в любой поток, который извлекает его из коллекции;
* Размещение элемента в BlockingQueue или ConcurrentLinkedQueue безопасно публикует его в любом потоке, который извлекает его из очереди.

Другие механизмы передачи состояния в библиотеке классов (такие как Future и Exchanger) также представляют собой безопасную публикацию; мы определим их как обеспечивающие безопасную публикацию по мере их представления.

Использование статического инициализатора часто является самым простым и безопасным способом публикации объектов, которые могут быть построены статически:

public static Holder holder = new Holder(42);

Статические инициализаторы выполняются JVM во время инициализации класса; из-за внутренней синхронизации в JVM, этот механизм гарантирует безопасную публикацию любых объектов, инициализированных таким образом [JLS 12.4.2].

### 3.5.4 Фактически неизменяемые объекты

Безопасная публикация является достаточным условием для безопасного доступа других потоков к объектам, которые не будут изменяться после публикации, без использования дополнительной синхронизации. Механизмы безопасной публикации гарантируют, что опубликованное состояние объекта станет видимым для всех потоков, получающих доступ к нему, как только станет видна ссылка на него, и если состояние объекта впредь не будет изменяться, это будет достаточным условием для гарантии того, что доступ к нему будет безопасен.

Объекты, технически не являющиеся неизменяемыми, состояние которых не будет изменяться после публикации, называются ***фактически неизменяемыми***. Они не должны следовать строгим определениям неизменяемости из раздела [3.4](#_3.4_Неизменяемость); они просто должны рассматриваться программой так, как если бы они были неизменяемыми после их публикации. Использование *фактически неизменяемых объектов* может упростить разработку и повысить производительность за счет снижения расходов на синхронизацию.

Безопасно опубликованные фактически неизменяемые объекты могут безопасно использоваться любым потоком без дополнительной синхронизации.

Например, объект Date изменяемый[[49]](#footnote-49), но если вы используете его так, как если бы он был неизменяемым, вы можете исключить блокировку, которая в противном случае потребовалась бы при совместном использовании несколькими потоками объекта Date. Предположим, вы хотите сохранить объект Map, в котором содержится время последнего входа каждого пользователя:

public Map<String, Date> lastLogin = Collections.synchronizedMap(new HashMap<String, Date>());

Если значения типа Date не изменяются после их размещения в объекте класса Map, то синхронизации реализованной в классе synchronizedMap достаточно для безопасной публикации значений типа Date, и при доступе к ним дополнительная синхронизация не требуется.

### 3.5.5 Изменяемые объекты

Если объект может быть изменен после построения, безопасная публикация обеспечивает только видимость опубликованного состояния. Синхронизация должна использоваться не только для публикации изменяемого объекта, но и при каждом обращении к объекту, чтобы обеспечить видимость последующих изменений. Для обеспечения безопасного совместного использования изменяемых объектов, они должны быть безопасно опубликованы ***и*** быть потокобезопасными или защищёнными блокировкой.

Требования к публикации объекта зависят от его изменяемости::

* *Неизменяемые объекты* могут быть опубликованы с использованием любых механизмов;
* *Фактически неизменяемые* объекты должны быть безопасно опубликованы;
* *Изменяемые объекты должны быть безопасно опубликованы и, также, должны быть потокобезопасными или защищёнными блокировкой.*

### 3.5.6 Безопасное совместное использование объектов

Всякий раз, когда вы приобретаете ссылку на объект, вы должны знать, что вам разрешено делать с ним. Вам необходимо захватить блокировку перед его использованием? Можете ли вы изменить его состояние или только прочитать его? Множество ошибок параллелизма берёт своё начала с неспособности понять «правила взаимодействия» с совместно используемыми объектами. Когда вы публикуете объект, вы должны документировать, как можно получить к нему доступ

Наиболее полезными политиками для использования и предоставления совместного доступа к объектам в параллельной программе являются:

**Ограничение потока.** Объект, ограниченный потоком, принадлежит исключительно одному потоку и ограничен им, и может быть изменен только собственным потоком.

**Совместный доступ “только на чтение”**. Объект, с правом совместного доступа “только на чтение”, может быть доступен одновременно нескольким потокам без дополнительной синхронизации, но не может быть изменен ни одним потоком. Совместно используемые объекты с правом “только на чтение” включают неизменяемые и фактически неизменяемые объекты.

**Совместное использование потокобезопасных объектов.** Потокобезопасный объект выполняет синхронизацию внутри себя, поэтому несколько потоков могут свободно обращаться к нему через его открытые интерфейсы, без необходимости, в дальнейшем, применять синхронизацию.

**Защищённые объекты.** К защищённому объекту можно получить доступ только с определенной блокировкой. К защищённым объектам относятся объекты, инкапсулированные в другие потокобезопасные объекты и опубликованные объекты, которые, как известно, защищены определенной блокировкой.

# [Глава](#page10) 4 Компоновка объектов

До сих пор мы рассмотрели низкоуровневые основы потокобезопасности и синхронизации. Но мы не хотим анализировать каждое обращение к памяти, чтобы гарантировать, что наша программа является потокобезопасной; мы хотим иметь возможность создавать потокобезопасные компоненты и безопасно составлять из них более крупные компоненты или программы. В этой главе рассматриваются шаблоны для структурирования классов, которые могут облегчить обеспечение их потокобезопасности и поддержки, без риска случайного нарушения гарантий безопасности.

## [4.1](#page10) [Проектирование](#page10) потокобезопасных классов

Хотя можно написать потокобезопасную программу, которая хранит все свое состояние в общедоступных статических полях, гораздо сложнее проверить ее на потокобезопасность или изменить ее так, чтобы она оставалась потокобезопасной, в противоположность той, что использует инкапсуляцию соответствующим образом. Инкапсуляция позволяет прийти к выводу о потокобезопасности класса без необходимости изучения всей программы.

Процесс проектирования потокобезопасного класса должен включать три базовых элемента:

* Определение переменных, формирующих состояние объекта;
* Определение инвариантов, ограничивающих переменные состояния;
* Установление политики для управления параллельным доступом к состоянию объекта.

Определение состояния объекта начинается с его полей. Если все они примитивных типов, поля содержат в себе всё состояние. Класс Counter в листинге 4.1 имеет только одно поле, поэтому в поле value содержится всё его состояние. Состояние объекта с *n* примитивными полями - это всего лишь *n*-кортеж[[50]](#footnote-50) значений его полей; состояние класса 2D Point определяется значением (*x, y*). Если у объекта имеются поля, содержащие ссылки на другие объекты, его состояние также будет включать поля из объектов, на которые имеются ссылки. Например, состояние класса LinkedList включает в себя состояние всех ссылок на объекты узлов, принадлежащих списку.

@ThreadSafe

public final class Counter { **@GuardedBy("this")**

private long value = 0;

public **synchronized** long getValue() { return value;

}

public **synchronized** long increment() { if (value == Long.MAX\_VALUE)

throw new IllegalStateException("counter overflow"); return ++value;

}

}

**Листинг 4.1** Простой потокобезопасный счётчик, использующий Java шаблон “монитор”

*Политика синхронизации* определяет, каким образом объект координирует доступ к своему состоянию, для того, чтобы избежать нарушения своих инвариантов или постусловий. Она определяет, какая комбинация из неизменяемости, ограничения потока и блокировки используется для обеспечения потокобезопасности и какие переменные защищены какими блокировками. Чтобы убедиться, что класс можно анализировать и поддерживать, документируйте политику синхронизации.

### 4.1.1 Сбор требований к синхронизации

Сделать класс потокобезопасным – это значит гарантировать, что его инварианты будут “удержаны”[[51]](#footnote-51) при параллельном доступе; это требует рассуждений о его состоянии. Объекты и переменные имеют *пространство состояний*: диапазон возможных состояний, которые они могут принимать. Чем меньше это пространство состояний, тем легче о нём рассуждать. Используя поля типа final везде, где это практически возможно, вы упрощаете анализ возможных состояний объекта. (В крайнем случае, неизменяемые объекты могут находиться только в одном состоянии.)

Многие классы имеют инварианты, которые определяют некоторые состояния как *допустимые (valid)* или *недопустимые (invalid).* Поле value в классе Counter типа long. Пространство состояний типа long составляет диапазон от Long.MIN\_VALUE до Long.MAX\_VALUE, но класс Counter накладывает собственное ограничение на поле value; отрицательные значения не допустимы.

Аналогичным образом операции могут иметь постусловия, которые идентифицируют определенные *переходы состояний* как недопустимые. Если текущее состояние объекта Counter равно 17, *единственным допустимым* следующим значением состояния является 18. Когда следующее состояние выводится из текущего состояния, операция обязательно является составным действием. Не все операции налагают ограничения на переходы состояний; при обновлении переменной, которая содержит текущую температуру, ее предыдущее состояние не оказывает влияние на вычисления.

Ограничения, накладываемые на состояния или переходы состояний инвариантов и постусловий, создают дополнительные требования к использованию синхронизации или инкапсуляции. Если некоторые состояния недопустимы, то базовые переменные состояния должны быть инкапсулированы, иначе клиентский код может перевести объект в недопустимое состояние. Если операция имеет недопустимые переходы состояний, она должна быть атомарной. С другой стороны, если класс не накладывает таких ограничений, мы можем ослабить требования к инкапсуляции или сериализации, чтобы получить большую гибкость или лучшую производительность.

Класс также может иметь инварианты, ограничивающие несколько переменных состояния. Класс с числовым диапазоном, например, такой как NumberRange в листинге 4.10, обычно поддерживает сохранение нижней и верхней границ диапазона в переменных состояния. Эти переменные должны подчиняться ограничению, заключающемуся в том, что нижняя граница диапазона была меньше или равна верхней границе. Многомерные инварианты, подобные этому, создают требования к атомарности: связанные переменные должны извлекаться или обновляться в одной атомарной операции. Вы не можете обновить переменную, снять и повторно захватить блокировку, а затем обновить другие переменные, так как это может повлечь за собой оставление объекта в недопустимом состоянии, когда блокировка будет снята. Когда в инварианте участвует несколько переменных, блокировка, которая их защищает, должна удерживаться в процессе выполнения любой операции, обращающейся к связанным переменным.

Невозможно обеспечить потокобезопасность без понимания инвариантов и постусловий объекта. Ограничение допустимых значений или переходов состояний для переменных состояний может потребовать применения атомарности и инкапсуляции.

### 4.1.2 Операции, зависящие от состояния

Инварианты классов и постусловия методов ограничивают допустимые состояния и переходы состояний объекта. Некоторые объекты также имеют методы с предварительными условиями на основе состояния. Например, нельзя удалить элемент из пустой очереди; очередь должна находиться в состоянии “не пусто”, прежде чем можно будет удалить элемент. Операции с предварительными условиями на основе состояния называются *зависимыми от состояния* [CPJ 3].

В однопоточной программе, если предварительное условие не выполняется, операция не имеет выбора, кроме как завершиться c ошибкой. Но в параллельной программе предварительное условие может быть выполнено позже из-за действия другого потока. Параллельные программы добавляют возможность ожидания до тех пор, пока условие не станет истинным, а затем продолжат операцию.

Встроенные механизмы эффективного ожидания выполнения условия - wait и notify - тесно связаны со встроенными блокировками и могут быть сложны в правильном использовании. Для создания операций, ожидающих выполнения предварительных условий перед выполнением, часто проще использовать существующие классы библиотек, такие как блокирующие очереди или семафоры, чтобы обеспечить требуемое поведение, зависящее от состояния. Блокирующие библиотечные классы, такие как BlockingQueue, Semaphore и другие *синхронизаторы*, рассматриваются в главе 5; создание зависимых от состояния классов с использованием низкоуровневых механизмов, предоставляемых платформой и библиотекой классов, рассматривается в главе 14.

### 4.1.3 Владелец состояния

В разделе 4.1 мы подразумевали, что состояние объекта может быть подмножеством полей в графе объектов, внедренных в этот объект. Почему это может быть подмножество? При каких условиях поля, достижимые из данного объекта, не являются частью состояния этого объекта?

Определяя, какие переменные формируют состояние объекта, мы хотим рассматривать только те данные, которыми объект *владеет*. Владелец явно в языке не реализован, но является элементом дизайна класса. Если вы размещаете и заполняете объект HashMap, вы создаете несколько объектов: объект HashMap, несколько объектов Map.Entry, используемых реализацией HashMap, и, возможно, другие внутренние объекты. Логическое состояние объекта HashMap включает состояние всех объектов Map.Entry и внутренних объектов, даже если они реализованы как отдельные объекты.

К лучшему или к худшему, сборка мусора позволяет нам не думать о владельце. При передаче объекта методу в C++, необходимо достаточно тщательно обдумывать вопрос о том, передаете ли вы право собственности, занимаетесь ли вы краткосрочным кредитом или предполагаете долгосрочное совместное владение. В языке Java возможны все те же модели владения, но сборщик мусора снижает стоимость многих распространенных ошибок при совместном использовании ссылок, позволяя размышлять о владении без учёта мелких деталей.

Во многих случаях владение и инкапсуляция следуют рука об руку - объект инкапсулирует состояние, которым он владеет, и владеет состоянием, которое он инкапсулирует. Владелец переменной состояния принимает решение о протоколе блокировки, используемом для поддержания целостности состояния этой переменной. Владение подразумевает контроль, но как только вы опубликуете ссылку на изменяемый объект, у вас больше не будет эксклюзивного права контроля; в лучшем случае у вас может быть “совместное владение”. Класс обычно не владеет объектами, переданными его методам или конструкторам, если только этот метод не предназначен для явного переноса права собственности на переданные объекты (например, фабричный метод обертки синхронизированной коллекции).

Классы коллекций часто демонстрируют форму "раздельного владения", в которой коллекции принадлежит состояние инфраструктуры коллекции, а клиентскому коду принадлежат объекты, хранящиеся в коллекции. Например, класс ServletContext из фреймворка сервлетов. Класс ServletContext предоставляет для сервлетов Map-подобный контейнер объектов, с помощью которого они могут регистрировать и извлекать объекты приложения по имени, используя методы setAttribute и getAttribute. Объект ServletContext, реализованный контейнером сервлета, должен быть потокобезопасным, потому что к нему обязательно будут обращаться несколько потоков. Сервлетам нет необходимости использовать синхронизацию при вызове методов setAttribute и getAttribute, но им, возможно, придется использовать синхронизацию в моменты использовании объектов, хранящихся в ServletContext. Эти объекты принадлежат приложению; они хранятся, для безопасного хранения, контейнером сервлетов от имени приложения. Как и прочие совместно используемые объекты, они должны использоваться безопасно; чтобы не допустить взаимного влияния от нескольких потоков обращающихся к одному и тому же объекту одновременно, они должны быть потокобезопасными, фактически неизменяемым или использовать явную блокировку[[52]](#footnote-52).

## [4.2](#page10) [Ограничение](#page10) экземпляра

Если объект не является потокобезопасным, несколько подходов могут позволить безопасно использовать его в многопоточной программе. Вы можете гарантировать, что доступ к объекту будет осуществляется только из одного потока (ограничение потока) или что весь доступ к объекту будет должным образом защищен блокировкой.

Инкапсуляция упрощает создание потокобезопасных классов, способствуя *ограничению экземпляра*; часто это называется просто *ограничением* [CPJ2.3.3]. Когда объект инкапсулируется в другой объект, все ветки кода, имеющие доступ к инкапсулированному объекту, известны и поэтому могут быть проанализированы значительно легче, чем в том случае, если бы этот объект был доступен из всех частей программы. Сочетание ограничения с соответствующей правилам блокировкой гарантирует, что не потокобезопасные объекты используются потокобезопасным способом.

Инкапсуляция данных в объекте ограничивает доступ к данным методами объекта, что упрощает обеспечение гарантии того, что доступ к данным будет всегда осуществляться с удержанием соответствующей блокировки.

Ограниченные объекты не должны покидать заданной области видимости. Объект может быть ограничен экземпляром класса (например, закрытым членом класса), лексической областью действия (например, локальной переменной) или потоком (например, объектом, который передается из метода в метод в потоке, но он не должен совместно использоваться другими потоками). Конечно, объекты не могут сбегать сами по себе - им нужна помощь разработчика, который может способствовать, опубликовав объект за пределами его области видимости.

Класс PersonSet в листинге 4.2 иллюстрирует, как ограничение и блокировка могут работать совместно, чтобы сделать класс потокобезопасным, даже если переменные состояния компонента таковыми не являются. Состояние класса PersonSet управляется классом HashSet, который не является потокобезопасным. Но, так как переменная mySet является приватной и не может сбежать, класс HashSet ограничен классом PersonSet. Единственные ветки кода, которые могут получить доступ к переменной mySet, это методы addPerson и containsPerson, и каждая из них захватывает блокировку на экземпляре PersonSet. Всё состояние класса защищено внутренней блокировкой, что делает класс PersonSet потокобезопасным.

@ThreadSafe

public class PersonSet {

@GuardedBy("this")

private final Set<Person> mySet = new HashSet<Person>();

public synchronized void addPerson(Person p) { mySet.add(p);

}

public synchronized boolean containsPerson(Person p) { return mySet.contains(p);

}

}

**Листинг 4.2** Использование ограничения для обеспечения потокобезопасности

В этом примере не делается никаких предположений о потокобезопасности класса Person, но если класс изменяемый, при обращении к классу Person, полученному из PersonSet, будет необходимо использовать дополнительную синхронизацию. Самый надежный способ достигнуть этого – сделать класс Person потокобезопасным; менее надежным было бы защитить объекты Person с помощью блокировки и гарантировать, чтобы все клиенты будут следовать протоколу захвата соответствующей блокировки до осуществления доступа к экземпляру Person.

Ограничение экземпляра - один из простейших способов создания потокобезопасных классов. Оно позволяет проявить гибкость в выборе стратегии блокировки; класс PersonSet полагается на свою собственную внутреннюю блокировку, чтобы защитить свое состояние, но любая блокировка, используемая последовательно, будет работать же хорошо. Ограничение экземпляра также позволяет различным переменным состояния защищаться различными блокировками. (Пример класса, использующего несколько объектов блокировки для защиты своего состояния, см. в главе 11, в классе ServerStatus).

Существует множество примеров ограничений в библиотеках классов платформы, включая некоторые классы, которые существуют исключительно для того, чтобы превращать не потокобезопасные классы в потокобезопасные. Базовые классы коллекций, такие как ArrayList и HashMap, не являются потокобезопасными, но библиотека классов предоставляет фабричные методы-обертки (Collections.synchronizedList и другие), чтобы их можно было безопасно использовать в многопоточном окружении. Эти фабрики используют шаблон ***Декоратор*** (Гамма и другие, 1995)[[53]](#footnote-53), чтобы обернуть коллекцию в синхронизированный объект-обёртку; обёртка реализует каждый метод соответствующего интерфейса как синхронизированный метод, который перенаправляет запрос базовому объекту коллекции. До тех пор, пока объект-обертка содержит единственную доступную ссылку на базовую коллекцию (то есть базовая коллекция ограничена обёрткой), объект-обёртка также является потокобезопасным. В Javadoc для таких методов указано предупреждение, что весь доступ к базовой коллекции должен выполняться через объект-обёртку.

Конечно, по-прежнему возможно нарушить ограничение, опубликовав предположительно ограниченный объект; если объект должен быть ограничен определенной областью видимости, то позволение покинуть эту область видимости является ошибкой. Ограниченные объекты также могут сбегать после публикации другими объектами, такими как итераторы или внутренние экземпляры классов, которые могут косвенно публиковать ограниченные объекты.

Ограничение упрощает создание потокобезопасных классов, поскольку класс, ограничивающий своё состояние, может быть проанализирован на потокобезопасность без необходимости проверки всей программы.

### 4.2.1 Шаблон Java “Монитор”

Следуя от принципа ограничения экземпляра к его логическому завершению, вы придёте к *шаблону Java “монитор”[[54]](#footnote-54)*. Объект, следующий шаблону Java “монитор”, инкапсулирует все своё изменяемое состояние и защищает его с помощью собственной внутренней блокировки.

Класс Counter в листинге 4.1 демонстрирует типичный пример использования этого шаблона. Он инкапсулирует одну переменную состояния, value, и весь доступ к этой переменной состояния осуществляется через методы класса Counter, которые являются синхронизированными.

Шаблон Java “монитор” используется многими библиотечными классами, такими как Vector и Hashtable. Иногда требуется более тонкая политика синхронизации; в главе 11 показано, как повысить масштабируемость за счет более утончённых стратегий блокировки. Основным преимуществом шаблона Java “монитор” является его простота.

Шаблон Java “монитор” - это просто соглашение; любой объект блокировки может использоваться для защиты состояния объекта, если он используется согласованно. В Листинге 4.3 иллюстрируется класс, который использует приватную блокировку для защиты своего состояния.

|  |  |
| --- | --- |
| public class PrivateLock | { |
| private final Object | myLock = new Object(); |
| @GuardedBy("myLock") | Widget widget; |

void someMethod() {

synchronized(myLock) {

*// Access or modify the state of widget*

}

}

}

**Листинг 4.3** Защита состояния с помощью приватной блокировки

Существуют преимущества использования приватного объекта блокировки вместо встроенной блокировки объекта (или любой другой общедоступной блокировки). При создании объекта блокировки приватным, блокировка инкапсулируется таким образом, что клиентский код не может ее получить, в то время как общедоступная блокировка позволяет клиентскому коду участвовать в политике синхронизации - правильно или неправильно. Клиенты, которые получают блокировку другого объекта некорректно, могут вызвать проблемы живучести, и проверка того, что общедоступная блокировка используется правильно, требует проверки всей программы, а не одного класса.

### 4.2.2 Пример: отслеживание парка автомобилей

Класс Counter в листинге 4.1 является кратким, но тривиальным примером использования шаблона Java “монитор”. Давайте создадим несколько менее тривиальный пример: “трекер автомобилей” для управления парком транспортных средств, таких как такси, полицейские машины или грузовые автомобили. Сначала мы создадим его с помощью шаблона “монитор”, а затем рассмотрим, как ослабить некоторые требования к инкапсуляции, сохранив при этом потокобезопасность.

Каждое транспортное средство идентифицируется строкой и имеет местоположение, представленное координатами (*x, y*). Класс VehicleTracker инкапсулирует идентификационные данные и местоположения известных транспортных средств, что делает его хорошо подходящим для использования в качестве модели данных в шаблоне модель-представление-контроллер в GUI-приложении, где он может совместно использоваться потоком представления и несколькими потоками, обновляющими данные. Поток представления будет получать имена и местоположения транспортных средств, и отображать их на дисплее:

Map<String, Point> locations = vehicles.getLocations(); for (String key : locations.keySet())

renderVehicle(key, locations.get(key));

Точно так же, обновляющие данные потоки будут изменять местоположения транспортных средств, внося данные полученные от устройств GPS, или введённые вручную диспетчером через графический интерфейс:

void vehicleMoved(VehicleMovedEvent evt) {

Point loc = evt.getNewLocation(); vehicles.setLocation(evt.getVehicleId(), loc.x, loc.y);

}

Поскольку поток представления и потоки обновлений будут обращаться к модели данных одновременно, она должна быть потокобезопасной. В листинге 4.4 показана реализация трекера транспортных средств с использованием шаблона Java “монитор”, который использует класс MutablePoint из листинга 4.5 для представления местоположения транспортных средств.

@ThreadSafe

public class MonitorVehicleTracker { @GuardedBy("this")

private final Map<String, MutablePoint> locations;

public MonitorVehicleTracker(

Map<String, MutablePoint> locations) { this.locations = deepCopy(locations);

}

public **synchronized** Map<String, MutablePoint> getLocations() { return deepCopy(locations);

}

public **synchronized** MutablePoint getLocation(String id) { MutablePoint loc = locations.get(id);

return loc == null ? null : new MutablePoint(loc);

}

public **synchronized** void setLocation(String id, int x, int y) { MutablePoint loc = locations.get(id);

if (loc == null)

throw new IllegalArgumentException("No such ID: " + id); loc.x = x;

loc.y = y;

}

private static Map<String, MutablePoint> deepCopy( Map<String, MutablePoint> m) {

Map<String, MutablePoint> result =

new HashMap<String, MutablePoint>(); for (String id : m.keySet())

result.put(id, new MutablePoint(m.get(id))); return Collections.unmodifiableMap(result);

}

}

public class MutablePoint { */\** *Листинг 4.5* *\*/* }

**Листинг 4.4** Реализация трекера транспортных средств на основе монитора

@NotThreadSafe
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public class MutablePoint {

public int x, y;

public MutablePoint() { x = 0; y = 0; } public MutablePoint(MutablePoint p) {

this.x = p.x;

this.y = p.y;

}

}

**Листинг 4.5** Класс изменяемой точки похожий на java.awt.Point

Даже не смотря на то, что класс MutablePoint не является потокобезопасным, класс трекера таковым является. Ни объект map, ни какие-либо изменяемые точки (points), которые он содержит, никогда не публикуются. Когда нам необходимо вернуть местоположение транспортных средств вызывающим объектам, соответствующие значения копируются с использованием копирующего конструктора класса MutablePoint, либо с помощью метода deepCopy, который создает новый объект Map, значения которого являются копиями ключей и значений старого объекта Map[[55]](#footnote-55).

Эта реализация частично поддерживает потокобезопасность, копируя изменяемые данные перед их возвратом клиенту. Как правило, это не является проблемой в плане производительности, но может стать ей, *если* набор транспортных средств станет очень большим[[56]](#footnote-56). Другим следствием копирования данных при каждом вызове метода getLocation является то, что содержимое возвращаемой коллекции не изменяется, даже если местоположения изменятся в базовой коллекции. Хорошо это или плохо зависит от ваших требований. Это может быть полезно в том случае, если существуют внутренние требования к согласованности в наборе местоположений, и в этом случае возврат согласованного снимка имеет решающее значение, или недостатком, если вызывающему объекту требуется актуальная информация по каждому транспортному средству и, следовательно, возникает необходимость более частого обновления снимка.

## [4.3](#page10) [Делегирование](#page10) потокобезопасности

Все, кроме самых тривиальных объектов, являются составными объектами. Шаблон Java “монитор” полезен при создании классов с нуля или составлении классов из объектов, которые не являются потокобезопасными. Но что, если компоненты нашего класса уже потокобезопасны? Нужно ли вводить дополнительный уровень для обеспечения потокобезопасности? Ответ... ”это зависит от обстоятельств". В некоторых случаях композит, состоящий из потокобезопасных компонентов, является потокобезопасным (Листинги 4.7 и 4.9), а в других - просто является хорошей основой (листинг 4.10).

В классе CountingFactorizer мы добавили переменную типа AtomicLong к объекту без сохранения состояния, и полученный составной объект по-прежнему оставался потокобезопасным. Поскольку состояние CountingFactorizer определяется состоянием потокобезопасной переменной типа AtomicLong, и класс CountingFactorizer не накладывает никаких дополнительных ограничений на состояние счетчика, легко увидеть, что класс CountingFactorizer является потокобезопасным.

Мы могли бы сказать, что класс CountingFactorizer делегирует ответственность за обеспечение потокобезопасности переменной типа AtomicLong: класс CountingFactorizer потокобезопасен, потому что потокобезопасен класс AtomicLong.[[57]](#footnote-57)

### 4.3.1 Пример: транспортный трекер с использованием делегирования

В качестве более существенного примера делегирования, давайте создадим версию трекера транспортных средств, делегирующую обеспечение безопасности потокобезопасному классу. Мы храним местоположения в объекте Map, поэтому начнем с реализации потокобезопасной реализации класса Map – класса ConcurrentHashMap. Мы также храним местоположение с помощью неизменяемого класса Point вместо MutablePoint, как показано в листинге 4.6.

@Immutable

public class Point {

public final int x, y;

public Point(int x, int y) {

this.x = x;

this.y = y;

}

}

**Листинг 4.6** Неизменяемый класс Point используемый в классе DelegatingVehicleTracker.

Класс Point потокобезопасен, потому что он неизменяемый. Неизменяемые значения могут свободно распространяться и публиковаться, поэтому нам больше не нужно копировать местоположения при их возврате. Класс DelegatingVehicleTracker в листинге 4.7 не использует явную синхронизацию; весь доступ к состоянию управляется классом ConcurrentHashMap, а все ключи и значения объекта Map неизменяемы.

@ThreadSafe

public class DelegatingVehicleTracker {

private **final** ConcurrentMap<String, Point> locations; private **final** Map<String, Point> unmodifiableMap;

public DelegatingVehicleTracker(Map<String, Point> points) { locations = new **ConcurrentHashMap**<String, Point>(points); unmodifiableMap = **Collections.unmodifiableMap**(locations);

}

public Map<String, Point> getLocations() { return unmodifiableMap;

}

public Point getLocation(String id) { return locations.get(id);

}

public void setLocation(String id, int x, int y) {

if (locations.replace(id, new Point(x, y)) == null)

throw new IllegalArgumentException(

"invalid vehicle name: " + id);

}

}

**Листинг 4.7** Делегирование обеспечения потокобезопасности классу ConcurrentHashMap.

Если бы мы использовали исходный класс MutablePoint вместо Point, мы бы нарушили инкапсуляцию, позволив методу getLocations опубликовать ссылку на изменяемое состояние, которое не является потокобезопасным. Обратите внимание, что мы немного изменили поведение класса трекера транспортных средств; в то время как версия с монитором возвращала снимок местоположений, делегирующая версия возвращает неизменяемое, но “живое” представление местоположений транспортного средства. Это означает, что если поток *A* вызывает метод getLocations и поток *B* позже изменяет местоположение некоторых точек, изменения отражаются в объекте Map, возвращаемом потоку *A*. Как мы отмечали ранее, в зависимости от ваших требований это может рассматриваться и как преимущество (более актуальные данные), и как недостаток (потенциально несогласованное представление о парке автомобилей).

Если требуется неизменяемое представление парка транспортных средств, метод getLocations может вместо него вернуть небольшую копию объекта Map переменной locations. Поскольку содержимое объекта Map является неизменяемым, необходимо скопировать только структуру объекта Map, а не его содержимое, как показано в листинге 4.8 (в котором возвращается простой объект HashMap, так как метод getLocations не давал обещание возвращать потокобезопасный объект Map).

public Map<String, Point> getLocations() { return Collections.unmodifiableMap(

new HashMap<String, Point>(locations));

}

**Листинг 4.8** Возврат статической копии набора местоположений вместо “живой”

### 4.3.2 Независимые переменные состояния

Примеры делегирования до сих пор касались делегирования единственной, потокобезопасной переменной состояния. Мы также можем делегировать потокобезопасность более чем одной базовой (нижележащей) переменной состояния, если базовые переменные состояния *независимы*; это означает, что составной класс не навязывает никаких инвариантов, включающих несколько переменных состояния.

Класс VisualComponent из листинга 4.9 представляет собой графический компонент, который позволяет клиентам регистрировать слушателей для событий мыши и нажатия клавиш. Он поддерживает список зарегистрированных слушателей каждого типа, поэтому, когда происходит событие, могут быть вызваны соответствующие слушатели. Но нет никакой связи между набором слушателей мыши и слушателей клавиш; оба слушателя являются независимыми, и поэтому класс VisualComponent может делегировать свои обязательства по обеспечению потокобезопасности обоим нижележащим потокобезопасным спискам.

public class VisualComponent {

private final List<KeyListener> keyListeners

* new CopyOnWriteArrayList<KeyListener>(); private final List<MouseListener> mouseListeners
* new CopyOnWriteArrayList<MouseListener>();

public void addKeyListener(KeyListener listener) { keyListeners.add(listener);

}

public void addMouseListener(MouseListener listener) { mouseListeners.add(listener);

}

public void removeKeyListener(KeyListener listener) { keyListeners.remove(listener);

}

public void removeMouseListener(MouseListener listener) { mouseListeners.remove(listener);

}

}

**Листинг 4.9** Делегирование потокобезопасности множеству нижележащих переменных состояния

Класс VisualComponent использует метод CopyOnWriteArrayList для хранения каждого списка слушателей; это потокобезопасная реализация интерфейса List, особенно подходящая для управления списками слушателей (см. раздел [5.2.3](#_5.2.3_Класс_CopyOnWriteArrayList)). Каждый экземпляр интерфейса List является потокобезопасным, и поскольку нет никаких ограничений, связывающих состояние одного списка с состоянием другого, класс VisualComponent может делегировать свои обязанности по обеспечению потокобезопасности нижележащим объектам mouseListeners и keyListeners.

### 4.3.3 Когда делегирование не работает

Большинство составных классов не так просты, как класс VisualComponent: у них есть инварианты, связанные с переменными состояния компонента. Класс NumberRange из листинга 4.10 использует два объекта AtomicIntegers для управления своим состоянием, но накладывает дополнительное ограничение - первое число должно быть меньше или равно второму.

public class NumberRange {

*// INVARIANT: lower <= upper*

private final AtomicInteger lower = new AtomicInteger(0); private final AtomicInteger upper = new AtomicInteger(0);
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public void setLower(int i) {

* *Warning -- unsafe check-then-act* if (i > upper.get())

throw new IllegalArgumentException(

"can’t set lower to " + i + " > upper"); lower.set(i);

}

public void setUpper(int i) {

* *Warning -- unsafe check-then-act* if (i < lower.get())

throw new IllegalArgumentException(

"can’t set upper to " + i + " < lower"); upper.set(i);

}

public boolean isInRange(int i) {

return (i >= lower.get() && i <= upper.get());

}

}

**Листинг 4.10** Класс NumberRange недостаточно хорошо защищает свои инварианты. *Не делайте так.*

Класс NumberRange не является потокобезопасным; он не сохраняет инвариант, накладывающий ограничение на объекты lower и upper. Методы setLower и setUpper *пытаются* относиться к инварианту с уважением, но делают это плохо. Оба метода setLower и setUpper выполняют последовательность действий *проверить-затем-выполнить*, но они не используют блокировку достаточную для того, чтобы сделать операции атомарными. Если диапазон номеров удерживается в пределах (0, 10) и один поток вызывает метод setLower (5), а другой поток вызывает метод setUpper (4), то в некоторый неудачный момент временем оба метода будут проходить проверки в сеттерах, и будут применены обе модификации. В результате, диапазон теперь содержит значения (5, 4) - недопустимое состояние. Поэтому, в то время как базовые объекты AtomicIntegers являются потокобезопасными, составной класс таковым не является. Поскольку базовые переменные состояния lower и upper не являются независимыми, класс NumberRange не может просто взять и делегировать потокобезопасность своим переменным состояния.

Класс NumberRange можно сделать потокобезопасным, используя блокировку для поддержания сохранности его инвариантов, таких как защита переменных lower и upper с помощью общей блокировки. Также необходимо избегать публикации переменных lower и upper, чтобы предотвратить разрушение инвариантов клиентами.

Если класс имеет составные действия, как в примере с классом NumberRange, делегирование вновь не является должным подходом для обеспечения потокобезопасности. В таких случаях класс должен предоставлять свою собственную блокировку, чтобы гарантировать, что составные действия являются атомарными, если не всё составное действие может быть делегировано базовым переменным состояния.

Если класс состоит из нескольких независимых потокобезопасных переменных состояния, и не имеет операций, которые могут приводить к каким-либо недопустимым переходам состояния, тогда он может делегировать потокобезопасность базовым переменных состояния.

Проблема, которая не позволила классу NumberRange быть потокобезопасным, даже если бы его компоненты состояния были потокобезопасными, очень похожа на одно из правил о volatile переменных, описанных в разделе 3.1.4: переменная подходит для объявления как volatile только в том случае, если она не участвует в инвариантах, связанных с другими переменными состояния.

### 4.3.4 Публикация базовых переменных состояния

Когда вы делегируете потокобезопасность базовым переменным состояния объекта, при каких условиях вы сможете опубликовать эти переменные, чтобы другие классы могли также их изменять? Опять же, ответ зависит от того, какие инварианты ваш класс налагает на эти переменные. В то время как базовое поле value класса Counter может принимать любое целочисленное значение, класс Counter ограничивает его принятием только положительных значений, а операция инкремента ограничивает набор допустимых следующих состояний при заданном текущем состоянии. Если сделать поле value общедоступным, клиенты могут изменить его значение на недопустимое, поэтому публикация приведет к неверному представлению класса. С другой стороны, если переменная представляет текущую температуру или идентификатор последнего пользователя вошедшего в систему, то другой класс может изменить это значение в любое время, вероятно, это не будет нарушать какие-либо инварианты, поэтому публикация этой переменной может быть допустимым решением. (Это может быть не очень хорошей идеей, поскольку публикация изменяемых переменных затруднит разработку в будущем и возможность использования в подклассах, но это не *обязательно* приведет к тому, что класс будет не потокобезопасным.)

Если переменная состояния является потокобезопасной, она не участвует ни в каких инвариантах, которые ограничивают ее значение и не имеет запрещенных переходов состояний для любой из ее операций, тогда она может быть безопасно опубликована.

Например, было бы безопасно опубликовать поля mouseListeners или keyListeners из класса VisualComponent. Поскольку класс VisualComponent не накладывает никаких ограничений на допустимые состояния списков слушателей, эти поля могут быть сделаны публичными (public) или опубликованы иным образом без ущерба для потокобезопасности.

### 4.3.5 Пример: трекер транспортных средств публикующий своё состояние

Давайте создадим еще одну версию трекера транспортных средств, которая публикует его изменяемое базовое состояние. Нам вновь необходимо немного изменить интерфейс, чтобы приспособить это изменение, на этот раз, используя изменяемые, но потокобезопасные точки.

@ThreadSafe

public class SafePoint { @GuardedBy("this") private int x, y;

private SafePoint(int[] a) { this(a[0], a[1]); }

public SafePoint(SafePoint p) { this(p.get()); }

public SafePoint(int x, int y) {

this.x = x;

this.y = y;

}

public synchronized int[] get() {

return new int[] { x, y };

}

public synchronized void set(int x, int y) { this.x = x;

this.y = y;

}

}

**Листинг 4.11** Потокобезопасный изменяемый класс Point

Класс SafePoint из листинга 4.11 предоставляет геттер, возвращающий оба значения *x* и *y* за один раз, путём возврата двухэлементного массива[[58]](#footnote-58). Если бы мы предоставили отдельные геттеры для *x* и *y,* то значения могли бы измениться в промежутке времени между моментом получения одной координаты и моментом получения другой, в результате чего, вызывающий код мог увидеть несогласованное значение: местоположение (x, y), где транспортное средство никогда не было. Используя класс SafePoint, мы можем создать трекер транспортных средств, который публикует базовое изменяемое состояние без ущерба для потокобезопасности, как показано в классе PublishingVehicleTracker в листинге 4.12.

@ThreadSafe

public class PublishingVehicleTracker {

private final Map<String, SafePoint> locations; private final Map<String, SafePoint> unmodifiableMap;

public PublishingVehicleTracker(

Map<String, SafePoint> locations) {

this.locations

* new ConcurrentHashMap<String, SafePoint>(locations); this.unmodifiableMap
* Collections.unmodifiableMap(this.locations);

}

public Map<String, SafePoint> getLocations() { return unmodifiableMap;

}

public SafePoint getLocation(String id) { return locations.get(id);

}

public void setLocation(String id, int x, int y) { if (!locations.containsKey(id))

throw new IllegalArgumentException( "invalid vehicle name: " + id);

locations.get(id).set(x, y);

}

}

**Листинг 4.12**. Трекер транспортных средств безопасно публикующий базовое состояние

Класс PublishingVehicleTracker наследует потокобезопасность путём делегирования базовому классу ConcurrentHashMap, но на этот раз содержимым класса Map являются потокобезопасные изменяемые точки, а не неизменяемые. Метод getLocations возвращает неизменяемую копию базового объекта Map. Вызывающие не могут добавлять или удалять транспортные средства, но могут изменять местоположение одного из транспортных средств, изменяя значения объектов SafePoint в возвращаемом объекте Map. Вновь, “живая” природа класса Map может быть как преимуществом, так и недостатком, в зависимости от ваших требований. Класс PublishingVehicleTracker является потокобезопасным, но это было бы не так, если бы он налагал какие-либо дополнительные ограничения на допустимые значения местоположений транспортных средств. Если возникает необходимость в наложении “вето” на изменение местоположения транспортных средств или принятии мер при изменении местоположения, подход, принятый в классе PublishingVehicleTracker не подойдёт.

## [4.4](#page10) Добавление функциональности в существующие потокобезопасные классы

Библиотека классов Java содержит множество полезных классов - “строительных блоков”. Повторное использование существующих классов часто предпочтительнее создания новых: повторное использование может снизить сложность разработки, риски разработки (поскольку существующие компоненты уже протестированы) и затраты на сопровождение. Иногда потокобезопасный класс, поддерживающий все операции, которые нам необходимы, уже существует, но часто лучшее, что мы можем найти, это класс, который поддерживает *почти* все необходимые операции, и нам остаётся только добавить к нему новую операцию, не нарушив его потокобезопасность.

В качестве примера предположим, что нам нужна потокобезопасная реализация интерфейса List с атомарной операцией *положить-если-отсутствует* (*put-if-absent*). Синхронизированные реализации интерфейса List почти полностью выполняют эту работу, так как они предоставляют методы contains и add, из которых мы можем построить операцию *положить-если-отсутствует*.

Концепция *положить-если-отсутствует* достаточно проста - проверьте, есть ли элемент в коллекции, прежде чем добавлять его, и не добавляйте, если он уже в ней. (Сейчас должен прекратиться предупреждающий звон колокольчиков операции *проверить-затем-выполнить*.) Требование, чтобы класс был потокобезопасным, неявно добавляет еще одно требование - чтобы такие операции, как *положить-если-отсутствует*, были *атомарными*. Любое разумное толкование предполагает, что если взять объект типа List, который не содержит объект *X*, и добавить объект *X* дважды с помощью операции *положить-если-отсутствует*, результирующая коллекция будет содержать только одну копию объекта *X*. Но, если операция *положить-если-отсутствует*, была не атомарной, в некоторый неудачный момент времени два потока могли увидеть, что объект *X* отсутствует в списке и оба могли добавить объект *X*, в результате в списке будет находиться две копии объекта *X*.

Самый безопасный способ добавить новую атомарную операцию - изменить исходный класс для поддержки нужной операции, но это не всегда возможно, так как у вас может не быть доступа к исходному коду или вы не можете свободно изменять его. Если есть возможность изменить исходный класс, необходимо понять реализацию политики синхронизации, чтобы можно было изменить его в канве исходного дизайна. Добавление нового метода в класс означает, что весь код, который реализует политику синхронизации, для этого класса, все ещё находится в одном исходном файле, что облегчает понимание и сопровождение.

Другой подход заключается в расширении класса, принимая допущение, что он был разработан для расширения. Класс BetterVector в листинге 4.13 расширяет класс Vector, чтобы добавить метод putIfAbsent. Расширение класса Vector достаточно простое, но не все классы предоставляют достаточный доступ к своему состоянию подклассам, чтобы позволять использование такого подхода.

Расширение более хрупко, чем добавление кода непосредственно в класс, поскольку реализация политики синхронизации теперь распространяется на несколько отдельно поддерживаемых файлов с исходным кодом. Если базовый класс изменит свою политику синхронизации, выбрав другой тип блокировки для защиты переменных состояния, подкласс незаметно и тихо сломается, так как он больше не сможет использовать правильную блокировку для управления параллельным доступом к состоянию базового класса. (Политика синхронизации класса Vector зафиксирована в его спецификации, поэтому класс BetterVector не пострадает от этой проблемы.)

@ThreadSafe

public class BetterVector<E> extends Vector<E> { public **synchronized** boolean putIfAbsent(E x) {

boolean absent = !contains(x);

if (absent)

add(x);

return absent;

}

}

**Листинг 4.13** Расширение класса Vector для добавления метода putIfAbsent

### 4.4.1 Блокировка на стороне клиента

Для класса ArrayList, обернутого методом Collections.synchronizedList, ни один из подходов - добавление метода к исходному классу или расширение класса - не работает, потому что клиентский код даже не знает что класс объекта List, возвращается синхронизирующим фабричным методом-оберткой. Третья стратегия заключается в расширении функциональности класса без расширения самого класса, путем размещения кода расширения во “вспомогательном” (*helper*) классе.

В листинге 4.14 показана неудачная попытка создать вспомогательный класс с атомарной операцией *положить-если-отсутствует* для работы с потокобезопасным объектом List.

@NotThreadSafe
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public class ListHelper<E> {

public List<E> list =

Collections.synchronizedList(new ArrayList<E>());

...

public **synchronized** boolean putIfAbsent(E x) { boolean absent = !list.contains(x);

if (absent)

list.add(x);

return absent;

}

}

**Листинг 4.14** Непотокобезопасная попытка реализации операции *положить-если-отсутствует*

Почему бы это не сработало? Ведь метод putIfAbsent помечен как synchronized, верно? Проблема в том, что он синхронизируется на *неверной* блокировке. Какую бы блокировку объект типа List не использовал для защиты своего состояния, она не является собственной блокировкой класса ListHelper. Класс ListHelper предоставляет только *иллюзию синхронизации*; различные операции списка, не смотря на то, что все синхронизированы, используют разные блокировки, что означает, что метод putIfAbsent *не* является атомарным по отношению к другим операциям в объекте List. Таким образом, нет никакой гарантии, что другой поток не изменит список во время выполнения метода putIfAbsent.

Чтобы этот подход работал, мы должны использовать ту же блокировку, что и объект List, с помощью *блокировки на стороне клиента (client-side locking)* или *внешней блокировки (external locking)*. Блокировка на стороне клиента влечёт за собой защиту клиентского кода, который использует некоторый объект *X* с использованием блокировки *X* для защиты своего собственного состояния. Чтобы использовать блокировку на стороне клиента необходимо знать, какую блокировку использует объект *X*.

Документация на класс Vector и классы синхронизирующих обёрток (*synchronized wrapper*) утверждает, хотя и косвенно, что они поддерживают блокировку на стороне клиента, используя встроенную блокировку для класса Vector или коллекцию классов-обёрток (не обёрнутую коллекцию). В листинге 4.15 показана операция putIfAbsent в потокобезопасном объекте List, корректно использующем клиентскую блокировку.

@ThreadSafe

public class ListHelper<E> {

public List<E> list =

Collections.synchronizedList(new ArrayList<E>());

...

public boolean putIfAbsent(E x) {

**synchronized (list)** {

boolean absent = !list.contains(x); if (absent)

list.add(x);

return absent;

}

}

}

**Листинг 4.15** Реализация операции положить-если-отсутствует с блокировкой на стороне клиента

Если расширение класса для добавления другой атомарной операции является хрупким, так как он распределяет код блокировки класса по нескольким классам в иерархии объектов, блокировка на стороне клиента является еще более хрупкой, поскольку она влечет за собой размещение кода блокировки класса *C* в классы, которые полностью не связаны с классом *C*. Проявляйте осторожность при использовании блокировки на стороне клиента для классов, которые не фиксируют свою стратегию блокировки.

Блокировка на стороне клиента имеет много общего с расширением класса - они оба сочетают поведение производного класса с реализацией базового класса. Подобно тому, как расширение нарушает инкапсуляцию реализации [EJ Item 14], блокировка на стороне клиента нарушает инкапсуляцию политики синхронизации.

### 4.4.2 Композиция

Существует менее хрупкая альтернатива для добавления атомарной операции в существующий класс: *композиция*. Класс ImprovedList из листинга 4.16 реализует операции интерфейса List, путём делегирования их базовому экземпляру интерфейса List и добавляет атомарный метод *положить-если-отсутствует*. (Подобно фабричному методу Collections.synchronizedList и другим классам-обёрткам коллекций, класс ImprovedList предполагает, что однажды передав список в его конструктор, клиент не будет использовать базовый список напрямую, но получая к нему доступ только через класс ImprovedList.)

@ThreadSafe

public class ImprovedList<T> implements List<T> { private final List<T> list;

public ImprovedList(List<T> list) { this.list = list; }

public synchronized boolean putIfAbsent(T x) { boolean contains = list.contains(x);

if (contains)

list.add(x);

return !contains;

}

public synchronized void clear() { list.clear(); } *// ... similarly delegate other List methods*

}

**Листинг 4.16** Реализация операции *положить-если- отсутствует* с использованием композиции

Класс ImprovedList добавляет дополнительный уровень блокировки с использованием собственной встроенной блокировки. Не имеет значения, является ли базовый класс List потокобезопасным, поскольку он обеспечивает собственную согласованную блокировку, обеспечивающую безопасность потоков, даже если класс List не является потокобезопасным или его реализация блокировки изменится. Хотя дополнительный уровень синхронизации может привести к небольшому снижению производительности[[59]](#footnote-59), реализация подхода как в ImprovedList менее хрупкая, чем попытка имитировать стратегию блокировки другого объекта. Фактически, мы использовали шаблон Java монитор для инкапсуляции существующего объекта List, и это гарантирует потокобезопасность, пока наш класс содержит единственную выдающуюся ссылку на базовый объект List.

### [4.5](#page10) [Документирование](#page10) политики синхронизации

Документация является одним из самых мощных (и, к сожалению, наиболее сильно недоиспользуемых) инструментов для управления потокобезопасностью. Пользователи обращаются к документации, чтобы узнать, является ли класс потокобезопасным, а сопровождающие смотрят на документацию, чтобы понять стратегию реализации, чтобы они могли поддерживать его без непреднамеренной компрометации безопасности. К сожалению, обе группы клиентов обычно находят в документации меньше информации, чем им хотелось бы.

Документируйте гарантии потокобезопасности класса для его клиентов; документируйте политику синхронизации для сопровождающих его.

Каждое использование операторов synchronized, volatile или любого потокобезопасного класса отражается в *политике синхронизации*, определяющей стратегию обеспечения целостности данных перед лицом параллельного доступа. Эта политика является элементом дизайна вашей программы и должна быть задокументирована. Конечно, лучшее время для документирования проектных решений - этап проектирования. Недели или месяцы спустя, детали могут быть размыты - так что запишите их, прежде чем забыть.

Для создания политики синхронизации требуется принять ряд решений: какие переменные сделать volatile, какие переменные защитить с помощью блокировок, какие блокировки защищают какие переменные, какие переменные должны быть неизменяемыми или должны быть ограничены потоком, какие операции должны быть атомарными и т.д. Некоторые из них являются подробными сведениями о реализации и должны быть задокументированы для будущих сопровождающих, но некоторые из них влияют на публично наблюдаемое поведение блокировки вашего класса и должны быть задокументированы как часть его спецификации.

По крайней мере, задокументируйте гарантии потокобезопасности, сделанные классом. Это потокобезопасно? Делает ли он обратные вызовы, удерживая блокировку? Существуют ли какие-либо специфичные блокировки, влияющие на его поведение? Не заставляйте клиентов делать рискованные предположения. Если вы не хотите поддерживать блокировку на стороне клиента, это нормально, но так и скажите. Если вы хотите, чтобы клиенты могли создавать новые атомарные операции в вашем классе, как мы это делали в разделе 4.4, вам нужно задокументировать, какие блокировки они должны захватить, чтобы сделать это безопасно. Если вы используете блокировки для защиты состояния, задокументируйте это для будущих сопровождающих, потому что это так просто - аннотация @GuardedBy выполнит за вас этот трюк. Если вы используете более тонкие средства для обеспечения потокобезопасности, документируйте их, потому что они могут быть не очевидны для сопровождающих.

Текущее состояние дел в документации по потокобезопасности, даже в библиотеке классов платформы, не обнадеживает. Сколько раз вы смотрели в Javadoc на описание класса и задавались вопросом, является ли он потокобезопасным?[[60]](#footnote-60) Так или иначе, большинство классов не предлагают никаких подсказок. Многие официальные спецификации Java-технологий, такие как сервлеты и JDBC, удручающе относятся к документированию своих обещаний и требований к безопасности потоков.

Хотя благоразумие наводит на мысль, что мы не предполагаем поведения, не входящего в спецификацию, у нас есть работа, которая должна быть выполнена, и мы часто сталкиваемся с последствиями выбора плохих допущений. Должны ли мы предположить, что объект является потокобезопасным, потому как кажется, что он таковым должен быть? Должны ли мы предположить, что доступ к объекту можно сделать потокобезопасным, захватывая его блокировку? (Этот рискованный метод работает только в том случае, если мы контролируем весь код, который обращается к этому объекту; в противном случае, он нам дает лишь иллюзию потокобезопасности.) Ни один из вариантов не является удовлетворительным.

Усугубляя проблему, наша интуиция часто может ошибаться в том, какие классы “вероятно потокобезопасны", а какие нет. Например, класс java.text.SimpleDateFormat не является потокобезопасным, но в Javadoc забыли упомянуть об этом вплоть до JDK 1.4. То, что этот конкретный класс не является потокобезопасным, вызвало удивление многих разработчиков. Сколько программ ошибочно создают совместно используемый экземпляр объекта, не являющегося потокобезопасным, и используют его из нескольких потоков, не подозревая, что это может привести к ошибочным результатам при большой нагрузке?

Проблему с классом SimpleDateFormat можно обойти, если не считать класс потокобезопасным, если об этом не сказано прямо. С другой стороны, невозможно создать приложение на основе сервлета, не делая довольно сомнительных предположений о потокобезопасности объектов, предоставляемых контейнером, подобных HttpSession. Не заставляйте своих клиентов или коллег делать догадки, подобные этим.

### 4.5.1 Интерпретация расплывчатой документации

Многие спецификации технологий Java молчат или, по меньшей мере, неудовлетворительно рассказывают о гарантиях потокобезопасности и требованиях к таким интерфейсам, как ServletContext, HttpSession или DataSource[[61]](#footnote-61). Поскольку эти интерфейсы реализуются поставщиком контейнера или базы данных, часто невозможно просмотреть код, чтобы увидеть, что он делает. Кроме того, вы не хотите полагаться на детали реализации одного конкретного драйвера JDBC - вы хотите иметь совместимость со стандартом, так чтобы ваш код работал должным образом с любым драйвером JDBC. Но слова "поток” и "параллельный" вообще не появляются в спецификации JDBC и появляются удручающе редко в спецификации сервлета. Так чем вы займётесь?

Вам придется гадать. Один из способов улучшить качество вашей догадки - интерпретировать спецификацию с точки зрения того, кто ее *реализует* (например, поставщик контейнера или базы данных), в отличие от того, кто просто ее использует. Сервлеты всегда вызываются из потока, управляемого контейнером, и можно с уверенностью предположить, что если есть более одного такого потока, контейнер знает об этом. Контейнер сервлета предоставляет определенные объекты, которые обеспечивают обслуживание множества сервлетов, такие как HttpSession или ServletContext. Таким образом, контейнер сервлета должен рассчитывать, что эти объекты будут доступны одновременно, так как он создал несколько потоков и вызвал у них методы, подобные Servlet.service, что вполне ожидаемо при доступе к ServletContext.

Поскольку невозможно представить однопоточный контекст, в котором эти объекты были бы полезны, следует предположить, что они были созданы потокобезопасными, хотя спецификация явно не требует этого. Кроме того, если им требуется блокировка на стороне клиента, на какой блокировке должен синхронизироваться код клиента? Документация ничего не говорит об этом, и кажется абсурдным, что приходится гадать. Это “разумное предположение” далее подкрепляется примерами в спецификации и официальными руководствами, которые показывают, как обращаться к классам ServletContext или HttpSession и не использовать какую-либо клиентскую синхронизацию.

С другой стороны, объекты, помещенные в экземпляры ServletContext или HttpSession с помощью метода setAttribute, принадлежат веб-приложению, а не контейнеру сервлета. Спецификация сервлета не предполагает какого-либо механизма для координации параллельного доступа к совместно используемым атрибутам. Поэтому атрибуты, хранящиеся в контейнере от имени веб-приложения, должны быть потокобезопасными или эффективно неизменяемыми. Если бы контейнер хранил все атрибуты от имени веб-приложения, другим вариантом была бы гарантия, что они будут согласованно защищены блокировкой при доступе из кода приложения сервлета. Но поскольку контейнеру может потребоваться сериализовать объекты, содержащиеся в HttpSession для репликации или пассивации, а контейнер сервлета не может о реализуемом объектами протоколе блокировки, следует сделать их потокобезопасными.

Можно сделать аналогичный вывод об интерфейсе JDBC DataSource, который представляет собой пул повторно используемых соединений с базой данных. Интерфейс DataSource предоставляет приложению службу, и это не имеет большого смысла в контексте однопоточного приложения. Трудно представить себе вариант использования, который не включает вызов метода getConnection из нескольких потоков. И, как и в случае с сервлетами, примеры в спецификации JDBC не предполагают потребности в любой клиентской блокировке во множестве примеров кода, использующих объекты DataSource. Так что, хотя спецификация не утверждает, что источник данных является потокобезопасным и не требует, чтобы поставщик контейнера обеспечивал потокобезопасную реализацию, к тому же, учитывая аргумент “*было бы нелепо, если бы не*”, у нас нет выбора, кроме как предположить, что вызов DataSource.getConnection не требует дополнительной блокировки на стороне клиента.

С другой стороны, мы не будем приводить те же аргументы в отношении объектов JDBC Connection, порождаемых объектами DataSource, поскольку они не обязательно предназначены для совместного использования другими активностями (*activity*) до тех пор, пока не будут возвращены в пул соединений. Поэтому, если активность, которая получает объект JDBC Connection, охватывает несколько потоков, она должна нести ответственность за обеспечение надлежащего контроля доступа к соединению посредством синхронизации. (В большинстве приложений активности, использующие объекты JDBC Connection, реализованы таким образом, чтобы в любом случае ограничивать подключение определенным потоком.)

# [Глава 5](#page11) [Строительные](#page11) блоки

В предыдущей главе были рассмотрены несколько методов построения потокобезопасных классов, в том числе делегирование обеспечения потокобезопасности существующим потокобезопасным классам. В тех случаях, когда это целесообразно, делегирование является одной из наиболее эффективных стратегий создания потокобезопасных классов: просто позвольте существующим потокобезопасным классам управлять всем состоянием.

Библиотеки платформы включают в себя богатый набор параллельных строительных блоков, такие как потокобезопасные коллекции и разнообразные *синхронизаторы*, которые могут координировать потоки управления взаимодействующих потоков. В этой главе рассматриваются наиболее полезные параллельные строительные блоки, особенно те, которые представлены в Java 5.0 и Java 6, и некоторые шаблоны их использования способствующие структурированию параллельных приложений.

## [5.1](#page11) [Синхронизированные](#page11) коллекции

Классы синхронизированных коллекций включают в себя Vector и Hashtable, часть оригинального JDK, а также их “двоюродных братьев”, добавленных в JDK 1.2 и синхронизированные классы-обёртки, создаваемые фабричными методами Collections.synchronizedXxx. Эти классы обеспечивают потокобезопасность, инкапсулируя свое состояние и синхронизируя каждый открытый метод, чтобы одновременно только один поток мог получить доступ к состоянию коллекции.

### 5.1.1 Проблемы с синхронизированными коллекциями

Синхронизированные коллекции потокобезопасны, но иногда для защиты составных действий может потребоваться Дополнительная блокировка на стороне клиента. В общем случае, составные действия для коллекций включают в себя итерацию (многократную выборку элементов, пока коллекция не будет исчерпана), навигацию (поиск следующего элемента после текущего в соответствии с некоторым порядком) и условные операции, такие как *положить-если-отсутствует* (проверка, имеет ли объект Map сопоставление для ключа *K*, если нет, добавление сопоставления (*K*, *V*)). С синхронизированной коллекцией эти составные действия по-прежнему технически потокобезопасны, даже без блокировки на стороне клиента, но они могут вести себя не так, как можно было бы ожидать, когда другие потоки могут одновременно изменять коллекцию.

В листинге 5.1 показаны два метода, оперирующие классом Vector, getLast и deleteLast, оба из которых представляют собой последовательностями *проверить-затем-выполнить*. Каждый вызывает метод size для определения размера массива и использует полученное значение для извлечения или удаления последнего элемента.

public static Object getLast(Vector list) { int lastIndex = list.size() - 1;

return list.get(lastIndex);

![](data:image/jpeg;base64,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)

}

public static void deleteLast(Vector list) { int lastIndex = list.size() - 1; list.remove(lastIndex);

}

**Листинг 5.1** Составные действия над классом Vector, которые могут привести к запутанным результатам.

Эти методы кажутся безобидными, и в некотором смысле так и есть - они не могут повредить объект Vector, независимо от того, сколько потоков одновременно вызывает их. Но у вызвавшего эти методы может сложиться другое мнение. Если поток *A* вызывает метод getLast объекта Vector с десятью элементами, а поток *B* вызывает метод deleteLast у того же объекта Vector, и операции чередуются, как показано на рисунке 5.1, метод getLast бросит исключение ArrayIndexOutOfBoundsException. Между вызовом метода size и последующим вызовом метода get в методе getLast, размер объекта Vector уменьшился, и индекс, вычисленный на первом шаге, стал неправильным.

**size *→* 10**

**get(9)**

**boom**

**size *→* 10**

**remove(9)**

**A**

**B**

**Рисунок 5.1** Чередование вызовов методов getLast и deleteLast, приводит к генерации исключения ArrayIndexOutOfBoundsException

Такое поведение полностью соответствует спецификации класса Vector - бросается исключение, если запрашивается несуществующий элемент. Это не тот результат, которого ожидал получить вызывающий объект от вызова метода getLast, даже на фоне параллельной модификации, если принять, что объект Vector не был пуст с самого начала.

Поскольку синхронизированные коллекции фиксируются в политике синхронизации, которая поддерживает блокировку на стороне клиента[[62]](#footnote-62), можно создавать новые операции, которые являются атомарными по отношению к другим операциям коллекций, при условии, что нам известно, какую блокировку использовать. Синхронизированные классы коллекций защищают каждый метод с помощью блокировки на самом синхронизированном объекте коллекции. Захватив блокировку коллекции, мы можем сделать методы getLast и deleteLast атомарными, гарантируя, что размер объекта Vector не изменится между вызовами методов size и get, как показано в листинге 5.2.

public static Object getLast(Vector list) { **synchronized (list)** {

int lastIndex = list.size() - 1;

return list.get(lastIndex);

}

}

public static void deleteLast(Vector list) { **synchronized (list)** {

int lastIndex = list.size() - 1;

list.remove(lastIndex);

}

}

**Листинг 5.2** Составные действия над классом Vector с использованием блокировки со стороны клиента

Риск того, что размер списка может измениться между вызовом size и соответствующим вызовом get, также присутствует при переборе элементов объекта Vector, как показано в листинге 5.3.

for (int i = 0; i < vector.size(); i++)

doSomething(vector.get(i));

**Листинг 5.3** Итерация, которая может бросить исключение ArrayIndexOutOfBoundsException

Эта идиома итерации основывается на вере в то, что другие потоки не изменят объект Vector между вызовами методов size и get. В однопоточной среде это предположение вполне допустимо, но когда другие потоки могут параллельно изменять объект Vector, это может привести к проблемам. Так же, как с методом getLast, если другой поток удаляет элемент, в то время как вы перебираете элементы объекта Vector, и операции чередуются неудачно, эта идиома итерации бросает исключение ArrayIndexOutOfBoundsException.

Хотя итерация в листинге 5.3 может выдать исключение, это не означает, что класс Vector не является потокобезопасным. Состояние класса Vector остается действительным, и исключение фактически соответствует его спецификации. Тем не менее, что-то столь же обыденное, как извлечение последнего элемента или итерация, бросает исключение, что явно нежелательно.

Проблема ненадежной итерации может быть вновь решена путем блокировки на стороне клиента, при некоторых дополнительных затратах на масштабируемость. Удерживая блокировку объекта Vector на протяжении всей итерации, как показано в листинге 5.4, мы не допускаем изменения объекта Vector другими потоками во время итерации. К сожалению, в течение этого времени мы также препятствуем другим потокам в получении доступа к нему, что ухудшает параллелизм.

synchronized (vector) {

for (int i = 0; i < vector.size(); i++)

doSomething(vector.get(i));

}

**Листинг 5.4** Итерация, с блокировкой на стороне клиента

### 5.1.2 Итераторы и ConcurrentModificationException

Мы используем класс Vector во многих наших примерах для большей наглядности, несмотря на то, что он считается “наследованным” (*legacy*) классом коллекций. Но более “современные” классы коллекций не устраняют проблему с составными действиями. Стандартный способ итерирования объекта Collection заключается в явном использовании объекта Iterator или неявном, с использованием синтаксиса цикла for-each, представленного в Java 5.0, но использование итераторов не устраняет необходимость в использовании блокировки коллекций во время итерации, если другие потоки могут параллельно изменять их. Итераторы, возвращаемые синхронизированными коллекциями, не предназначены для работы в режиме параллельной модификации, они быстро падают (fail-fast) с ошибкой - это означает, что если они обнаруживают, что коллекция изменилась с начала итерации, они бросают исключение ConcurrentModificationException.

Эти быстро падающие с ошибкой итераторы не предназначены для надежной защиты - они спроектированы на основе принципа “добросовестных усилий” (*good-faith-effort*) для перехвата ошибок параллелизма и, таким образом, действуют только как индикаторы раннего предупреждения о проблемах параллелизма. Они реализуются путем связывания счетчика изменений с коллекцией: если счетчик изменений модифицируется во время итерации, методы hasNext или next бросают исключение ConcurrentModificationException. Однако эта проверка выполняется без синхронизации, поэтому существует риск увидеть устаревшее значение счетчика изменений и, следовательно, итератор может не узнать, что изменение было сделано. Это следствие специально принятого компромисса, для снижения влияния кода обнаружения параллельных изменений на производительность.[[63]](#footnote-63)

В листинге 5.5 иллюстрируется процесс итерирования коллекции с помощью синтаксиса цикла for-each. Внутренне javac генерирует код, который использует класс Iterator, повторно вызывающий методы hasNext и next для итерирования объекта List. Как и при итерировании класса Vector, способ предотвращения возникновения исключения ConcurrentModificationException заключается в том, чтобы удерживать на коллекции блокировку до полного завершения процесса итерации.
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= Collections.synchronizedList(new ArrayList<Widget>());

...

* *May throw ConcurrentModificationException* for (Widget w : widgetList)

doSomething(w);

**Листинг 5.5** Итерирование объекта List с помощью класса Iterator

Однако существует несколько причин, по которым блокировка коллекции во время итерации может быть нежелательной. Другие потоки, которым требуется доступ к коллекции, блокируются до завершения итерации; если коллекция большая или задача, выполняемая для каждого элемента, является длительной, потоки будут вынуждены долго ждать. Кроме того, если коллекция заблокирована, как показано в листинге 5.4, вызывается функция doSomething с блокировкой, которая является фактором риска возникновения взаимоблокировки (см. главу [10](#page226)). Даже при отсутствии риска голодания или взаимоблокировки, блокировка коллекций на значительные периоды времени ухудшает масштабируемость приложений. Чем дольше удерживается блокировка, тем больше вероятность того, что она будет оспорена, и если множество потоков заблокировано в ожидании освобождения блокировки, будет страдать пропускная способность и эффективность использования ЦП (см. главу [11](#_Глава_11_Производительность)).

Альтернативой блокировке коллекции во время итерации является клонирование коллекции и итерирования копии. Поскольку клон ограничен потоком, никакой другой поток не сможет изменить его во время итерации, таким образом, исключается возможность возбуждения исключения ConcurrentModificationException. (Коллекция по-прежнему должна быть заблокирована во время самой операции клонирования.) Клонирование коллекции оказывает очевидное влияние на производительность; является ли это выгодным компромиссом, зависит от многих факторов, включая размер коллекции, объем работы для каждого элемента, относительную частоту итераций по сравнению с другими операциями коллекции, а также требования к отзывчивости и пропускной способности.

### 5.1.3 Скрытые итераторы

Хотя блокировка может предотвращать возникновение исключения ConcurrentModificationException, необходимо помнить об использовании блокировки везде, где может выполняться итерирование совместно используемой коллекции. Проще сказать, чем сделать, поскольку итераторы иногда скрыты, как в классе HiddenIterator из листинга 5.6. В классе HiddenIterator нет явной итерации, но код, выделенный жирным шрифтом, использует итерацию. Конкатенация строк преобразуется компилятором в вызов StringBuilder.append(Object), который, в свою очередь, вызывает метод коллекции toString - и реализация toString в стандартных коллекциях итерирует коллекцию и вызывает toString на каждом элементе, чтобы сформировать хорошо отформатированное представление содержимого коллекции.

Метод addTenThings может бросить исключение ConcurrentModificationException, потому что коллекция итерируется при вызове метода toString, в процессе подготовки отладочного сообщения. Конечно, реальная проблема заключается в том, что класс HiddenIterator не является потокобезопасным; блокировка класса HiddenIterator должна захватываться перед использованием переменной set в вызове println, но код отладки и журналирования обычно пренебрегает этим.

Настоящий урок здесь в том, что чем больше расстояние между состоянием и синхронизацией, которая его защищает, тем больше вероятность того, что кто-то забудет согласованно использовать синхронизацию при доступе к этому состоянию. Если бы класс HiddenIterator обернул класс HashSet с помощью synchronizedSet, инкапсулируя синхронизацию, такая ошибка бы не возникла.

Подобно тому, как инкапсуляция состояния объекта упрощает сохранение его инвариантов, инкапсуляция его синхронизации упрощает реализацию политики синхронизации.

public class HiddenIterator {
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@GuardedBy("this")

private final Set<Integer> set = new HashSet<Integer>();

public synchronized void add(Integer i) { set.add(i); } public synchronized void remove(Integer i) { set.remove(i); }

public void addTenThings() {

Random r = new Random();

for (int i = 0; i < 10; i++)

add(r.nextInt());

**System.out.println("DEBUG: added ten elements to " + set);**

}

}

**Листинг 5.6** Итерация скрытая внутри конкатенации строк. *Не делайте так.*

Итерация также косвенно вызывается методами коллекции hashCode и equals, которые могут вызываться, если коллекция используется как элемент или ключ другой коллекции. Аналогично, методы containsAll, removeAll и keepAll, а также конструкторы, которые принимают коллекции в качестве аргументов, также выполняют итерацию коллекции. Все эти косвенные применения итераций могут приводить к возбуждению исключения ConcurrentModificationException.

## [5.2](#page11) [Параллельные](#page11) коллекции

В Java 5.0 синхронизированные коллекции были улучшены, путём ввода нескольких классов параллельных коллекций. Синхронизированные коллекции обеспечивают потокобезопасность путем сериализации всех обращений к состоянию коллекции. Цена такого подхода – низкая степень параллелизма; когда несколько потоков конкурируют за блокировку всей коллекции, страдает пропускная способность.

Параллельные коллекции, с другой стороны, предназначены для одновременного доступа из нескольких потоков. В Java 5.0 добавлен класс ConcurrentHashMap, в качестве замены для синхронизированных основанных на хэше реализаций интерфейса Map, и класс CopyOnWriteArrayList, в качестве замены для синхронизированных реализаций интерфейса List, в случаях, когда обход элементов является доминирующей операцией. Новый интерфейс ConcurrentMap добавляет поддержку общих составных действий, таких как положить-если-отсутствует, замена и удаление по условию.

Замена синхронизированных коллекций параллельными коллекциями может предложить значительное улучшение масштабируемости с небольшим риском.

В Java 5.0 также было добавлено два новых типа коллекции, Queue и BlockingQueue. Класс Queue предназначен для временного хранения набора элементов в ожидании обработки. Предлагается несколько реализаций, в том числе класс ConcurrentLinkedQueue, традиционная очередь FIFO, класс PriorityQueue, (не параллельная) приоритетная упорядоченная очередь. Операции очередей не блокируются; если очередь пуста, операция извлечения возвращает значение null. Хотя вы можете имитировать поведение класса Queue с помощью интерфейса List - фактически, класс LinkedList также является реализацией очереди - классы Queue были добавлены, из-за того, что устранение требований произвольного доступа интерфейса List допускает более эффективные параллельные реализации.

Класс BlockingQueue расширяет класс Queue, добавляя блокировки операциям вставки и извлечения данных. Если очередь пуста, извлечение данных блокируется до тех пор, пока элемент не будет доступен, и если очередь заполнена (для ограниченных очередей), вставка блокируются до того момента, пока не появится свободное место. Блокирующие очереди чрезвычайно полезны в шаблоне производитель-потребитель (*producer-consumer*) и более подробно рассматриваются в разделе 5.3.

Также как класс ConcurrentHashMap является параллельной заменой для синхронизированного основанного на хэше класса Map, Java 6 добавляет классы ConcurrentSkipListMap и ConcurrentSkipListSet, которые выступают в качестве параллельной замены для синхронизированных классов SortedMap или SortedSet (например, классов TreeMap или TreeSet, обёрнутых с помощью метода synchronizedMap).

### 5.2.1 Класс ConcurrentHashMap

Синхронизированные классы коллекций удерживают блокировку во время выполнения каждой операции. Некоторые операции, такие как HashMap.get или List.contains, могут требовать больше работы, чем предполагалось изначально: перемещение хэш-корзины (*hash bucket*) или поиск конкретного объекта в списке влечёт за собой вызов метода equals (который сам по себе может вызывать значительное количество вычислений) для нескольких объектов-кандидатов. Если метод hashCode, в коллекции, основанной на хэше, плохо распределяет хэш-значения, элементы могут быть неравномерно распределены между корзинами; в вырожденном случае, плохая хеш-функция превратит хэш-таблицу в связанный список. Обход длинного списка и вызов метода equals для некоторых или всех элементов может занять много времени, и в течение этого времени ни один другой поток не может получить доступ к коллекции.

Класс ConcurrentHashMap – это основанная на хэше реализация интерфейса Map, подобная классу HashMap, но использующая совершенно другую стратегию блокировки, которая обеспечивает лучшую параллельность и масштабируемость. Вместо синхронизации каждого метода на общей блокировке, с ограничением доступа одним потоком за раз, он использует более детализированный механизм блокировки, называемый *чередуемой блокировкой* (см. раздел [11.4.3](#_11.4.3_Чередование_блокировок)), позволяющий обеспечить большую степень совместного доступа. Множество потоков-читателей может произвольно и параллельно получать доступ к переменной map[[64]](#footnote-64), читатели могут получать доступ к переменной map одновременно с писателями, и ограниченное число писателей может параллельно изменять переменную map. Результатом является гораздо более высокая пропускная способность при параллельном доступе с небольшим снижением производительности при однопоточном доступе.

Класс ConcurrentHashMap, наряду с другими параллельными коллекциями, далее улучшает синхронизированные классы коллекций, предоставляя итераторы, которые не бросают исключение ConcurrentModificationException, таким образом, устраняя необходимость в блокировке коллекции во время итерирования. Итераторы, возвращаемые классом ConcurrentHashMap, *слабо согласованы (weakly consistent)*, в отличие от итераторов, быстро падающих с ошибкой, возвращаемых синхронизированными коллекциями. Слабо согласованныйитератор может допускать параллельную модификацию, обход элементов так, как они существовали на момент построения итератора, и может (но не гарантируется) отражать изменения в коллекции после построения итератора.

Как и со всеми прочими улучшениями, пришлось пойти на несколько компромиссов. Семантика методов, оперирующих всем классом Map, таких как size и isEmpty, была немного ослаблена, чтобы отразить параллельный характер коллекции. Поскольку результат вызова метода size может быть устаревшим к моменту его вычисления, фактически выполняется только оценка, поэтому метод size может возвращать вместо точного подсчета аппроксимированное значение. Хотя на первый взгляд это может вызывать беспокойство, на самом деле такие методы, как size и isEmpty, гораздо менее полезны в параллельных средах, поскольку эти величины являются изменяющимися значениями. Таким образом, требования к этим операциям были ослаблены, чтобы обеспечить оптимизацию производительности для наиболее важных операций, в первую очередь get, put, containsKey и remove.

Одна особенность, предлагаемая синхронизированными реализациями интерфейса Map, но не предлагаемая классом ConcurrentHashMap, - это возможность блокировки переменной map для монопольного доступа. С помощью класса Hashtable и метода synchronizedMap захват блокировки объекта Map предотвращает доступ к нему любого другого потока. Это может быть необходимо в нестандартных случаях, таких как атомарное добавление нескольких отображений или итерирование объекта Map несколько раз и необходимость видеть одни и те же элементы в одном и том же порядке. В целом, это разумный компромисс: ожидается, что параллельные коллекции будут постоянно изменять свое содержимое.

Поскольку он имеет так много преимуществ и так мало недостатков по сравнению с классом Hashtable или методом synchronizedMap, замена синхронизированных реализаций Map на класс ConcurrentHashMap в большинстве случаев приводит к улучшению масштабируемости. Класс ConcurrentHashMap не подходит для полной замены только в том случае, если приложению необходимо заблокировать переменную map для монопольного доступа[[65]](#footnote-65).

### 5.2.2 Дополнительные атомарные операции интерфейса Map

Поскольку класс ConcurrentHashMap не может быть заблокирован для монопольного доступа, мы не можем использовать блокировку на стороне клиента для создания новых атомарных операций, таких как положить-если-отсутствует, как мы сделали для класса Vector в разделе 4.4.1. Вместо этого, ряд общих составных операций, таких как положить-если-отсутствует, удалить-если-равно и заменить-если-равно реализованы как атомарные операции и определены в интерфейсе ConcurrentMap, приведённом в листинге 5.7.

public interface ConcurrentMap<K,V> extends Map<K,V> {

* *Insert into map only if no value is mapped from K* V putIfAbsent(K key, V value);
* *Remove only if K is mapped to V*

boolean remove(K key, V value);

* *Replace value only if K is mapped to oldValue* boolean replace(K key, V oldValue, V newValue);
* *Replace value only if K is mapped to some value* V replace(K key, V newValue);

}

**Листинг 5.7** Интерфейс ConcurrentMap

Если вы найдёте для себя возможным добавить такую функциональность в существующую синхронизированную реализацию интерфейса Map, это, вероятно, будет признаком того, что вместо нее следует рассмотреть возможность использования интерфейса ConcurrentMap.

### 5.2.3 Класс CopyOnWriteArrayList

Класс CopyOnWriteArrayList является параллельной заменой для синхронизированной реализации интерфейса List, предлагает лучшую степень параллелизма в распространенных ситуациях и устраняет необходимость использования блокировки или копирования коллекции в процессе итерирования. (Аналогичным образом, класс CopyOnWriteArraySet является параллельной заменой синхронизированной реализации интерфейса Set.)

Коллекции типа “скопировать-при-записи” (***copy-on-write***) обеспечивают потокобезопасность благодаря тому, что при правильной публикации фактически неизменяемого объекта дальнейшая синхронизация при доступе к нему не требуется. Они реализуют изменяемость, создавая и публикуя новую копию коллекции при каждом ее изменении. Итераторы для коллекций “скопировать-при-записи” сохраняют ссылку на резервный массив, который был текущим на момент начала итерации, и так как он никогда не изменяется, им необходима только краткая синхронизация, чтобы обеспечить видимость содержимого массива. В результате несколько потоков могут выполнять итерирование коллекции без влияния друг на друга или влияния потоков, желающих изменить коллекцию. Итераторы, возвращаемые коллекциями типа “скопировать-при-записи”, не возбуждают исключение ConcurrentModificationException и возвращают элементы точно такими же, какими они были на момент создания итератора, независимо от последующих изменений.

Очевидно, что копирование резервного массива при каждом изменении коллекции сопряжено с определенными затратами, особенно если коллекция велика; коллекции типа “скопировать-при-записи” целесообразно использовать только тогда, когда итерация используется гораздо чаще, чем модификация. Этот критерий точно описывает принцип работы многих систем уведомления о событиях: для доставки уведомления требуется итерация по списку зарегистрированных слушателей и вызов каждого из них, и, в большинстве случаев, регистрация или отмена регистрации слушателя событий происходит гораздо реже, чем получение уведомления о событии. (См. [CPJ 2.4.4] для получения дополнительной информации о шаблоне “скопировать-при-записи”.)

## [5.3](#page11) [Блокирующие очереди и шаблон производитель-потребитель](#page11)

Блокирующие очереди предоставляют блокирующие методы put и take, а также их эквиваленты с ограничением времени offer и poll. Если очередь заполнена, выполнение метода put блокируется до тех пор, пока в очереди не появится свободное место; если очередь пуста, метод take блокируется, до того момента, пока не появится доступный элемент. Очереди могут быть ограниченными или неограниченными; неограниченные очереди никогда не заполняются, поэтому метод put в неограниченной очереди никогда не блокируется.

Блокирующие очереди поддерживают шаблон проектирования “*производитель-потребитель” (producer-consumer)*. Модель “производитель-потребитель” отделяет идентификацию работы, которая должна быть выполнена, от выполнения этой работы, помещая элементы работы в список “сделать это” (*to do*) для последующей обработки, вместо того, чтобы обрабатывать их сразу, по мере идентификации. Шаблон “производитель-потребитель” упрощает разработку, так как удаляет код зависимостей между классами производителя и потребителя, и упрощает управление нагрузкой путем разделения активностей, которые могут производить или потреблять данные с различной или переменной скоростью.

В схеме ‘производитель-потребитель’, построенной вокруг блокирующей очереди, производители помещают данные в очередь по мере их поступления, а потребители извлекают данные из очереди, когда они готовы предпринять соответствующие действия. Производителям не нужно ничего знать об идентичности или количестве потребителей, или даже о том, являются ли они единственным производителем - всё, что им нужно сделать, это поместить элементы данных в очередь. Точно так же потребители не должны знать, кто является производителем или откуда взялась работа. Класс BlockingQueue упрощает реализацию дизайна “производитель-потребитель” с любым количеством производителей и потребителей. Одним из наиболее распространенных дизайнов реализации шаблона “производитель-потребитель” является пул потоков в сочетании с рабочей очередью; этот шаблон воплощен в фреймворке выполнения задач Executor, что является темой глав 6 и 8.

Разделение труда для двух человек, моющих посуду, является знакомым примером дизайна ‘производителя-потребителя”: один человек моет посуду и помещает её в стойку для посуды, а другой человек извлекает посуду из стойки и сушит её. В этом случае стойка с тарелками действует как блокирующая очередь; если в стойке нет посуды, потребитель ждет, пока они появится, чтобы высушить её, и если стойка заполняется, производитель должен прекратить мойку, до того момента, пока в шкафу не освободится место. Эта аналогия распространяется на несколько производителей (хотя это может привести к конкуренции за доступ к мойке) и нескольких потребителей; каждый рабочий (*worker*) взаимодействует только с посудой. Никто не должен знать, сколько производителей или потребителей существует, или кто создал полученный элемент работы.

Ярлыки “производитель” и “потребитель” относительны; активность, которая выступает в качестве потребителя в одном контексте, может выступать в качестве производителя в другом. Сушка посуды “потребляет” чистую влажную посуду и “производит” чистую сухую посуду. Третий человек, желающий помочь, может убирать сухую посуду, и в этом случае сушильщик будет выступать и как потребитель, как и производитель, и теперь есть две общие рабочие очереди (каждая из которых может блокировать работу сушильщика от продолжения.)

Блокирующие очереди упрощают кодирование потребителей, так как принимают блоки до тех пор, пока данные доступны. Если производители генерируют работу не достаточно быстро, чтобы занять потребителей, потребители просто ждут, пока не станет доступно больше работы. Иногда это вполне приемлемо (как в серверном приложении, когда ни один клиент не обращается к службе), а иногда это указывает на то, что отношение потоков-производителей к потокам-потребителям должно быть скорректировано для достижения лучшего использования ресурсов (как в веб-сканере или другом приложении, в котором работа фактически бесконечна).

Если производители последовательно генерируют работу быстрее, чем потребители могут ее обработать, это в конечном итоге приведёт к тому, что у приложения закончится память, потому что рабочие элементы будут добавляться в очередь без ограничений. Опять же, блокирующая природа метода put значительно упрощает кодирование производителей; если мы используем *ограниченную очередь*, то, когда очередь заполняет блок производителей, потребителям предоставляется время нагнать их, потому что заблокированный производитель больше не может генерировать элементы работы.

Блокирующие очереди также предоставляют метод offer, который возвращает статус сбоя, если элемент не может быть помещён в очередь. Это позволяет создавать более гибкие политики для работы с перегрузкой, такие как сброс нагрузки, сериализация избыточных рабочих элементов и запись их на диск, уменьшение числа потоков производителя или регулирование работы производителей каким-либо другим способом.

Ограниченные очереди являются мощным инструментом управления ресурсами для создания надежных приложений: они делают вашу программу более устойчивой к перегрузке, регулируя работу активностей, рискующих произвести больше работы, чем может быть обработано.

В то время как шаблон “производитель-потребитель” позволяет отделить код производителя и потребителя друг от друга, их поведение по-прежнему косвенно связано через общую рабочую очередь. Представляется заманчивым предположить, что потребители всегда будут следить за тем, чтобы вам не нужно было размещать какие-либо ограничения на размер рабочих очередей, но это рецепт для последующего перепроектирования вашей системы. *Стройте управление ресурсами в своем дизайне, заблаговременно используя блокирующие очереди - намного проще это сделать сначала, чем позже модифицировать его.* Блокирующие очереди упрощают дело в ряде ситуаций, но если блокирующие очереди не вписываются в ваш дизайн, вы можете создавать другие блокирующие структуры данных, используя класс Semaphore (см. раздел [5.5.3](#_5.5.3_Семафоры)).

Библиотека классов содержит несколько реализаций интерфейса BlockingQueue. Классы LinkedBlockingQueue и ArrayBlockingQueue являются очередями FIFO, аналогичными классам LinkedList и ArrayList, но с лучшей параллельной производительностью, чем синхронизированные реализации интерфейса List. Класс PriorityBlockingQueue является очередью с приоритетом, которая полезна в случае, когда вы хотите обработать элементы в порядке, отличном от FIFO. Как и другие сортированные коллекции, PriorityBlockingQueue может сравнивать элементы в соответствии с их естественным порядком (если они реализуют интерфейс Comparable) или с помощью интерфейса Comparator.

Последняя реализация интерфейса BlockingQueue, класс SynchronousQueue, на самом деле не очередь вообще, в том смысле, что он не поддерживает пространство для хранения элементов в очереди. Вместо этого он поддерживает список *потоков* в очереди, ожидающих постановки в очередь или удаления элемента из очереди. По аналогии с мытьём посуды, это подобно тому, что шкафа для посуды нет, вместо этого, вымытая посуда вручается непосредственно следующему свободному сушильщику. Хотя это может показаться странным способом реализации очереди, он уменьшает задержку, связанную с перемещением данных от производителя к потребителю, поскольку элемент работы может быть передан непосредственно. (В традиционной очереди операции постановки в очередь и изъятия из очереди должны выполняться последовательно, прежде чем можно будет передать единицу работы.) Прямая передача также возвращает производителю больше информации о состоянии задачи; когда передача принята, он знает, что потребитель взял на себя ответственность за нее, а не просто позволяет ей находиться где-то в очереди - это очень похоже на разницу между тем, чтобы передать документ коллеге напрямую или просто положить его в её почтовый ящик и надеяться, что она получит его в ближайшее время. Поскольку класс SynchronousQueue не имеет емкости хранения, методы put и take будут блокироваться, за исключением ситуации, когда другой поток уже ожидает участия в передаче. Синхронные очереди, как правило, подходят только тогда, когда есть достаточное количество потребителей, которые почти всегда будут готовы принять передачу.

### 5.3.1 Пример: поиск в компьютере

Одним из типов программ, поддающихся декомпозиции на производителей и потребителей, является агент, который сканирует локальные диски на наличие документов и индексирует их для последующего поиска, подобно Google Desktop или службе Windows Indexing. В классе DiskCrawler в листинге 5.8, показана задача-производитель, которая ищет иерархию файлов удовлетворяющих критерию индексации и помещает их имена в рабочую очередь; класс Indexer в листинге 5.8 демонстрирует пример задачи-потребителя, которая принимает имена файлов из очереди и индексирует их.

public class FileCrawler implements Runnable { private final BlockingQueue<File> fileQueue; private final FileFilter fileFilter; private final File root;

...

public void run() {

try {

crawl(root);

} catch (InterruptedException e) { Thread.currentThread().interrupt();

}

}

private void crawl(File root) throws InterruptedException { File[] entries = root.listFiles(fileFilter);

if (entries != null) {

for (File entry : entries)

if (entry.isDirectory())

crawl(entry);

else if (!alreadyIndexed(entry))

fileQueue.put(entry);

}

}

}

public class Indexer implements Runnable { private final BlockingQueue<File> queue;

public Indexer(BlockingQueue<File> queue) { this.queue = queue;

}

public void run() {

try {

while (true)

indexFile(queue.take());

} catch (InterruptedException e) { Thread.currentThread().interrupt();

}

}

}

**Листинг 5.8** Задачи производителя и потребителя в приложении поиска на компьютере

Шаблон “производитель-потребитель” предлагает дружественный к потокам способ декомпозиции проблемы поиска в компьютере в более простые компоненты. Факторинг[[66]](#footnote-66) сканера файлов и индексирования в отдельные активности порождает лучше читаемый и повторно используемый код, чем в том случае, если бы действие было монолитным и выполняло обе операции; каждая из активностей отвечает за выполнение только одной задачи, и блокирующая очередь берёт на себя всё управление потоками, таким образом, код каждой активности становится проще и яснее.

Шаблон “производитель-потребитель” также включает несколько преимуществ в повышении производительности. Производители и потребители могут выполняться одновременно; если один ограничен операциями ввода/вывода, а другой ограничен центральным процессором, одновременное выполнение улучшает общую пропускную способность, по сравнению с последовательным выполнением. Если активности производителя и потребителя параллелизуются в разной степени, их тесная связь снижает параллелизируемость по сравнению с менее параллелизуемыми активностями.

В листинге 5.9 запускается несколько сканеров и индексаторов, каждый в своем потоке. Как и написано, потоки потребителя никогда не завершаются, что предотвращает завершение программы; мы рассмотрим несколько методов решения этой проблемы в главе 7. Хотя в этом примере используются явно управляемые потоки, многие проекты вида “производитель-потребитель” могут быть выражены с помощью фреймворка выполнения задач Executor, который сам использует шаблон “производитель-потребитель”.

public static void startIndexing(File[] roots) {

BlockingQueue<File> queue = new LinkedBlockingQueue<File>(BOUND);

FileFilter filter = new FileFilter() {

public boolean accept(File file) { return true; }

};

for (File root : roots)

new Thread(new FileCrawler(queue, filter, root)).start();

for (int i = 0; i < N\_CONSUMERS; i++)

new Thread(new Indexer(queue)).start();

}

**Листинг 5.9** Запуск поиска в компьютере

### 5.3.2 Последовательное ограничение потока

Все реализации блокирующих очередей в пакете java.util.concurrent содержат достаточную внутреннюю синхронизацию для безопасной публикации объектов от потока-производителя к потоку-потребителю.

Для изменяемых объектов шаблон “производитель-потребитель” и блокирующие очереди облегчают *последовательное ограничение потоков,* в целях передачи прав владения на объекты от производителей к потребителям. Объект, ограниченный потоком, принадлежит исключительно одному потоку, но это право собственности может быть “передано” путем безопасной публикации, когда только один поток получит доступ к нему и гарантирует, что публикующий поток не получит доступ к объекту после передачи. Безопасная публикация гарантирует, что состояние объекта будет видно новому владельцу, и поскольку исходный владелец больше не будет к нему прикасаться, теперь объект будет ограничен новым потоком. Новый владелец может изменять его свободно, так как имеет к нему эксклюзивный доступ.

Пулы объектов используют последовательное ограничение потока, “одалживая” объект запрашивающему потоку. Пока пул содержит достаточно внутренней синхронизации для безопасной публикации объекта пула, и пока клиенты сами не опубликуют объект пула или не будут использовать его после возвращения в пул, право владения может безопасно передаваться из потока в поток.

Можно также использовать другие механизмы публикации для передачи права собственности на изменяемый объект, но необходимо убедиться, что только один поток получает передаваемый объект. Блокирующие очереди упрощают этот процесс; затратив немного больше усилий, тоже самое можно сделать с помощью атомарного метода remove класса ConcurrentMap или метода compareAndSet класса AtomicReference.

### 5.3.3 Двусторонние очереди и кража работы

В Java 6 также было добавлено еще два типа коллекций: интерфейсы Deque (произносится как «дек») и BlockingDeque, которые расширяют интерфейсы Queue и BlockingQueue. Интерфейс Deque - это двусторонняя очередь, которая позволяет эффективно вставлять и удалять элементы, как с головы, так и с хвоста. Реализации включают классы ArrayDeque и LinkedBlockingDeque.

Подобно тому, как блокирующие очереди “одалживают” себя с помощью шаблона “производитель-потребитель”, двусторонние очереди “одалживают” себя подобным образом, с помощью шаблона называемого “*кражей работы*” (*work stealing*). В дизайне “производитель-потребитель” используется одна общая рабочая очередь для всех потребителей; в дизайне “кража работы” у каждого потребителя есть своя собственная двусторонняя очередь. Если потребитель исчерпывает работу в своей собственной двусторонней очереди, он может “украсть” работу *с хвоста* чужой двусторонней очереди. “Кража работы” может быть более масштабируемой, чем традиционный дизайн “производитель-потребитель”, поскольку работники не конкурируют за общую рабочую очередь; большую часть времени они получают доступ только к своей собственной двусторонней очереди, уменьшая конкуренцию. Когда один работник должен получить доступ к очереди другого работника, он делает это с хвоста, а не с головы, что еще больше уменьшает конкуренцию.

“Кража работы” хорошо подходит для проблем, в которых потребители также являются производителями - когда выполнение единицы работы, возможно, приведет к идентификации большего количества работы. Например, обработка страницы в веб-сканере обычно приводит к идентификации новых страниц для обхода. Аналогичным образом, многие алгоритмы исследования графов, например, такой как пометка кучи (heap) во время сборки мусора, могут быть эффективно распараллелены с помощью “кражи работы”. Когда работник определяет новую единицу работы, он помещает ее в конец своей собственной двусторонней очереди (или, в качестве альтернативы, в дизайне “совместного использования работы” (*work sharing)*, перекидывает на другого работника); когда его двусторонняя очередь пустеет, он ищет работу в конце чужой двусторонней очереди, гарантируя таким образом, что каждый работник будет занят.

## [5.4](#page11) [Методы](#page11) блокирования и прерывания

Потоки могут блокироваться или приостанавливаться по нескольким причинам: ожидание завершения операций ввода/вывода, ожидание получения блокировки, ожидание пробуждения из метода Thread.sleep или ожидание результатов вычислений других потоков. Когда поток блокируется, он обычно приостанавливается и переводится в одно из состояний блокировки (BLOCKED, WAITING или TIMED\_WAITING). Различие между блокирующей операцией и обычной, только требующей длительного времени для завершения выполнения, состоит в том, что заблокированный поток должен ожидать события, которое находится вне его контроля, прежде чем сможет продолжить своё выполнение – например, завершение операции ввода/вывода, блокировка становится доступной или завершаются внешние (по отношению к потоку) вычисления. При возникновении такого внешнего события поток переходит в состояние RUNNABLE и снова становится доступен для планирования.

Методы put и take интерфейса BlockingQueue бросают проверяемое исключение InterruptedException, как и несколько других библиотечных методов, таких как Thread.sleep. Когда метод может бросить исключение InterruptedException, это говорит вам о том, что это - блокирующий метод, и что в дальнейшем, если его выполнение будет *прервано*, это приведёт к раннему прекращению действия блокировки.

Класс Thread предоставляет метод interrupt для прерывания потока и для запроса, был ли поток прерван. Каждый поток имеет свойство типа boolean, содержащее информацию о том, был ли поток прерван; прерывание потока устанавливает его состояние.

Прерывание - *кооперативный* механизм. Один поток не может заставить другой прекратить то, что он делает, и сделать что-то иное; когда поток *A* прерывает поток *B*, поток *A* просто отправляет запрос, чтобы поток *B* остановил то, что он делает, когда достигнет удобной точки для остановки. Хотя в API или спецификации языка нет ничего, что требовало бы какой-либо конкретной семантики уровня приложения для выполнения прерывания, наиболее разумным использованием прерывания является отмена некоторого действия. Методы блокировки, реагирующие на прерывания, упрощают своевременную отмену операций, выполняющихся длительное время.

Когда ваш код вызывает метод, который бросает исключение InterruptedException, ваш метод также будет являться блокирующим, и должен иметь план реакции на прерывание. Для библиотечного кода, в основном, существует два варианта:

**Передача InterruptedException выше по стеку.** Часто, наиболее разумной политикой будет передача дальше – просто распространите исключение InterruptedException до вызывающего кода. Это может подразумевать отсутствие перехвата исключения InterruptedException, или перехват и повторное возбуждение, после выполнения некоторой краткой, специфичной дла активности, чистки.

**Восстановление прерывания.** Иногда вы не можете бросить исключение InterruptedException, например, в том случае, когда ваш код является частью интерфейса Runnable. В такой ситуации необходимо перехватить исключение InterruptedException и восстановить состояние прерывания, путём вызова метода interrupt в текущем потоке, чтобы код выше по стеку вызовов мог увидеть, что было выполнено прерывание, как показано в листинге 5.10.

Вы можете получить гораздо более сложные варианты с прерыванием, но эти два подхода должны работать в подавляющем большинстве ситуаций. Есть одна вещь, которую вы *не* должны делать с исключением InterruptedException – перехватывать его и ничего не делать в ответ. Это лишает код, находящийся выше в стеке вызовов, возможности действовать при прерывании, поскольку теряется доказательство того, что поток был прерван. *Единственная ситуация, в которой приемлемо проглотить прерывание, - это когда вы расширяете класс Thread и, следовательно, контролируете весь код выше по стеку вызовов.* Отмена и прерывание более подробно рассматриваются в главе 7.

public class TaskRunnable implements Runnable { BlockingQueue<Task> queue;

...

public void run() {

try {

processTask(queue.take());

} catch (InterruptedException e) {

* + *restore interrupted status*

**Thread.currentThread().interrupt()**;

}

}

}

**Листинг 5.10** Восстановление состояния interrupted, чтобы не “проглотить” прерывание

## [5.5](#page11) [Синхронизаторы](#page11)

Блокирующие очереди уникальны среди классов коллекций: они не только действуют как контейнеры для объектов, но и могут координировать управление потоками производителя и потребителя, поскольку методы take и put блокируются до тех пор, пока очередь не перейдет в желаемое состояние (не пустая или не полная).

Синхронизатор является любым объектом, который координирует поток управления (*control flow*) потоками на основе своего состояния. Блокирующие очереди могут действовать как синхронизаторы; другие типы синхронизаторов включают семафоры, барьеры и защёлки. В библиотеке платформы есть несколько классов синхронизатора; если они не соответствуют вашим потребностям, вы можете создать свой собственный синхронизатор, используя механизмы, описанные в главе 14.

Все синхронизаторы разделяют определенные структурные свойства: они инкапсулируют состояние, которое определяет, должны ли потоки, поступающие в синхронизатор, проходить или принудительно ожидать, предоставляя методы для манипулирования этим состоянием, и предоставляя методы для эффективного ожидания синхронизатора, с целью ввода желаемого состояния.

### 5.5.1 Защёлки

*Защёлка* (*latches*) - это синхронизатор, который может задерживать ход выполнения потоков до достижения ими *конечного* (*terminal*) состояния [CPJ 3.4.2]. Защелка действует как затвор: до тех пор, пока защелка не достигнет конечного состояния, затвор будет закрыт и никакие потоки не смогут пройти, в конечном состоянии затвор открываются, позволяя пройти всем потокам. Как только защелка достигнет конечного состояния, она более не сможет изменять своё состояние, поэтому она навсегда останется открытой. Защелки можно использовать для обеспечения того, чтобы определенные действия не выполнялись до завершения других разовых действий, таких как:

* Обеспечение того, чтобы вычисление не выполнялось до тех пор, пока необходимые ему ресурсы не будут инициализированы. Простую бинарную (двухпозиционную) защелку можно использовать, чтобы указать, что “Ресурс *R* был инициализирован”, и любая активность, которая нуждается в ресурсе *R*, будет сначала ожидать на этой защелке.
* Обеспечение того, чтобы служба не запускалась до тех пор, пока не запустятся другие службы, от которых она зависит. У каждой службы есть ассоциированная бинарная защелка; запуск службы *S* сперва, будет включать ожидание на защелках других служб, от которых зависит служба *S*, а затем освобождение защелки службы *S* после завершения запуска других служб, чтобы затем все службы, зависящие от *S*, могли продолжить выполнение.
* Ожидание, пока все стороны, участвующие в некоторой деятельности, например игроки в многопользовательской игре, будут готовы продолжить. В этом случае защелка достигает конечного состояния после того, как все игроки готовы.

Класс CountDownLatch представляет собой гибкую реализацию защелки, которая может использоваться в любой из этих ситуаций; он позволяет одному или нескольким потокам ожидать возникновения набора событий. Состояние защелки состоит из счетчика, инициализированного положительным числом, представляющего количество ожидающих событий. Метод countDown уменьшает счетчик, указывая на то, что событие произошло, и методы await ожидают достижения счетчиком значения ноль, что является следствием возникновения всех ожидаемых событий. Если на входе счетчик отличен от нуля, выполнение метода await блокируется до тех пор, пока счётчик не достигнет нуля, ожидающий поток будет прерван или истечёт время ожидания.

Класс TestHarness из листинга 5.11, иллюстрирует два распространённых случая применения защелок. Класс TestHarness создает несколько потоков, которые одновременно выполняют переданное задание. Он использует две защелки, «начальный затвор» и «конечный затвор». Начальный затвор инициализируется значением “один”; конечный затвор инициализируется счетчиком, равным количеству рабочих потоков. Первое, что делает каждый рабочий поток - выполняет ожидание на стартовом затворе; это гарантирует, что ни один из потоков не начнет выполнять работу, пока все они не будут готовы к запуску. Последнее, что делает каждый из них, - это уменьшение счётчика на конечном затворе; это позволяет главному потоку дождаться того момента, когда последний рабочий поток завершится, и он сможет вычислить прошедшее с момента запуска потоков время.

public class TestHarness {

public long timeTasks(int nThreads, final Runnable task) throws InterruptedException {

final CountDownLatch startGate = new CountDownLatch(1); final CountDownLatch endGate = new CountDownLatch(nThreads);

for (int i = 0; i < nThreads; i++) { Thread t = new Thread() {

public void run() {

try {

startGate.await();

try {

task.run();

} finally {

endGate.countDown();

}

} catch (InterruptedException ignored) { }

}

};

t.start();

}

long start = System.nanoTime();

startGate.countDown();

endGate.await();

long end = System.nanoTime();

return end-start;

}

}

**Листинг 5.11** Использование класса CountDownLatch для запуска и остановки потоков в тестах на время

Почему мы побеспокоились о защелках в классе TestHarness вместо того, чтобы просто запускать потоки сразу после их создания? По видимому, мы хотели измерить, сколько времени потребуется для параллельного выполнения задачи *n* раз. Если бы мы просто создали и запустили потоки, потоки, начатые ранее, имели бы "фору" перед потоками, запущенными позднее, и степень конкуренции изменялась бы с течением времени по мере увеличения или уменьшения числа активных потоков. Использование стартового затвора позволяет главному потоку сразу отпустить все рабочие потоки, а конечный затвор позволяет главному потоку ждать завершения только последнего потока, а не ждать последовательного завершения каждого потока.

### 5.5.2 Класс FutureTask

Класс FutureTask также действует как защелка. (Класс FutureTask реализует интерфейс Future, описывающий абстрактный опорный результат (*result-bearing*) вычисления [CPJ 4.3.3].) Вычисление, представленное классом FutureTask, реализуется с использованием интерфейса Callable, возвращающим результат эквивалентом интерфейса Runnable и может находиться в одном из трех состояний: *ожидание выполнения*, *выполнение* или *завершено*. Под завершением понимаются все способы выполнения вычисления, включая обычное завершение, отмену и исключение. Как только экземпляр класса FutureTask переходит в завершенное состояние, он остается в этом состоянии навсегда.

Поведение метода Future.get зависит от состояния задачи. Если она завершена, метод get немедленно возвращает результат, в противном случае метод блокируется до тех пор, пока задача не перейдет в завершенное состояние, а затем не вернет результат или не бросит исключение. Класс FutureTask передает результат потока, выполняющего вычисление, в поток (и), получающий(е) результат; спецификация класса FutureTask гарантирует, что эта передача основана на безопасной публикации результата.

Класс FutureTask используется фрэймворком Executor для представления асинхронных задач и может также использоваться для представления любых потенциально длительных вычислений, которые могут быть запущены до того, как их результаты понадобятся. Класс Preloader из листинга 5.12 использует класс FutureTask для выполнения дорогостоящих вычислений, результаты которых понадобятся позже; начав вычисление на раннем этапе, вы сократите время, которое вам придется подождать, когда вам позже действительно понадобятся результаты.

public class Preloader {

private final FutureTask<ProductInfo> future =

new FutureTask<ProductInfo>(new Callable<ProductInfo>() { public ProductInfo call() throws DataLoadException {

return loadProductInfo();

}

});

private final Thread thread = new Thread(future);

public void start() { thread.start(); }

public ProductInfo get()

throws DataLoadException, InterruptedException { try {

return future.get();

} catch (ExecutionException e) { Throwable cause = e.getCause();

if (cause instanceof DataLoadException) throw (DataLoadException) cause;

else

throw launderThrowable(cause);

}

}

}

**Листинг 5.12** Использование FutureTask для предварительной загрузки данных, котрые понадобятся позднее

Класс Preloader создает экземпляр FutureTask, который описывает задачу загрузки информации о продукте из базы данных и поток, в котором будет выполняться вычисление. Он предоставляет метод start для запуска потока, так как нецелесообразно запускать поток из конструктора или статического инициализатора. Когда программе позже понадобится экземпляр ProductInfo, она может вызвать метод get, который вернёт загруженные данные, если они готовы, или будет ожидать завершения загрузки, если они ещё не готовы.

Задачи, описанные интерфейсом Callable, могут бросать проверяемые и непроверяемые исключения, и любой код может бросать исключение Error. Независимо от того, какое исключение может бросить код задачи, оно оборачивается исключением ExecutionException и перебрасывается из метода Future.get. Это усложняет код вызывающий метод get, и не только потому, что он должен иметь дело с возможностью возбуждения исключения ExecutionException (и непроверяемого исключения CancellationException), но также и потому, что причина исключения ExecutionException возвращается как исключение Throwable, что неудобно в использовании.

Когда метод get класса Preloader бросает исключение ExecutionException, причина исключения попадает в одну из трех категорий: проверяемое исключение брошенное интерфейсом Callable, RuntimeException или Error. Мы должны обрабатывать каждый из этих случаев отдельно, но в листинге 5.13 мы будем использовать метод-утилиту launderThrowable, чтобы инкапсулировать “грязную” часть логики обработки исключений. Перед вызовом метода launderThrowable, класс Preloader тестирует исключения на соответствие известным проверяемым исключения и, в случае успеха, пробрасывает их дальше. Таким образом, остаются только непроверяемые исключения, которые класс Preloader обрабатывает, вызывая метод launderThrowable и бросая результат. Если исключение Throwable, переданное методу launderThrowable, является экземпляром Error, метод launderThrowable пробрасывает его напрямую; если это не исключение RuntimeException, он бросает исключение IllegalStateException, чтобы указать на логическую ошибку. Таким образом, остаётся только исключение RuntimeException, которое метод launderThrowable возвращает вызывающему методу и которое вызывающий метод, как правило, пробрасывает дальше.

*/\*\* If the Throwable is an Error, throw it; if it is a*

* *RuntimeException return it, otherwise throw IllegalStateException*

*\*/*

public static RuntimeException launderThrowable(Throwable t) { if (t instanceof RuntimeException)

return (RuntimeException) t;

else if (t instanceof Error)

throw (Error) t;

else

throw new IllegalStateException("Not unchecked", t);

}

**Листинг 5.13** Приведение непроверяемого исключения Throwable к типу RuntimeException.

### 5.5.3 Семафоры

*Подсчет семафоров* используется для управления количеством активностей, которые могут обращаться к определенному ресурсу или выполнять определенное действие в некоторый момент времени[CPJ 3.4.1]. Подсчет семафоров может использоваться для реализации пулов ресурсов или для наложения ограничений на коллекцию.

Класс Semaphore управляет набором виртуальных *разрешений*; начальное количество разрешений передается в конструкторе класса Semaphore. Активности могут приобретать разрешения (до тех пор, пока есть в наличии) и освобождать разрешения, когда выполняют свою работу. Если разрешение не доступно, метод acquire блокируется до тех пор, пока не получит его (или до тех пор, пока не будет прерван или пока не истечёт время выполнения операции). Метод release возвращает разрешение семафору[[67]](#footnote-67).

Вырожденным случаем счетного семафора является бинарный семафор, то есть, семафор с начальным значением счётчика равным единице. Бинарный семафор может использоваться как *мьютекс* с семантикой нереентерабельной блокировки; тот, кто имеет единственное разрешение, держит мьютекс.

Семафоры полезны для реализации пулов ресурсов, таких как пулы соединений с базами данных. Довольно легко построить пул фиксированного размера, который упадёт с ошибкой, если вы запросите ресурс из пустого пула, но что вы действительно хотите, так это заблокировать операцию получения, если пул пуст и вновь разблокировать её, как только появятся данные. Если вы инициализируете класс Semaphore размером пула, с помощью метода acquire приобретите разрешение, прежде чем попытаетесь извлечь ресурс из пула, и отпустите разрешение с помощью метода release, после помещения ресурса в пул, метод acquire блокируется до тех пор, пока пул остаётся пустым. Этот подход используется в классе ограниченного буфера, в главе 12. (Более простой способ создания блокирующего пула объектов - использовать класс BlockingQueue для хранения полученных ресурсов.)

Аналогичным образом, вы можете использовать класс Semaphore, чтобы превратить любую коллекцию в блокирующую ограниченную коллекцию, как показано в классе BoundedHashSet, в листинге 5.14. Семафор инициализируется желаемым максимальным значением размера коллекции. Операция add приобретает разрешение перед добавлением элемента в базовую коллекцию. Если базовая операция add фактически ничего не добавляет, она немедленно освобождает разрешение. Аналогичным образом, успешное выполнение операции remove освобождает разрешение, позволяя добавлять дополнительные элементы. Базовая реализация интерфейса Set ничего не знает об ограничении; всё это ложится на класс BoundedHashSet.

public class BoundedHashSet<T> {

private final Set<T> set;

private final Semaphore sem;

public BoundedHashSet(int bound) {

this.set = Collections.synchronizedSet(new HashSet<T>()); sem = new Semaphore(bound);

}

public boolean add(T o) throws InterruptedException { sem.acquire();

boolean wasAdded = false;

try {

wasAdded = set.add(o);

return wasAdded;

}

finally {

if (!wasAdded)

sem.release();

}

}

public boolean remove(Object o) { boolean wasRemoved = set.remove(o); if (wasRemoved)

sem.release();

return wasRemoved;

}

}

**Листинг 5.14** Использование класса Semaphore для ограничения коллекции

### 5.5.4 Барьеры

Мы видели, как защёлки могут облегчить запуск исполнения группы связанных активностей или ожидание завершения исполнения группы связанных активностей. Защёлки - одноразовые объекты; как только защелка переходит в терминальное состояние, ее нельзя сбросить.

*Барьеры* похожи на защелки тем, что они блокируют группу потоков до тех пор, пока не произойдет какое-либо событие [CPJ **4.4.3**]. Ключевое отличие барьера от защёлки состоит в том, что все потоки должны совместно подойти к барьеру *в некоторый момент времени*, только после этого они смогут продолжить выполнение. Защелки используются для ожидания событий; барьеры используются для ожидания других потоков. Барьер реализует протокол, который некоторые семьи используют для встречи в течение дня в торговом центре: “все встречаются в Макдональдсе в **6:00**; как только вы доберетесь туда, оставайтесь там, пока все не появятся, а затем мы решим, что будем делать дальше”.

Класс CyclicBarrier позволяет фиксированному числу участников неоднократно встречаться *у барьера* и полезен в параллельных итерационных алгоритмах, которые разбивают задачу на фиксированное число независимых подзадач. При достижении барьера потоки вызывают метод await, и метод await блокирует выполнение потоков до тех пор, пока все из них не достигнут барьера. Если все потоки приходят к барьеру, то барьер переходит в состояние “успешно пройден”, в этом случае все потоки освобождаются и барьер сбрасывается, поэтому его можно использовать вновь. Если истекает время вызова метода await или поток заблокированный вызовом метода await прерывается, то барьер считается сломанным и все исходящие вызовы метода await будут завершены с возбуждением исключения BrokenBarrierException. Если барьер успешно пройден, метод await возвращает уникальный индекс прихода для каждого потока, который можно использовать для “выбора” лидера, выполняющего особые действия в следующей итерации. Класс CyclicBarrier также позволяет передать конструктору *действие барьера* (*barrier action*); это экземпляр интерфейса Runnable, который выполняется (в одной из подзадач потоков), когда барьер успешно пройден, но до того, как заблокированные потоки будут освобождены.

Барьеры часто используются в моделировании, где работа по вычислению одного шага может выполняться параллельно, но вся работа, связанная с заданным шагом, должна завершиться до перехода на следующий шаг. Например, при **n-**мерном моделировании частиц, каждый шаг вычисляет изменения в местоположении каждой частицы на основе местоположений и других атрибутов прочих частиц. Ожидание у барьера гарантирует, что все обновления для шага **k** завершаться прежде, чем станет доступной возможность перейти к шагу **k + 1**.

Класс CellularAutomata в листинге 5.15 демонстрируют использование барьера для компьютерного моделирования клеточного автомата, например такого, как игра Конвея в жизнь (Gardner, 1970). При распараллеливании моделирования, как правило, нецелесообразно назначать отдельный поток для каждого элемента (в случае игры “Жизнь”, это клетка); это потребует слишком много потоков, и накладные расходы на их координацию сильно замедлят вычисления. Вместо этого имеет смысл *разбить* проблему на несколько частей, позволить каждому потоку заниматься только своей частью, а затем объединить результаты. Класс CellularAutomata разделяет доску на ***NCPU*** частей, где ***NCPU*** **-** это количество доступных процессоров, и назначает каждую часть отдельному потоку[[68]](#footnote-68). На каждом шаге рабочие потоки вычисляют новые значения для всех ячеек в своей части доски. Когда все рабочие потоки достигают барьера, действие барьера фиксирует новые значения в модели данных. После выполнения действия барьера, рабочие потоки освобождаются для вычисления следующего шага вычисления, который включает в себя сверку с результатом выполнения метода isDone, с целью определения, требуются ли дальнейшие итерации.

public class CellularAutomata {

private final Board mainBoard; private final CyclicBarrier barrier; private final Worker[] workers;

public CellularAutomata(Board board) { this.mainBoard = board;

int count = Runtime.getRuntime().availableProcessors(); this.barrier = new CyclicBarrier(count,

new Runnable() {

public void run() {

mainBoard.commitNewValues();

}});

this.workers = new Worker[count];

for (int i = 0; i < count; i++)

workers[i] = new Worker(mainBoard.getSubBoard(count, i));

}

private class Worker implements Runnable { private final Board board;

public Worker(Board board) { this.board = board; } public void run() {

while (!board.hasConverged()) {

for (int x = 0; x < board.getMaxX(); x++)

for (int y = 0; y < board.getMaxY(); y++)

board.setNewValue(x, y, computeValue(x, y));

try {

barrier.await();

} catch (InterruptedException ex) { return;

} catch (BrokenBarrierException ex) {

return;

}

}

}

}

public void start() {

for (int i = 0; i < workers.length; i++)

new Thread(workers[i]).start();

mainBoard.waitForConvergence();

}

}

**Листинг 5.15** Координация вычислений в клеточном автомате с использованием класса CyclicBarrier.

Другой формой барьера является класс Exchanger - двусторонний барьер, в котором стороны обмениваются данными у барьера [CPJ 3.4.3]. Обменники полезны, когда стороны выполняют асимметричные действия, например, когда один поток заполняет буфер данными, а другой поток использует данные из буфера; эти потоки могут использовать класс Exchanger для встречи и обмена полного буфера на пустой. Когда два потока обмениваются объектами через класс Exchanger, обмен представляет собой безопасную публикацию обоих объектов другой стороне.

Время обмена зависит от требований к скорости отклика приложения. Простейший подход заключается в том, что задача заполнения обменивается, когда буфер заполнен, и задача очистки обменивается, когда буфер пуст; это минимизирует количество обменов, но может задержать обработку некоторых данных, если скорость прибытия новых данных непредсказуема. Другой подход заключается в том, что заполнитель обменивается, когда буфер заполнен, но также и в том случае, когда буфер частично заполнен и прошло определенное время.

## [5.6](#page11) Создание эффективного и масштабируемого кэша результатов

Почти каждое серверное приложение использует некоторую форму кэширования. Повторное использование результатов предыдущих вычислений позволяет уменьшить задержки и увеличить пропускную способность, за счет дополнительного использования памяти.

Подобно многим другим часто изобретаемым велосипедам, кэширование обычно выглядит проще, чем есть на самом деле. Наивная реализация кэша, вероятно превратит узкое место производительности в узкое место масштабируемости, даже если это улучшит однопоточную производительность. В этом разделе мы разрабатываем эффективный и масштабируемый кэш результатов для ресурсоемкой функции. Начнем с очевидного подхода – простого объекта HashMap - а затем рассмотрим некоторые недостатки его параллелизма и способы их устранения.

Интерфейс Computable<A,V> в листинге 5.16 описывает функцию с входными данными типа A и результатом типа V. Класс ExpensiveFunction, реализующий интерфейс Computable, тратит значительное количество времени на вычисление результатов; мы хотели бы создать обёртку для интерфейса Computable, которая бы запоминала результаты предыдущих вычислений и инкапсулировала процесс кэширования. (Эта техника называется *мемоизацией* (*memorization)*)

public interface Computable<A, V> {
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V compute(A arg) throws InterruptedException;

}

public class ExpensiveFunction

implements Computable<String, BigInteger> { public BigInteger compute(String arg) {

* *after deep thought...*

return new BigInteger(arg);

}

}

public class Memoizer1<A, V> implements Computable<A, V> { @GuardedBy("this")

private final Map<A, V> cache = new HashMap<A, V>(); private final Computable<A, V> c;

public Memoizer1(Computable<A, V> c) { this.c = c;

}

public **synchronized** V compute(A arg) throws InterruptedException { V result = cache.get(arg);

if (result == null) {

result = c.compute(arg);

cache.put(arg, result);

}

return result;

}

}

**Листинг 5.16** Начальная попытка кэширования с использованием класса HashMap и синхронизации.

В классе Memoizer1 в листинге 5.16 показана первая попытка: использование класса HashMap для хранения результатов предыдущих вычислений. Метод compute сначала проверяет, закэширован ли желаемый результат, и возвращает предварительно вычисленное значение, если это так. В противном случае результат вычисляется и перед возвратом кэшируется в экземпляре HashMap.

Класс HashMap не является потокобезопасным, поэтому для обеспечения того, чтобы два потока не обращались к экземпляру HashMap одновременно, класс Memoizer1 использует консервативный подход, заключающийся в синхронизации всего метода compute. Такой подход гарантирует потокобезопасность, но имеет очевидную проблему с масштабируемостью: в общем случае, только один поток за раз может выполнять вычисления. Если другой поток занят вычислением результата, другие потоки, вызывающие метод compute, могут быть заблокированы на длительное время. Если несколько потоков находятся в очереди, ожидая вычисления значений, которые еще не вычислены, вычисление может занять больше времени, чем без использования мемоизации. На рисунке 5.2 иллюстрируется, что может произойти, когда несколько потоков пытаются использовать функцию, мемоизированную с помощью такого подхода. Это явно не тот сорт повышения производительности, которого мы надеялись достичь благодаря кешированию.
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**Рисунок 5.2** Плохой параллелизм в классе Memoizer1

Класс Memoizer2 из листинга 5.17, улучшает ужасное параллельное поведение Memoizer1, путём замены класса HashMap на класс ConcurrentHashMap. Поскольку класс ConcurrentHashMap потокобезопасен, нет необходимости обеспечивать синхронизацию при доступе к кэширующему объекту Map, тем самым устраняется сериализация, вызванная синхронизацией метода compute в классе Memoizer1.

Класс Memoizer2, безусловно, обеспечивает лучшее параллельное поведение, чем класс Memoizer1: несколько потоков могут использовать его одновременно. Но он все еще, выступая в качестве кэша, обладает некоторыми недостатками - существует окно уязвимости, в котором два потока, одновременно вызывающие метод compute, могут вычислить одно и то же значение. В случае использования принципа мемоизации это просто неэффективно - предназначение кэша состоит в том, чтобы предотвратить многократное вычисление одних и тех же данных. Для более универсального механизма кэширования дела обстоят намного хуже; для кэша объектов, который должен обеспечивать однократную инициализацию, эта уязвимость также представляет угрозу безопасности.

public class Memoizer2<A, V> implements Computable<A, V> {

private final Map<A, V> cache = **new ConcurrentHashMap<A, V>();**

private final Computable<A, V> c;
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public Memoizer2(Computable<A, V> c) { this.c = c; }

public V compute(A arg) throws InterruptedException { V result = cache.get(arg);

if (result == null) {

result = c.compute(arg);

cache.put(arg, result);

}

return result;

}

}

**Листинг 5.17** Замена класса HashMap классом ConcurrentHashMap

Проблема с классом Memoizer2 заключается в том, что если один поток начинает выполнение дорогостоящего вычисления, другие потоки не знают, что вычисление выполняется, и поэтому могут начать то же вычисление, как показано на рисунке 5.3. Мы хотели бы как-то отметить, что “поток *X* в данный момент вычисляет значение *f* (27)”, так чтобы если другой поток прибудет для поиска значения *f* (27), он знал, что самый эффективный способ найти значение, это встать в очередь за потоком *X*, дождаться завершения выполнения *X*, а потом спросить “Эй, что же вы получили при вычислении значения *f* (27)?”.
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**Рисунок 5.3** Два потока вычисляют одно и тоже значение, используя класс Memoizer2

Мы уже ранее встречали класс, который делает почти именно то, что мы хотим получить: FutureTask. Класс FutureTask представляет собой вычислительный процесс, который может находиться в завершенном или незавершённом состоянии. Вызов FutureTask.get немедленно возвращает результат вычисления, если он доступен; в противном случае вызов блокируется до тех пор, пока результат не будет вычислен, а затем возвращает его.

Класс Memoizer3 из листинга 5.18 переопределяет экземпляр интерфейса Map, используемый для хранения кэша, как ConcurrentHashMap<A,Future<V>> вместо ConcurrentHashMap<A,V>. Класс Memoizer3 сначала проверяет, было ли запущено соответствующее вычисление (в отличие от принятого по умолчанию как “завершённое”, в классе Memoizer2). Если это не так, он создает экземпляр класса FutureTask, регистрирует его в экземпляре Map и запускает вычисление; в противном случае он ожидает результата существующего вычисления. Результат может быть доступен немедленно или находиться в процессе вычисления - но он прозрачен для объекта, вызывающего метод Future.get.

Реализация класса Memoizer3 почти идеальна: она демонстрирует очень хороший параллелизм (в основном, полученный за счёт превосходной реализации параллелизма в классе ConcurrentHashMap), результат возвращается эффективно, если он уже известен, и если вычисление выполняется другим потоком, вновь прибывающие потоки терпеливо ожидают результата. У него есть только один недостаток - все еще существует небольшое окно уязвимости, в котором два потока могли бы начать вычисление одного и того же значения.

public class Memoizer3<A, V> implements Computable<A, V> { private final Map<A, Future<V>> cache
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public Memoizer3(Computable<A, V> c) { this.c = c; }

public V compute(final A arg) throws InterruptedException { Future<V> f = cache.get(arg);

if (f == null) {

Callable<V> eval = new Callable<V>() {

public V call() throws InterruptedException { return c.compute(arg);

}

};

FutureTask<V> ft = new FutureTask<V>(eval);

f = ft;

cache.put(arg, ft);

**ft.run()**;*// call to c.compute happens here*

}

try {

return **f.get()**;

} catch (ExecutionException e) {

throw launderThrowable(e.getCause());

}

}

}

**Листинг 5.18** Мемоизированная обёртка использующая класс FutureTask

Это окно намного меньше, чем в классе Memoizer2, но поскольку блок if в методе compute по прежнему является неатомарной последовательностью операций *проверить-затем-выполнить*, два потока могут вызвать метод compute с одинаковым значением приблизительно в одно и то же время, оба могут увидеть, что кэш не содержит желаемого значения, и оба могут начать вычисление. Пример такого неудачного момента показан на рисунке 5.4.
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**Рисунок 5.4** Неудачный момент времени, который может складываться в классе Memoizer3 и быть причиной двойного вычисления некоторого значения

Класс Memoizer3 уязвим для этой проблемы, потому что составное действие (*положить-если-отсутствует*) выполняется над базовым[[69]](#footnote-69) экземпляром Map и не может быть сделано атомарным с помощью блокировки. Класс Memoizer из листинга 5.19 использует атомарный метод putIfAbsent интерфейса ConcurrentMap, закрывая окно уязвимости в классе Memoizer3.

Кэширование экземпляра Future вместо значения создает предпосылки к *загрязнению кэша (cache pollution)*: если вычисление отменяется или завершается неудачей, дальнейшие попытки вычислить результат также будут указывать на отмену или сбой. Чтобы избежать этого, класс Memoizer удаляет экземпляр Future из кэша, если он обнаруживает, что вычисление было отменено; также может быть желательным удалять экземпляр Future при обнаружении возникновения исключения RuntimeException, в том случае, если есть шанс, что последующая попытка вычисления будет успешной.

Класс Memoizer также не рассматривает вопросы устаревания значений кэша (*cache expiration*), но это может быть реализовано с помощью подкласса FutureTask, который связывает время устаревания с каждым результатом и периодически просматривает кэш на наличие устаревших записей. (Подобным образом, не рассматривается вопрос вытеснения значений кэша, при котором старые записи удаляются, чтобы освободить место для новых, чтобы кэш не потреблял слишком много памяти.)

public class Memoizer<A, V> implements Computable<A, V> { private final ConcurrentMap<A, Future<V>> cache

* new ConcurrentHashMap<A, Future<V>>(); private final Computable<A, V> c;

public Memoizer(Computable<A, V> c) { this.c = c; }

public V compute(final A arg) throws InterruptedException { while (true) {

Future<V> f = cache.get(arg);

if (f == null) {

Callable<V> eval = new Callable<V>() {

public V call() throws InterruptedException { return c.compute(arg);

}

};

FutureTask<V> ft = new FutureTask<V>(eval); f = cache.**putIfAbsent(arg, ft)**;

if (f == null) { f = ft; ft.run(); }

}

try {

return f.get();

} catch (CancellationException e) { cache.remove(arg, f);

} catch (ExecutionException e) {

throw launderThrowable(e.getCause());

}

}

}

}

**Листинг 5.19** Финальная реализация класса Memoizer.

С завершением работы над нашей параллельной реализацией кэша, мы теперь можем добавить реальное кэширование к сервлету факторизации из главы 2, как и было обещано. Класс Factorizer из листинга 5.20 использует класс Memoizer для эффективного и масштабируемого кэширования ранее вычисленных значений.

@ThreadSafe

public class Factorizer implements Servlet {

private final Computable<BigInteger, BigInteger[]> c = new Computable<BigInteger, BigInteger[]>() {

public BigInteger[] compute(BigInteger arg) { return factor(arg);

}

};

private final Computable<BigInteger, BigInteger[]> cache = new Memoizer<BigInteger, BigInteger[]>(c);

public void service(ServletRequest req, ServletResponse resp) {

try {

BigInteger i = extractFromRequest(req); encodeIntoResponse(resp, cache.compute(i));

} catch (InterruptedException e) { encodeError(resp, "factorization interrupted");

}

}

}

**Листинг 5.20** Сервлет факторизации, кэширующий результаты с использованием класса Memoizer

# Итоги части I

Мы рассмотрели очень много материала! В следующей “шпаргалке по параллелизму” кратко излагаются основные понятия и правила, представленные в Части 1.

* *Это изменчивое состояние, тупица.[[70]](#footnote-70)*

Все проблемы параллелизма сводятся к координации доступа к изменяемому состоянию. Чем менее доступно изменяемое состояние, тем легче обеспечить потокобезопасность.

* *Сделайте поля final, если они не должны быть изменяемыми.*
* *Неизменяемые объекты автоматически потокобезопасны.*

Неизменяемые объекты значительно упрощают параллельное программирование. Они проще и безопаснее, и могут свободно использоваться без использования блокировки или защитного копирования.

* *Инкапсуляция позволяет управлять сложностью.*

Можно написать потокобезопасную программу со всеми данными, хранящимися в глобальных переменных, но зачем вам это? Инкапсуляция данных внутри объектов упрощает сохранение их инвариантов; инкапсуляция синхронизации внутри объектов упрощает соблюдение политики синхронизации.

* *Защищайте каждую изменяемую переменную с помощью блокировки.*
* *Защищайте все переменные инварианта одной и той же блокировкой.*
* *Удерживайте блокировки во время выполнения составных действий.*
* *Программа, которая обращается к изменяемой переменной из нескольких потоков без использования синхронизации, является поврежденной программой.*
* *Не полагайтесь на умные рассуждения о том, почему вам не нужно использовать синхронизацию.*
* *Учитывайте потокобезопасность в процессе проектирования или явно задокументируйте, что класс не является потокобезопасным.*
* *Задокументируйте вашу политику синхронизации.*

# [Часть II Структурирование параллельных приложений](#page11)

# Глава 6 Выполнение задач

Большинство параллельных приложений организованы вокруг выполнения *задач*: абстрактных, дискретных единиц работы. Разделение работы выполняемой приложением на задачи, упрощает организацию программы, облегчает восстановление после возникновения ошибок путём предоставления естественных границ транзакций, а также способствует параллелизму, предоставляя естественную структуру для распараллеливания работы.

## [6.1](#page11) [Выполнение](#page11) задач в потоках

Первым шагом в организации программы вокруг выполнения задачи является определение разумных *границ задачи (task boundaries)*. В идеале задачи представляют собой независимые активности: работа, которая не зависит от состояния, результата или побочных эффектов, возникающих при выполнении других задач. Независимость облегчает реализацию параллелизма, так как независимые задачи могут выполняться параллельно при наличии достаточных вычислительных ресурсов. Для большей гибкости при планировании и балансировке нагрузки, каждая задача также должна представлять собой небольшую часть вычислительной мощности приложения.

Серверные приложения должны демонстрировать хорошую пропускную способность и высокую скорость отклика при нормальной нагрузке. Поставщики приложений хотят, чтобы приложения поддерживали как можно больше пользователей, чтобы снизить затраты на обеспечение работы для каждого пользователя; в свою очередь, пользователи хотят быстро получать ответы. Кроме того, приложения должны демонстрировать плавную деградацию по мере перегрузки, а не просто падать под большой нагрузкой. Грамотный выбор границ задачи в сочетании с разумной политикой выполнения задачи (см. раздел [6.2.2](#_6.2.2_Политики_выполнения)) может помочь в достижении этих целей.

Большинство серверных приложений предлагают естественный выбор границ задач: индивидуальные запросы клиентов. Веб-серверы, почтовые серверы, файловые серверы, контейнеры EJB и серверы баз данных принимают запросы от удаленных клиентов через сетевые подключения. Использование отдельных запросов в качестве границ задачи обычно определяет как независимость, так и соответствующий размер задачи. Например, на результат отправки сообщения почтовому серверу не влияют другие сообщения, обрабатываемые в тот же момент времени, и обработка одного сообщения обычно требует очень малого процента от общей вычислительной емкости сервера.

### 6.1.1 Последовательное выполнение задач

Существует ряд возможных политик для планирования задач в приложении, некоторые из которых лучше других используют потенциал параллелизма. Проще всего выполнять задачи последовательно в одном потоке. Однопоточный Веб-сервер из листинга 6.1 обрабатывает свои задачи - HTTP-запросы поступающие на 80 порт - последовательно. Детали обработки запроса не так важны; нас интересуют характеристики параллелизма при использовании различных политик планирования.

class SingleThreadWebServer {

![](data:image/jpeg;base64,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)public static void main(String[] args) throws IOException { ServerSocket socket = new ServerSocket(80);

while (true) {

Socket connection = socket.accept();

handleRequest(connection);

}

}

}

**Листинг 6.1**.Веб-сервер с последовательной обработкой входящих запросов

Класс SingleThreadedWebServer прост и теоретически корректен, но плохо работает в продуктиве, поскольку может обрабатывать за раз только один запрос. Основной поток чередует операции принятия соединений и обработки связанных запросов. В то время как сервер обрабатывает запрос, новые соединения вынуждены ожидать, пока он не завершит обработку текущего запроса и вновь не вызовет метод accept. Такой подход мог бы иметь право на существование, если бы обработка запроса была настолько быстрой и эффективной, что метод handleRequest возвращал бы управление немедленно, но это не соответствует ни единому описанию веб-сервера в реальном мире[[71]](#footnote-71).

Обработка веб-запроса включает в себя сочетание вычислений и операций ввода/вывода. Сервер должен выполнить операции ввода/вывода с сокетом (*socket*) для чтения запроса и записи ответа, сокет может быть заблокирован из-за перегрузки сети или проблем с подключением. Он также может выполнять файловый ввод/вывод или выполнять запросы к базе данных, которые также могут блокироваться. В однопоточном сервере блокировка не только задерживает выполнение текущего запроса, но и препятствует обработке отложенных запросов. Если один запрос блокируется в течение необычно длительного промежутка времени, пользователи могут подумать, что сервер недоступен, поскольку он не отвечает. В то же время ресурсы используются крайне неэффективно, так как ЦП простаивает, в то время как единственный поток ждет завершения операций ввода/вывода для завершения обработки запроса.

В серверных приложениях последовательная обработка редко обеспечивает хорошую пропускную способность или высокую скорость отклика. Есть исключения - например, когда задач мало и они “долгоиграющие”, или когда сервер обслуживает одного клиента, который делает только один запрос за раз - но большинство серверных приложений не используют такой подход в своей работе[[72]](#footnote-72).

### 6.1.2 Явное создание потоков для задач

Более эффективный подход заключается в создании нового потока для обслуживания каждого входящего запроса, как показано в классе ThreadPerTaskWebServer, в листинге 6.2.

class ThreadPerTaskWebServer {
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while (true) {

**final** Socket connection = socket.accept();

Runnable task = new Runnable() {

public void run() {

**handleRequest(connection);**

}

};

**new Thread(task).start();**

}

}

}

**Листинг 6.2** Веб сервер, запускающий новый поток для обработки каждого входящего запроса

Класс ThreadPerTaskWebServer схож по своей структуре с однопоточной версией - основной поток по-прежнему чередует прием входящих соединений и отправку запросов. Разница заключается в том, что для каждого входящего соединения главный цикл создает новый поток для обработки запроса, а не обрабатывает его в основном потоке. Это позволяет сделать три основных вывода:

* Обработка запросов выводится за рамки основного потока, позволяя главному циклу быстрее возвращаться к ожиданию последующих входящих соединений. Это позволяет принимать новые подключения до завершения обработки предыдущих запросов, что приводит к улучшению отзывчивости.
* Задачи могут обрабатываться параллельно, что позволяет обслуживать несколько запросов одновременно. Это может привести к повышению пропускной способности, если имеется несколько процессоров или в случае, если задачи по любым причинам зависят от блокировок, например завершение операции ввода/вывода, захват блокировки или ожидание доступности ресурсов.
* Код обработки задач должен быть потокобезопасным, так как он может вызываться одновременно для нескольких задач.

В свете умеренной нагрузки, подход “один поток на одну задачу” имеет преимущества по сравнению с последовательным выполнением. До тех пор, пока скорость поступления запросов не превысит возможности сервера по обработке запросов, этот подход обеспечивает лучшую отзывчивость и пропускную способность.

### 6.1.3 Недостатки неограниченного создания потоков

Однако, использование в продуктиве подхода “один поток на одну задачу” имеет некоторые практические недостатки, особенно при создании огромного числа потоков:

**Накладные расходы на поддержание жизненного цикла.** Создание потока и его завершение не даются даром. Фактические накладные расходы варьируются в зависимости от платформы, но создание потока занимает время, добавляю задержку ко времени обработки запроса, и требует некоторой обработки активностями JVM и ОС. Если запросы выполняются часто и являются легковесными, как в большинстве серверных приложений, создание нового потока для каждого запроса может привести к потреблению значительных вычислительных ресурсов сервера.

**Потребление ресурсов.** Активные потоки потребляют системные ресурсы, особенно память. Если количество запускаемых потоков превышает количество доступных процессоров, потоки бездействуют. Множество свободных потоков может связать много оперативной памяти, приводя к повышению нагрузки на механизм сборщика мусора, а также, располагая множеством потоков, конкурирующих за процессоры, можно нарваться на другие эксплуатационные расходы. Если количество потоков достаточно для загрузки всех процессоров, создание большего количества потоков не только не поможет, а напротив, может даже ухудшить ситуацию.

**Масштабируемость.** Существует ограничение на количество создаваемых потоков. Ограничение зависит от платформы и зависит от таких факторов, как параметры вызова JVM, запрошенный размер стека в конструкторе потоков и ограничения на потоки, накладываемые базовой операционной системой[[73]](#footnote-73). При достижении этого предела, наиболее вероятным результатом является возбуждение исключения OutOfMemoryError. Попытка восстановления после такой ошибки очень рискованна; гораздо проще структурировать программу так, чтобы избежать выхода за доступные пределы.

До определенного момента увеличение количества потоков может повышать пропускную способность, но при превышении некоторого уровня, создание большего числа потоков приведёт к замедлению работы приложения, а создание слишком большого числа потоков может привести к краху всего приложения. Чтобы избежать опасности, необходимо установить некоторые ограничения на количество потоков, создаваемых приложением, и тщательно протестировать приложение, чтобы гарантировать, что даже при достижении лимита ресурсы не закончатся.

Проблема подхода “один поток на одну задачу” заключается в том, что ничто не ограничивает количество созданных потоков, кроме скорости, с которой удаленные пользователи могут отправлять HTTP-запросы. Подобно прочим угрозам параллелизму, создание неограниченного количества потоков может работать очень хорошо во время прототипирования и в процессе разработки, но проблемы, как правило, возникают только при развертывании приложения в продуктиве и под большой нагрузкой. Таким образом, как злонамеренные пользователи, так и вполне рядовые, могут обрушить веб-сервер, если траффик когда-либо достигнет определенного порогового значения. Для серверного приложения, которое должно обеспечивать высокую доступность и плавное снижение нагрузки, это очень серьезная проблема.

## [6.2](#page11) [Фрэймворк Executor](#page11)

Задачи - это логические единицы работы, а потоки - это механизм, с помощью которого задачи могут выполняться асинхронно. Мы рассмотрели две политики для выполнения задач с помощью потоков - выполнение задач последовательно в одном потоке и выполнение каждой задачи в своем собственном потоке. У обоих подходов есть серьезные ограничения: последовательный подход страдает от плохой отзывчивости и пропускной способности, а подход “один поток на одну задачу” страдает от плохого управления ресурсами.

В главе 5 мы увидели, как использовать *ограниченные очереди*, для предотвращения переполнения памяти приложения. *Пулы потоков* предлагают те же преимущества, только для управления потоками, а пакет java.util.concurrent обеспечивает гибкую реализацию пула потоков в рамках фреймворка Executor. Основной абстракцией для выполнения задач в библиотеках классов Java является *не* поток, а интерфейс Executor, показанный в листинге 6.3.

public interface Executor {

void execute(Runnable command);

}

**Листинг 6.3** Интерфейс Executor

Может быть, Executor и является простым интерфейсом, но он формирует основу гибкого и мощного фреймворка для асинхронного выполнения задач, поддерживающего широкий спектр политик выполнения задач. Он предоставляет стандартное средство, отделяющее *отправку задачи* от *выполнения задачи*, описывая задачи с помощью интерфейса Runnable. Реализации интерфейса Executorтакже обеспечивают поддержку жизненного цикла и хуки для добавления сбора статистики, управления приложениями и мониторинга.

Реализация интерфейса Executor основана на шаблоне производитель-потребитель, где активности, которые предоставляют задачи, являются производителями (производят единицы работы, которые должны быть выполнены), а выполняющие задачи потоки, являются потребителями (потребители этих единиц работы). *Использование интерфейса Executor обычно является самым простым способом реализации архитектуры производитель-потребитель в вашем приложении.*

### 6.2.1 Пример: веб-сервер использующий фреймворк Executor

Создать веб-сервер с помощью фреймворка Executor очень просто. Класс TaskExecutionWebServer из листинга 6.4 заменяет жестко закодированное создание потока использованием экземпляра интерфейса Executor. В этом случае мы используем одну из стандартных реализаций интерфейса Executor - пул фиксированного размера на 100 потоков.

class TaskExecutionWebServer {

private static final int NTHREADS = 100;

**private static final Executor exec**

**= Executors.newFixedThreadPool(NTHREADS);**

public static void main(String[] args) throws IOException { ServerSocket socket = new ServerSocket(80);

while (true) {

final Socket connection = socket.accept(); Runnable task = new Runnable() {

public void run() {

handleRequest(connection);

}

};

**exec.execute(task);**

}

}

}

**Листинг 6.4** Веб-сервер использующий пул потоков

В классе TaskExecutionWebServer отправка задачи обрабатывающей запрос отделена от её выполнения с помощью экземпляра Executor, и ее поведение можно изменить, просто подставив другую реализацию интерфейса Executor. Изменение реализаций или конфигурации экземпляра Executor гораздо менее агрессивный способ, чем изменение способа отправки задач; конфигурирование экземпляра Executor, как правило, является одноразовым действием и может быть легко введено в конфигурацию во время развертывания, в то время как код отправки задачи, как правило, разбросан по всей программе и, следовательно, изменить его значительно сложнее.

Мы можем легко изменить поведение класса TaskExecutionWebServer так, чтобы он начал вести себя также, как класс ThreadPerTaskWebServer, просто заменив реализацию интерфейса Executor вариантом, создающим новый поток для каждого запроса. Написать такую реализацию интерфейса Executor тривиальная задача, как показано в классе ThreadPerTaskExecutor в листинге 6.5.

public class ThreadPerTaskExecutor implements Executor { public void execute(Runnable r) {

**new Thread(r).start();**

};

}

**Листинг 6.5** Реализация интерфейса Executor, запускающая для каждой задачи новый поток

Точно так же легко написать реализацию интерфейса Executor, которая заставляла бы класс TaskExecutionWebServer вести себя как же, как однопоточная версия, синхронно выполняющая каждую задачу перед возвратом из метода execute, как показано в классе WithinThreadExecutor, в листинге 6.6.

public class WithinThreadExecutor implements Executor { public void execute(Runnable r) {

r.run();

};

}

**Листинг 6.6** Реализация интерфейса Executor, синхронно выполняющая задачи в вызывающем потоке

### 6.2.2 Политики выполнения

Значение отделения отправки задачи от её выполнения заключается в том, что оно позволяет легко определять и впоследствии без особых трудностей изменять политику выполнения для данного класса задач. Политика выполнения определяет “что, где, когда и как" выполняет задачи, в том числе:

* В каком потоке будет выполняться задача?
* В каком порядке должны выполняться задачи (FIFO, LIFO, в порядке приоритета)?
* Сколько задач может выполняться параллельно?
* Сколько задач может быть поставлено в очередь ожидания выполнения?
* Если задача должна быть отклонена из-за перегрузки системы, какая задача должна быть выбрана на роль жертвы и каким образом должно быть уведомлено приложение?
* Какие действия следует предпринять до или после выполнения задачи?

Политики выполнения представляют собой инструмент управления ресурсами, и оптимальная политика зависит от доступных вычислительных ресурсов и требований к качеству обслуживания. Ограничивая число параллельно выполняющихся задач, можно гарантировать, что приложение не потерпит крах в связи с исчерпанием доступных ресурсов или не столкнётся с проблемами с производительностью из-за конкуренции за доступ к дефицитным ресурсам[[74]](#footnote-74). Разделение спецификации политики выполнения и механизма отправки задач позволяет выбрать политику выполнения во время развертывания, соответствующую доступному оборудованию.

Всякий раз, когда вы видите код типа:

new Thread(runnable).start()

и вы думаете, что в какой-то момент вам может понадобиться более гибкая политика выполнения, серьезно подумайте о ее замене с использованием интерфейса Executor.

### 6.2.3 Пулы потоков

Пул потоков, как следует из названия, управляет однородным пулом рабочих потоков. Пул потоков тесно связан с *рабочей очередью*, содержащей задачи, ожидающие выполнения. Рабочие потоки живут достаточно просто: запрашивают следующую задачу из рабочей очереди, выполняют ее и возвращаются к ожиданию других задач.

Выполнение задач в пуле потоков предлагает ряд преимуществ по сравнению с подходом "один поток на одну задачу". Повторное использование существующего потока вместо создания нового, амортизирует создание потока и снижает затраты, в случае обработки множества запросов. В качестве дополнительного бонуса, поскольку рабочий поток часто уже существует на момент получения запроса, затраты времени, связанные с созданием потока, не задерживают выполнение задачи, тем самым повышая отзывчивость приложения. Правильно настроив размер пула потоков, можно получить достаточно потоков, чтобы процессоры были загружены, но при этом не так много, чтобы приложение исчерпывало доступную память или терпело крах из-за конкуренции за ресурсы между потоками.

Библиотека классов предоставляет гибкую реализацию пула потоков, наряду с некоторыми полезными предопределенными конфигурациями. Пул потоков можно создать, вызвав один из статических фабричных методов класса Executors:

**newFixedThreadPool.** Пул потоков фиксированного размера, создает потоки по мере отправки задач, вплоть до максимального размера пула, а затем старается сохранять размер пула неизменным (добавляя новые потоки, если поток умирает из-за возникновения неожиданного исключения Exception).

**newCachedThreadPool.** Кэшированный пул потоков обладает большой гибкостью в утилизации простаивающих потоков, когда текущий размер пула превышает потребность в обработчиках, и в добавления новых потоков, при увеличении потребности, но не накладывает ограничений на размер пула.

**newSingleThreadExecutor.** Однопоточная реализация интерфейса Executor создает единственный рабочий поток для обработки задач, заменяя его, если он неожиданно умирает. Гарантируется, что задачи будут обрабатываться последовательно в соответствии с порядком, определяемым очередью задач (FIFO, LIFO, в порядке приоритета).[[75]](#footnote-75)

**newScheduledThreadPool.** Пул потоков фиксированного размера, поддерживающий отложенное и периодичное выполнение задач, подобно классу Timer (см. раздел [6.2.5](#_6.2.5_Отложенные_и)).

Фабричные методы newFixedThreadPool и newCachedThreadPool возвращают экземпляры класса общего назначения - ThreadPoolExecutor, которые могут непосредственно использоваться для создания более специализированных экземпляров интерфейса Executor. Подробнее параметры конфигурации пула потоков обсудим в главе 8.

Веб-сервер в классе TaskExecutionWebServer использует экземпляр интерфейса Executor с ограниченным пулом рабочих потоков. Вызов метода execute отправляет задачу в рабочую очередь, а рабочие потоки непрерывно забирают задачи из рабочей очереди и выполняют их.

Переход от политики "один поток на одну задачу" к политике на основе пула потоков, оказывает большое влияние на стабильность приложения: веб-сервер больше не будет отказывать под большой нагрузкой[[76]](#footnote-76). Как следствие, это приводит к плавному снижению производительности, поскольку не создаются тысячи потоков, конкурирующих за ограниченные ресурсы ЦП и памяти. А использование фреймворка Executor открывает двери для всех видов дополнительных возможностей по настройке, управлению, мониторингу, ведению журнала, отчетах об ошибках и других, которые было бы гораздо сложнее добавить без фреймворка выполнения задач.

### 6.2.4 Жизненный цикл экземпляра Executor

Ранее мы уже рассматривали, как создать экземпляр интерфейса Executor, но не как завершить его. Реализация Executor, вероятнее всего, создаст потоки для обработки задач. Но JVM не сможет завершить свою работу до тех пор, пока все потоки (не демоны) не завершаться, поэтому неудача с закрытием экземпляра Executor может помешать завершению работы JVM.

Поскольку экземпляр Executor обрабатывает задачи асинхронно, то есть в любой момент времени, состояние ранее переданных на обработку задач не сразу становится очевидным. Некоторые из них могут быть завершены, некоторые могут быть запущены в текущий момент, а другие могут быть поставлены в очередь ожидания выполнения. Существует целый спектр вариантов завершения работы приложения - от мягкого выключения (завершается то, что было ранее начато, но новая работа не принимается) до внезапного выключения (выключается питание в комнате с компьютером), а также различные варианты между ними. Поскольку экземпляры Executor предоставляют приложениям службы, они также должны иметь возможность завершать свою работу, как плавно, так и внезапно, и передавать приложения сведения о состоянии задач, на которые повлияло завершение работы.

Рассматривая вопросы жизненного цикла службы выполнения отметим, что интерфейс ExecutorService расширяет интерфейс Executor, добавляя ряд методов для управления жизненным циклом (а также некоторые удобные методы для отправки задач). Методы интерфейса ExecutorService, используемые для управления жизненным циклом, показаны в листинге 6.7.

public interface ExecutorService extends Executor { void shutdown();

List<Runnable> shutdownNow();

boolean isShutdown();

boolean isTerminated();

boolean awaitTermination(long timeout, TimeUnit unit)

throws InterruptedException;

*//* ... *additional convenience methods for task submission*

}

**Листинг 6.7** Методы управления жизненным циклом интерфейса ExecutorService

Жизненный цикл, подразумеваемый интерфейсом ExecutorService, включает в себя три состояния: *запущено (running)*, *завершение работы* (*shutting* *down)* и *завершено* (*terminated*). Экземпляры интерфейса ExecutorService изначально создаются в состоянии *запущено*. Метод shutdown инициирует мягкое завершение работы: новые задачи не принимаются к обработке, но ранее переданные завершаются, включая те, которые, что еще не принимались на выполнение. Метод shutdownNow производит внезапное завершение работы: он пытается отменить выполняющиеся задачи и не запускает какие-либо задачи, которые находятся в очереди, но не запущены.

Задачи, передаваемые экземпляру ExecutorService после того, как его работа была завершена, обрабатываются *обработчиком отклонённых задач* (*rejected execution handler*, см. раздел [8.3.3](#_8.3.3_Политики_насыщения)), который может тихо избавляться от задач или может бросать непроверяемое исключение RejectedExecutionException. Как только все задачи будут выполнены, экземпляр ExecutorService перейдёт в состояние *завершено*. Можно дождаться, пока служба ExecutorService достигнет завершенного состояния с помощью метода awaitTermination, или опрашивать, завершилась ли она с помощью метода isTerminated. Как правило, следом за вызовом метода shutdown следует вызов метода awaitTermination, тем самым создавая эффект синхронного завершения работы экземпляра ExecutorService (Завершение работы экземпляра Executor и отмена задач подробно рассматриваются в главе 7).

Класс LifecycleWebServer из листинга 6.8, расширяет функциональность нашего веб-сервера, добавляя поддержку управления жизненным циклом. Сервер может быть погашен двумя способами: программным путем, с помощью вызова метода stop, и с помощью запроса со стороны клиента, путём отправки веб-серверу специально отформатированного HTTP-запроса.

class LifecycleWebServer {

private final ExecutorService exec = ...;

public void start() throws IOException { ServerSocket socket = new ServerSocket(80); while (!exec.isShutdown()) {

try {

final Socket conn = socket.accept(); exec.execute(new Runnable() {

public void run() { handleRequest(conn); }

});

} catch (RejectedExecutionException e) { if (!exec.isShutdown())

log("task submission rejected", e);

}

}

}

public void stop() { exec.shutdown(); }

void handleRequest(Socket connection) { Request req = readRequest(connection); if (isShutdownRequest(req))

stop();

else

dispatchRequest(req);

}

}

**Листинг 6.8** Веб-сервер с поддержкой завершения работы

### 6.2.5 Отложенные и периодические задачи

Класс Timer предоставляет возможность управления выполнением отсроченных (“выполнить эту задачу через 100мс”) и периодических (“выполнять задачу каждые 10 мс”) задач. Однако Timer Timer имеет некоторые недостатки, и класс ScheduledThreadPoolExecutor следует рассматривать как его замену[[77]](#footnote-77). Вы можете создать экземпляр класса ScheduledThreadPoolExecutor с помощью его конструктора или с помощью фабричного метода newScheduledThreadPool.

Класс Timer создает только один поток, выполняющий задания таймера. Если задание таймера выполняется слишком долго, может пострадать точность синхронизации других экземпляров TimerTask. Если экземпляр TimerTask запланирован для повторного выполнения каждые 10 мс, а другой экземпляр TimerTask на повтор каждые 40 мс, повторяющаяся задача либо (в зависимости от того, была ли она запланирована с фиксированной скоростью или с фиксированной задержкой) вызывается четыре раза подряд после завершения длительной задачи, либо “пропускает” четыре вызова полностью. Запланированные пулы потоков устраняют это ограничение, позволяя предоставлять несколько потоков для выполнения отложенных и периодических задач.

Другая проблема с классом Timer заключается в том, что он ведет себя плохо, если экземпляр TimerTask бросает непроверяемое исключение. Поток таймера не перехватывает исключение, поэтому непроверяемое исключение, брошенное экземпляром TimerTask, завершает поток таймера. Класс Timer также не воскрешает поток в этой ситуации; вместо этого он ошибочно предполагает, что весь экземпляр Timer был отменен. В этом случае задачи таймера, которые уже были запланированы, но еще не выполнены, никогда не выполняются, и новые задачи не смогут быть запланированы (эта проблема, называемая "утечкой потоков", описана в разделе 7.3 вместе с методами ее предотвращения).

Класс OutOfTime из листинга 6.9 иллюстрирует, каким образом класс Timer может запутаться, и как путаница любит компанию, как класс Timer разделяет своё замешательство со следующим незадачливым вызывающим объектом, который пытается отправить экземпляр TimerTask. Можно ожидать, что программа будет работать в течение шести секунд и завершит работу, но на самом деле происходит так, что она завершается через одну секунду с возбуждением исключения IllegalStateException, текст которого звучит, как “Таймер уже отменен”. Класс ScheduledThreadPoolExecutor должным образом имеет дело с некорректными задачами; существует мало причин для использования класса Timer в Java 5.0 и выше.

public class OutOfTime {

public static void main(String[] args) throws Exception { Timer timer = new Timer();
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timer.schedule(new ThrowTask(), 1);

SECONDS.sleep(1);

timer.schedule(new ThrowTask(), 1);

SECONDS.sleep(5);

}

static class ThrowTask extends TimerTask {

public void run() { throw new RuntimeException(); }

}

}

**Листинг 6.9** Класс, иллюстрирующий запутанное поведение класса Timer

Если вам необходимо создать свою собственную службу планировщик, вы все равно можете воспользоваться библиотекой, используя класс DelayQueue - реализацию BlockingQueue, обеспечивающую функциональность планировщика с помощью класса ScheduledThreadPoolExecutor. Класс DelayQueue управляет коллекцией объектов Delayed. Класс Delayed содержит время задержки: класс DelayQueue позволяет получить элемент, только если его задержка истекла. Объекты возвращаются из экземпляра DelayQueue в порядке, определённом временем их задержки.

## [6.3](#page11) Поиск уязвимостей параллелизма

Фрэймворк Executor упрощает определение политики выполнения, но для того, чтобы его использовать, вы должны быть в состоянии описать свою задачу как экземпляр интерфейса Runnable. В большинстве серверных приложений существует очевидная граница задачи: один запрос от клиента. Но иногда хорошие границы задач не так очевидны, как во многих десктопных приложениях. В серверных приложениях также может использоваться параллелизм в рамках одного запроса клиента, как это иногда бывает в серверах баз данных (для дальнейшего обсуждения конкурирующих тенденций проектирования при выборе границ задач см. [CPJ 4.4.1.1]).

В этом разделе мы разрабатываем несколько версий компонента, допускающих различную степень параллелизма. Наш пример компонента - это часть отрисовки страницы в приложении браузера, которая берет страницу HTML и отображает ее в буфер изображений. Для простоты мы предполагаем, что HTML состоит только из размеченного текста с элементами изображения с заранее заданными размерами и URL.

### 6.3.1 Пример: последовательный генератор страниц

Простейший подход заключается в последовательной обработке HTML-документа. При обнаружении текстовой разметки отрисуйте ее в буфер изображений; при обнаружении ссылок на изображения извлеките изображения по сети и отрисуйте их в буфер изображений. Этот подход легко реализовать и он требует касания каждого элемента ввода только один раз (буферизации документа даже не требуется), но, вероятнее всего он будет раздражать пользователя, которому возможно придется долго ждать, прежде чем весь текст будет отображён.

Менее раздражающий, но все же последовательный подход включает в себя сначала отрисовку текстовых элементов, оставляя прямоугольные заполнители для изображений, а после завершения начального прохода по документу, возврат, загрузку изображений и их отрисовку в соответствующие заполнители. Пример такого подхода представлен в классе SingleThreadRenderer, в листинге 6.10.
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void renderPage(CharSequence source) { renderText(source);

List<ImageData> imageData = new ArrayList<ImageData>(); for (ImageInfo imageInfo : scanForImageInfo(source))

imageData.add(imageInfo.downloadImage()); for (ImageData data : imageData)

renderImage(data);

}

}

**Листинг 6.10** Последовательная отрисовка элементов страницы

В основном, процесс загрузки изображения включает в себя ожидание завершения операций ввода/вывода, и в течение этого времени процессор выполняет достаточно мало работы. Таким образом, последовательный подход может привести к недоиспользованию процессора, а также заставляет пользователя ожидать дольше, чем необходимо, для того, чтобы увидеть готовую страницу. Мы можем добиться более эффективного использования и отзывчивости, разбив проблему на независимые задачи, которые могут выполняться одновременно.

### 6.3.2 Задачи возвращающие результат: Callable и Future

Фрэймворк Executor использует интерфейс Runnable в качестве базового представления задачи. Интерфейс Runnable представляет собой довольно ограниченную абстракцию; метод run не может возвращать значения или бросать проверяемые исключения, однако он может оказывать сторонние воздействия, такие как запись в файл журнала или размещение результата в общей структуре данных.

Многие задачи, по своей сути, являются отложенными вычислениями - выполнение запроса к базе данных, получение ресурса по сети или вычисление сложной функции. Для этих типов задач интерфейс Callable является лучшей абстракцией: он ожидает, что основная точка входа, метод call, вернет значение и ожидает, что он может бросить исключение[[78]](#footnote-78). Класс Executors включает в себя несколько методов-утилит, предназначенных для упаковки других типов задач, в том числе экземпляров Runnable и java.security.PrivilegedAction, в экземпляры интерфейса Callable.

Интерфейсы Runnable и Callable описывают абстрактные вычислительные задачи. Задачи обычно конечны: у них есть четкая отправная точка, и они в конечном итоге завершаются. Жизненный цикл задачи, выполняемой экземпляром Executor, состоит из четырех фаз: *создано* (*created*), *отправлено* (*submitted*), *запущено* (*started*) и *завершено* (*completed*). Поскольку выполнение задач может занимать много времени, мы также хотим иметь возможность отменять задачу. В фреймворке Executor задачи, которые были отправлены, но еще не запущены, всегда могут быть отменены, а выполняющиеся задачи иногда могут быть отменены, если они реагируют на прерывание. Отмена ранее завершенной задачи не оказывает никакого эффекта (отмена более подробно рассматривается в главе 7).

Интерфейс Future отражает жизненный цикл задачи и предоставляет методы для проверки того, была ли задача завершена или отменена, получения результата выполнения и отмены задачи. Интерфейсы Callable и Future представлены в листинге 6.11. В спецификации интерфейса Future неявно подразумевается, что жизненный цикл задачи может продвигаться только вперед, а не назад - как и жизненный цикл интерфейса ExecutorService. Как только задача выполнена, она остается в этом состоянии навсегда.

public interface Callable<V> {

V call() throws Exception;

}

public interface Future<V> {

boolean cancel(boolean mayInterruptIfRunning);

boolean isCancelled();

boolean isDone();

V get() throws InterruptedException, ExecutionException, CancellationException;

V get(long timeout, TimeUnit unit)

throws InterruptedException, ExecutionException, CancellationException, TimeoutException;

}

**Листинг 6.11** Интерфейсы Callable и Future

Поведение метода get зависит от состояния задачи (еще не запущено, выполняется, завершено). Если задача уже выполнена метод, немедленно возвращает результат или бросает исключение Exception, иначе блокируется до завершения задачи. Если задача завершается путем возбуждения исключения, метод get оборачивает его в экземпляр ExecutionException и пробрасывает дальше; если задача была отменена, метод get бросает исключение CancellationException. Если метод get бросает исключение ExecutionException, базовое исключение может быть получено с помощью метода getCause.

Существует несколько способов создания экземпляра Future, описывающего задачу. Все методы submit интерфейса ExecutorService возвращают экземпляры Future, так что вы можете отправить экземпляры Runnable или Callable исполнителю и получить назад экземпляр Future, который может быть использован для получения результата или отмены задачи. Можно также явно создать экземпляр FutureTask для переданного экземпляра Runnable или Callable (поскольку класс FutureTask реализует интерфейс Runnable, он может быть передан экземпляру Executor для выполнения или непосредственно выполнен, путем вызова метода run).

Начиная с Java 6, реализации интерфейса ExecutorService имеют возможность переопределять метод newTaskFor класса AbstractExecutorService, и таким образом получают возможность контролировать инстанциирование (*instantiation*) экземпляров Future, соответствующих представленным экземплярам Callable или Runnable. Реализация по умолчанию просто создает новый экземпляр FutureTask, как показано в листинге 6.12.

protected <T> RunnableFuture<T> newTaskFor(Callable<T> task) { return new FutureTask<T>(task);

}

**Листинг 6.12** Реализация “по умолчанию” метода newTaskFor класса ThreadPoolExecutor

Отправка экземпляров Runnable или Callable экземпляру Executor основывается на безопасной публикации (см. раздел [3.5](#_3.5_Безопасная_публикация)) экземпляров Runnable или Callable от отправляющего потока к потоку, который, в конечном счете, выполнит задачу. Аналогично, установка значения результата экземпляру Future представляет собой безопасную публикацию результата из потока, в котором он был вычислен, в любой поток, который получает результат через вызов метода get.

### 6.3.3 Пример: отрисовка страниц с помощью Future

В качестве первого шага в повышении степени параллелизма отрисовщика страниц, давайте разделим его на две задачи, одна из которых будет отрисовывать текст, а другая будет загружать все изображения (поскольку одна задача в значительной степени ограничена ЦП, а другая задача в большей степени ограничена операциями ввода/вывода, такой подход может привести к улучшению производительности даже в системах с одним ЦП).

Интерфейсы Callable и Future могут помочь нам отразить взаимодействие между этими кооперирующимися задачами. В классе FutureRenderer в листинге 6.13, мы создаем экземпляр интерфейса Callable для загрузки всех изображений и отправляем его экземпляру ExecutorService. Он возвращает экземпляр Future, описывающий выполнение задачи; когда основная задача доходит до точки, в которой ей нужны изображения, она ожидает результата вызова Future.get. Если нам повезет, результаты к моменту запроса уже будут готовы; в противном случае, мы, по крайней мере, получили фору при загрузке изображений.

public class FutureRenderer {
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private final ExecutorService executor = ...;

void renderPage(CharSequence source) {

final List<ImageInfo> imageInfos = scanForImageInfo(source); Callable<List<ImageData>> task =

new Callable<List<ImageData>>() { public List<ImageData> call() {

List<ImageData> result

* new ArrayList<ImageData>(); for (ImageInfo imageInfo : imageInfos)

result.add(imageInfo.downloadImage()); return result;

}

};

Future<List<ImageData>> future = **executor.submit(task);** renderText(source);

try {

List<ImageData> imageData = **future.get();** for (ImageData data : imageData)

renderImage(data);

} catch (InterruptedException e) {

* + *Re-assert the thread’s interrupted status* Thread.currentThread().interrupt();
  + *We don’t need the result, so cancel the task too* future.cancel(true);

} catch (ExecutionException e) {

throw launderThrowable(e.getCause());

}

}

}

**Листинг 6.13** Ожидание загрузки изображений с использованием экземпляра Future

По своей природе метод get зависим от состояния, это значит, что вызывающий объект не должен ничего знать о состоянии задачи, а безопасная публикация, свойственная отправке задачи и извлечению результата, делает этот подход потокобезопасным. Код обработки исключений, окружающий метод Future.get, может столкнуться с двумя возможными проблемами: задача в процессе выполнения породила исключение Exception, или поток вызванный методом get был прерван, прежде чем стали доступны результаты (см. разделы [5.5.2](#_5.5.2_Класс_FutureTask) и [5.4](#_5.4_Методы_блокирования)).

Класс FutureRenderer позволяет тексту отрисовываться одновременно с загрузкой данных изображения. Когда все изображения загружены, они отображаются на странице. Это улучшение заключается в том, что пользователь быстрее видит результат и в том, что используется некоторый параллелизм, но мы можем всё сделать значительно лучше. Нет никакой необходимости в том, чтобы заставлять пользователей ожидать загрузки *всех* изображений; они, вероятнее всего, предпочтут видеть отдельные изображения, отрисовывающиеся по мере доступности.

### 6.3.4 Ограничения распараллеливания разнородных задач

В предыдущем примере, мы попытались параллельно выполнить два разных типа задач - загрузку изображений и отрисовку страницы. Но получить значительные улучшения производительности, пытаясь распараллелить последовательные гетерогенные задачи, может быть сложно.

Два человека могут разделить работу по уборке посуды достаточно эффективно: один человек моет её, а другой сушит. Тем не менее, назначение различных типов задач каждому работнику масштабируется не очень хорошо; если появятся еще несколько человек, не очевидно, как они смогут помочь, не вставая на пути или без проведения значительной реструктуризации разделения труда. Если не найти меньших параллелизуемых частей среди подобных задач, такой подход приведёт к снижению отдачи.

Еще одна проблемой связанная с разделением разнородных задач между несколькими работниками заключается в том, что задачи могут иметь несопоставимые размеры. Если вы разделите задачи *A* и *B* между двумя работниками, но *A* выполняется в десять раз больше времени, чем *B*, вы ускорите общий процесс только на 9%. Наконец, разделение задачи между несколькими работниками всегда сопряжено с определенными накладными расходами на координацию; для того чтобы разделение было оправданным, эти накладные расходы должны быть более чем компенсированы повышением производительности за счет параллелизма.

Класс FutureRenderer использует две задачи: одну для отрисовки текста, а другую для загрузки изображений. Если отрисовка текста происходит гораздо быстрее, чем загрузка изображений, как это часто бывает на практике, результирующая производительность будет не сильно отличаться от последовательной версии, но код станет намного сложнее. Лучшее, что мы можем сделать с двумя потоками, это получить ускорение в два раза. Таким образом, попытка увеличить параллелизм за счет распараллеливания разнородных действий может быть очень трудоемкой, и существуют пределы того, сколько дополнительного параллелизма можно получить за счёт распараллеливания. (См. разделы [11.4.2](#_11.4.2_Уменьшение_детализации) и [11.4.3](#page258), в них приводится другой пример того же явления.)

Реальная отдача от разделения рабочей нагрузки программы на задачи возникает тогда, когда существует большое количество независимых однородных задач, которые могут обрабатываться параллельно.

### 6.3.5 CompletionService: Executor пересекается с BlockingQueue

Если у вас есть пакет вычислений для отправки экземпляру Executor и вы хотите получать результаты по мере их доступности, вы можете сохранить экземпляры интерфейса Future, связанные с каждой задачей, и периодически опрашивать их на предмет завершения выполнения, с помощью вызова метода get с нулевым таймаутом. Так делать можно, но это утомительно. К счастью, есть лучший способ: *служба завершения* (*completion service*).

Интерфейс CompletionService объединяет в себе функционал интерфейсов Executor и BlockingQueue. Вы можете отправлять ему задачи для выполнения в виде экземпляров Callable и использовать методы подобные тем, что имеются у очередей - методы take и poll - для получения завершенных результатов, упакованных в экземпляры интерфейса Future, по мере их доступности. Класс ExecutorCompletionService реализует интерфейс CompletionService, делегируя вычисления интерфейсу Executor.

Реализация класса ExecutorCompletionService довольно проста. Конструктор создает экземпляр BlockingQueue для хранения завершенных результатов. Класс FutureTask имеет метод done, который вызывается после завершения вычислений. Когда задача отправляется, она оборачивается классом QueueingFuture, являющимся подклассом FutureTask, переопределяющим метод done с целью помещать результат выполнения в экземпляр BlockingQueue, как показано в листинге 6.14. Методы take и poll делегируются экземпляру BlockingQueue, блокируясь, если результаты еще недоступны.

private class QueueingFuture<V> extends FutureTask<V> { QueueingFuture(Callable<V> c) { super(c); } QueueingFuture(Runnable t, V r) { super(t, r); }

protected void done() {

completionQueue.add(this);

}

}

**Листинг 6.14** Класс QueueingFuture используемый классом ExecutorCompletionService.

### 6.3.6 Пример: рендер страниц с использованием CompletionService

Мы можем использовать интерфейс CompletionService для повышения производительности рендера страниц двумя способами: сократив общее времени выполнения и улучшив отзывчивость. Мы можем создавать отдельные задачи для загрузки *каждого* изображения и выполнять их в пуле потоков, превращая последовательную загрузку в параллельную: такой подход сократит общее время загрузки всех изображений. Извлекая результаты из экземпляра CompletionService и отрисовывая каждое изображение, как только оно станет доступно, мы можем предоставить пользователю более динамичный и отзывчивый пользовательский интерфейс. Пример реализации показан в классе Renderer, в листинге 6.15.

public class Renderer {

private final ExecutorService executor;

Renderer(ExecutorService executor) { this.executor = executor; }

void renderPage(CharSequence source) { List<ImageInfo> info = scanForImageInfo(source); CompletionService<ImageData> completionService =

new ExecutorCompletionService<ImageData>(executor); for (final ImageInfo imageInfo : info)

**completionService.submit**(new Callable<ImageData>() {public ImageData call() {

return imageInfo.downloadImage();

}

});

renderText(source);

try {

for (int t = 0, n = info.size(); t < n; t++) { Future<ImageData> f = **completionService.take()**; ImageData imageData = f.get(); renderImage(imageData);

}

} catch (InterruptedException e) { Thread.currentThread().interrupt();

} catch (ExecutionException e) {

throw launderThrowable(e.getCause());

}

}

}

**Листинг 6.15** Использование интерфейса CompletionService для рендеринга элементов страницы по мере того, как они становятся доступны.

Несколько экземпляров ExecutorCompletionServices могут совместно использовать один и тот же экземпляр Executor, так что будет вполне разумно создавать экземпляры ExecutorCompletionServices, закрытыми для конкретных вычислений, пока экземпляр Executor используется совместно. Когда интерфейс CompletionService используется подобным образом, он выступает в качестве обработчика для пакета вычислений, во многом повторяя поведение, интерфейса Future, выступающего в качестве обработчика для отдельного вычисления. Запомнив, сколько задач было отправлено экземпляру CompletionService, и подсчитывав, сколько завершенных результатов было получено, можно узнать, когда были получены все результаты для данного пакета, даже если экземпляр Executor используется совместно.

### 6.3.7 Ограничение времени выполнения задач

Иногда, если активность не завершает свою работу в течение определенного периода времени, результат становиться больше не нужен, и работа активности может быть прервана. Например, веб-приложение может получать объявления с внешнего сервера объявлений, но если объявление недоступно в течение двух секунд, оно отображает объявление по умолчанию, чтобы отсутствие объявлений не нарушало требований к отзывчивости сайта. Аналогично, сайт портала может параллельно получать данные из нескольких источников, но может быть готов ожидать, пока данные станут доступны, только определенное время, прежде чем отобразить страницу без них.

Основной проблемой, при выполнении задач в рамках выделенного бюджета времени, является возможность убедиться, что для получения ответа или выяснения его отсутствия, вам не придётся ожидать дольше, чем позволяет бюджет времени. Версия Future.get с параметром “время ожидания” поддерживает это требование: она возвращает результат, как только он готов, в случае если результат не был подготовлен в течение заданного периода ожидания - бросает исключение TimeoutException.

Вторичной проблемой при использовании ограниченных временем задач является их остановка по истечении выделенного периода времени, чтобы они не тратили вычислительные ресурсы впустую, продолжая вычислять результат, который не будет использован. Этого можно добиться сделав так, чтобы задача строго управляла собственным бюджетом времени и прерывала своё выполнение, когда у нее заканчивается время, или, отменяя задачу по истечении времени ожидания. Опять же, интерфейс Future может помочь и в этом случае; если ограниченная по времени (*timed*) версия get завершается возбуждением исключения TimeoutException, вы можете отменить задачу с использованием экземпляра Future. Если задача написана как “отменяемая” (см. главу [7](#_Глава_7_Отмена)), ее можно завершить досрочно, чтобы не использовать излишние ресурсы. Такой подход используется в Листингах 6.13 и 6.16.

В листинге 6.16 показано типичное применение “временного” метода Future.get. Метод renderPageWithAd генерирует составную веб-страницу, содержащую запрошенное содержимое и рекламу, получаемую с сервера объявлений. Он отправляет задачу, извлекающую рекламу, исполнителю, обрабатывает остальную часть содержимого страницы, а затем ожидает получения рекламы, пока не закончится выделенный ему бюджет времени[[79]](#footnote-79). Если время ожидания вызова метода get истекло, задача извлечения рекламы отменяется[[80]](#footnote-80) и вместо нее используется объявление по умолчанию.

Page renderPageWithAd() throws InterruptedException { long endNanos = System.nanoTime() + TIME\_BUDGET; Future<Ad> f = exec.submit(new FetchAdTask());

* *Render the page while waiting for the ad* Page page = renderPageBody();

Ad ad; try {

* + *Only wait for the remaining time budget*

long timeLeft = endNanos - System.nanoTime(); ad = f.get(timeLeft, NANOSECONDS);

} catch (ExecutionException e) { ad = DEFAULT\_AD;

} catch (TimeoutException e) {

ad = DEFAULT\_AD;

f.cancel(true);

}

page.setAd(ad);

return page;

}

**Листинг 6.16** Получение рекламы в рамках выделенного на процедуру бюджета времени

### 6.3.8 Пример: портал бронирования путешествий

Подход к составлению бюджета времени, описанный в предыдущем разделе, можно легко обобщить на произвольное число задач. Рассмотрим портал бронирования путешествий: пользователь вводит даты поездки и требования, а портал извлекает и отображает предложения от ряда авиакомпаний, отелей или компаний по прокату автомобилей. В зависимости от компании, получение предложения может включать использование вызова веб-службы, консультации с базой данных, выполнение транзакции EDI или использование другого механизма. Вместо того чтобы время отклика страницы привязывать к скорости ответа самого медленного запроса, может быть предпочтительнее представлять только ту информацию, которая была получена в рамках выделенного бюджета времени. Провайдеров, которые не ответили вовремя на запрос, страница могла бы полностью опустить или отобразить заставку, вроде такой “ответ от Air Java не получен”.

Получение предложения от одной компании не зависит от получения предложения от другой, поэтому получение одного предложения является разумной границей задачи, которая позволяет получать предложения параллельно. Было бы достаточно легко создать *n* задач, отправить их в пул потоков, сохранить экземпляры Future и использовать “временную” версию метода get для последовательной выборки каждого результата с помощью экземпляра Future, но есть еще более простой способ – вызов метода invokeAll.

В листинге 6.17, ограниченная по времени версия метода invokeAll используется для отправки нескольких задач экземпляру ExecutorService и получения результатов. Метод invokeAll принимает коллекцию задач и возвращает коллекцию экземпляров Future. Обе коллекции имеют идентичные структуры; метод invokeAll добавляет экземпляры Future к возвращаемой коллекции в порядке, установленном итератором коллекции задач, позволяя, таким образом, вызывающему объекту связывать экземпляры Future с экземплярами Callable, который он представляет. Ограниченная по времени версия метода invokeAll возвратит управление тогда, когда будут завершены все задачи, будет прерван вызывающий поток или когда истечёт время ожидания. Все задачи, которые не были завершены по истечении тайм-аута, отменяются. При возврате из метода invokeAll, каждая задача будет либо выполнена в обычном режиме, либо отменена; клиентский код может вызвать метод get или метод isCancelled, чтобы выяснить, в каком состоянии находится задача. Listing 6.17 uses the timed version of invokeAll to submit multiple tasks to an ExecutorService and retrieve the results. The invokeAll method takes a collection of tasks and returns a collection of Futures. The two collections have identical structures; invokeAll adds the Futures to the returned collection in the order imposed by the task collection’s iterator, thus allowing the caller to associate a Future with the Callable it represents. The timed version of invokeAll will return when all the tasks have completed, the calling thread is interrupted, or the timeout expires. Any tasks that are not complete when the timeout expires are cancelled. On return from invokeAll, each task will have either completed normally or been cancelled; the client code can call get or isCancelled to find out which.

private class QuoteTask implements Callable<TravelQuote> { private final TravelCompany company;

private final TravelInfo travelInfo; ...

public TravelQuote call() throws Exception { return company.solicitQuote(travelInfo);

}

}

public List<TravelQuote> getRankedTravelQuotes(

TravelInfo travelInfo, Set<TravelCompany> companies,

Comparator<TravelQuote> ranking, long time, TimeUnit unit)

throws InterruptedException {

List<QuoteTask> tasks = new ArrayList<QuoteTask>(); for (TravelCompany company : companies)

tasks.add(new QuoteTask(company, travelInfo));

List<Future<TravelQuote>> futures = **exec.invokeAll(tasks, time, unit);**

List<TravelQuote> quotes =

new ArrayList<TravelQuote>(tasks.size()); Iterator<QuoteTask> taskIter = tasks.iterator(); for (Future<TravelQuote> f : futures) {

QuoteTask task = taskIter.next();

try {

quotes.add(f.get());

} catch (ExecutionException e) { quotes.add(task.getFailureQuote(e.getCause()));

} catch (CancellationException e) { quotes.add(task.getTimeoutQuote(e));

}

}

Collections.sort(quotes, ranking);

return quotes;

}

**Листинг 6.17** Запрос расценок на путешествия в рамках операции с ограниченным временем

## 6.4 Итоги

Структурирование приложений вокруг выполнения задач может упростить разработку и облегчить использование параллелизм. Фрэймворк Executor позволяет отделить отправку задач от политики выполнения и поддерживает множество различных политик выполнения; всякий раз, когда вы создаете потоки для выполнения задач, рассмотрите возможность использования фреймворка Executor. Чтобы извлечь максимальную пользу из разбиения приложения на задачи, необходимо определить разумные границы задачи. В некоторых приложениях очевидные границы задач работают хорошо, в то время как в других может потребоваться некоторый анализ для выявления деталей эксплуатируемого параллелизма.

# Глава 7 [Отмена](#page11) и завершение

Запускать задачи и потоки довольно легко. Большую часть времени мы позволяем им самим принимать решение о том, когда остановиться, позволяя работать до завершения. Однако, иногда мы хотим остановить выполнение задач или потоков раньше, чем они остановились бы сами по себе, возможно, в связи с тем, что пользователь отменил операцию или приложение должно быстро завершиться.

Безопасно, быстро и надежно остановить задачу или поток не всегда легко. Язык Java не предоставляет никакого механизма для безопасной принудительной остановки потока, вместо этого Java предоставляет *прерывание* (*interruption*) *-* механизм взаимодействия, позволяющий одному потоку попросить другой поток прекратить выполнять то, что он делает[[81]](#footnote-81).

Кооперативный подход необходим, потому что достаточно редко возникает необходимость в том, чтобы задача, поток или служба *немедленно* останавливались, так как это может привести к тому, что совместно используемые структуры данных могут остаться в несогласованном состоянии. Вместо этого задачи и службы можно закодировать так, чтобы по запросу они “очищали” все выполняемые в данный момент работы, а *затем* завершали их. Такой подход обеспечивает большую гибкость, поскольку сам код задачи, как правило, лучше способен оценить требуемые действия по очистке используемых ресурсов, чем код, запрашивающий отмену.

Проблемы, связанные с завершением жизненного цикла, могут усложнить проектирование и реализацию задач, служб и приложений, и этот важный элемент разработки программ слишком часто игнорируется. Работа со сбоями, завершением работы и отменой - это одна из характеристик, отличающих корректное приложение от просто работающего приложения. В этой главе рассматриваются механизмы отмены и прерывания, а также кодирование задач и служб для перехвата и обработки запросов на отмену.

## [7.1](#page11) [Отмена](#page11) задачи

Выполнение активности может быть отменено, если внешний код может подвести её к завершению до нормального завершения. Существует ряд причин, по которым может потребоваться отменить выполнение активности:

**Отмена, инициированная пользователем.** Пользователь нажал на кнопку "отмена" в приложении с GUI или запросил отмену через интерфейс управления, такой как JMX (Java Management Extensions).

**Активности, ограниченные по времени.** Приложение занимается поиском решения в пространстве проблем на протяжении конечного промежутка времени и выбирает лучшее решение, найденное за это время. По истечении таймера все задачи поиска отменяются.

**События приложения.** Приложение ищет решение в пространстве проблем путем разложения его на отдельные задачи так, что различные задачи выполняют поиск в различных регионах пространства проблем. Когда одна задача находит решение, все остальные задачи, которые еще находятся в состоянии поиска, отменяются.

**Ошибки.** Веб-сканер выполняет поиск соответствующих страниц, сохраняя страницы или сводные данные на диске. Когда задача сканера сталкивается с ошибкой (например, диск переполнен), другие задачи обхода отменяются, возможно, с записью своего текущего состояния, чтобы их можно было перезапустить позже.

**Завершение работы.** Когда приложение или служба завершает свою работу, что-то должно быть сделано с работой, выполняющейся в текущий момент или ожидающей в очереди на выполнение. При плавном завершении работы, задачам, выполняющимся в текущий момент, может быть разрешено завершить свою работу; при немедленном завершении работы, текущие задачи могут быть отменены.

В Java нет безопасного способа превентивной остановки потока, и поэтому нет безопасного способа превентивной остановки задачи. Существуют лишь механизмы кооперации, в рамках которых задача и код запрашивающий отмену, следуют согласованному протоколу.

Одним из таких механизмов кооперации является установка флага "запрос отмены", периодически проверяемого задачей; если задача обнаруживает, что флаг установлен, задача завершается раньше. Этот подход иллюстрируется классом PrimeGenerator из листинга 7.1, который перечисляет простые числа до тех пор, пока его работа не будет отменена. Метод cancel устанавливает флаг cancelled, и главный цикл опрашивает состояние этого флага перед поиском следующего простого числа. (Для надежной работы переменная cancelled должна быть объявлена с ключевым словом volatile.)

@ThreadSafe

public class PrimeGenerator implements Runnable { @GuardedBy("this")

private final List<BigInteger> primes

* new ArrayList<BigInteger>(); private **volatile** boolean **cancelled**;

public void run() {

BigInteger p = BigInteger.ONE;

while (**!cancelled**) {

p = p.nextProbablePrime();

synchronized (this) {

primes.add(p);

}

}

}

public void cancel() { **cancelled = true;** }

public synchronized List<BigInteger> get() { return new ArrayList<BigInteger>(primes);

}

}

**Листинг 7.1** Использование поля типа volatile для хранения состояния отмены

В листинге 7.2 показан пример использования этого класса, позволяющий генератору простых чисел работать в течение одной секунды перед отменой выполнения. Генератор не обязательно остановит работу ровно через одну секунду, так как может возникнуть некоторая задержка между моментом времени запроса на отмену и моментом времени следующей проверки состояния флага, управляющего отменой выполнения цикла. Метод cancel вызывается из блока finally, чтобы гарантированно прервать работу генератора простых чисел, даже в том случае, если вызов метода sleep будет прерван. Если метод cancel не будет вызван, основной поисковый поток будет работать вечно, потребляя циклы ЦП и предотвращая завершение работы JVM.

List<BigInteger> aSecondOfPrimes() throws InterruptedException { PrimeGenerator generator = new PrimeGenerator();

new Thread(generator).start();

try {

SECONDS.sleep(1);

} finally {

generator.cancel();

}

return generator.get();

}

**Листинг 7.2** Секундная генерация простых чисел

Задача, которая хочет быть отменяемой, должна иметь политику отмены, которая определяет "как”, “когда” и "что" отменять - как другой код может запросить отмену задачи, когда задача проверяет, была ли запрошена отмена, и какие действия задача выполняет в ответ на запрос отмены.

Рассмотрим реальный пример остановки платежа по чеку. У банков есть правила, описывающие как подать запрос на остановку платежа, какая оперативность гарантируется при обработке таких запросов и каким процедурам они следует при фактической остановке платежа (например, уведомление другого банка, участвующего в транзакции, и оценка комиссии по счету плательщика). Вместе взятые, эти процедуры и гарантии составляют политику отмены для чека на оплату.

Класс PrimeGenerator использует простую политику отмены: клиентский код запрашивает отмену задачи с помощью вызова метода cancel, экземпляр PrimeGenerator проверяет флаг отмены каждый раз, как находит простое число и завершает свою работу, когда обнаруживает, что была запрошена отмена выполнения.

### 7.1.1 Прерывание

Механизм отмены в классе PrimeGenerator в конечном итоге приведет к завершению задачи поиска простого числа, но это может занять некоторое время. Однако, если задача, которая использует этот подход, вызывает блокирующий метод, такой как BlockingQueue.put, у нас может возникнуть более серьезная проблема - задача может никогда не проверить флаг отмены и, следовательно, никогда не завершиться.

Класс BrokenPrimeProducer из листинга 7.3 иллюстрирует эту проблему. Поток производителя создаёт простые числа и помещает их в блокирующую очередь. Если производитель опередит потребителя, очередь заполниться и вызов метода put будет заблокирован. Что произойдет, если потребитель попытается отменить задачу производителя, пока заблокирован вызов метода put? Он может вызвать метод cancel, который в свою очередь установит флагу cancelled значение true, но производитель никогда не проверит состояние флага, потому что он никогда не сможет выйти из заблокированного метода put (потому что потребитель остановил процесс получения простых чисел из очереди).

class BrokenPrimeProducer extends Thread {
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private final BlockingQueue<BigInteger> queue;

private volatile boolean cancelled = false;

BrokenPrimeProducer(BlockingQueue<BigInteger> queue) { this.queue = queue;

}

public void run() {

try {

BigInteger p = BigInteger.ONE;

while (**!cancelled**)

queue.put(p = p.nextProbablePrime()); } catch (InterruptedException consumed) { }

}

public void cancel() { **cancelled = true;** }

}

void consumePrimes() throws InterruptedException {

BlockingQueue<BigInteger> primes = ...;

BrokenPrimeProducer producer = new BrokenPrimeProducer(primes);

producer.start();

try {

while (needMorePrimes())

consume(primes.take());

} finally { producer.cancel();

}

}

**Листинг 7.3** Ненадежный механизм отмены, который может оставить задачу производителя застрявшей в заблокированной операции. *Не делайте так*.

Как мы уже упоминали в главе 5, некоторые библиотечные методы блокировки поддерживают прерывание. Прерывание потока является кооперативным механизмом, позволяя одному потоку сигнализировать другому, что он должен, по своему усмотрению и если для него это допустимо, остановить то, что он делает, и сделать что-то другое.

В спецификации API или языка нет ничего, что связывало бы прерывание с какой-либо конкретной семантикой механизма отмены, но на практике использование прерывания для чего-либо, кроме механизма отмены, является хрупким и сложным для сопровождения, особенно в более крупных приложениях.

Каждый поток имеет *статус прерывания* (*interrupted status)* типа boolean; прерывание потока устанавливает его статус прерывания в true. Класс Thread содержит методы для прерывания потока и запроса статуса прерывания, как показано в листинге 7.4. Метод interrupt прерывает целевой поток, а метод isInterrupted позволяет запросить статус прерывания целевого потока. Плохо именованный статический метод interrupted сбрасывает статус прерывания текущего потока и возвращает его предыдущее значение; это единственный способ сбросить статус прерывания.

public class Thread {

public void interrupt() { ... }

public boolean isInterrupted() { ... } public static boolean interrupted() { ... } ...

}

**Листинг 7.4** Методы прерывания класса Thread

Блокирующие библиотечные методы, такие как Thread.sleep и Object.wait, пытаются определить, когда поток был прерван, и вернуть управление раньше. Они отвечают на прерывание, сбрасывая статус прерывания и бросая исключение InterruptedException, что указывает на то, что блокирующая операция была завершена раньше из-за прерывания. Среда JVM не даёт гарантий, насколько быстро блокирующий метод обнаружит прерывание, но на практике это происходит достаточно быстро.

Если поток прерывается, когда он не заблокирован, его статус прерывания устанавливается, и дальнейшее зависит от отменяемой активности, которая должна для обнаружения прерывания опрашивать статус прерывания. Таким образом, прерывание является "липким" - если не будет возбуждено исключение InterruptedException, свидетельство о прерывания сохранится, пока кто-нибудь специально не сбросит статус прерывания.

Вызов метода interrupt не обязательно приводит к остановке операции, выполняемой целевым потоком; он просто доставляет сообщение о том, что было запрошено прерывание.

Хороший способ думать о прерывании – это представлять себе, что оно фактически не прерывает выполняющийся поток; оно просто запрашивает, чтобы поток прервал сам себя при следующей удобной возможности (эти возможности называются *точками отмены* (*cancellation points*)). Некоторые методы, такие как wait, sleep и join воспринимают такие запросы серьезно, бросая исключение, когда они получают запрос на прерывание или сталкиваются с уже установленным состоянием прерывания на входе. Хорошо ведут себя методы, которые могут полностью игнорировать такие запросы, оставляя запросы на прерывание на месте, чтобы вызывающий код мог что-то с ними сделать. Плохо ведут себя методы, “проглатывающие” запросы на прерывание, и тем самым лишающие код, расположенный выше по стеку вызовов, возможности реагировать на них.

Статический метод interrupted следует использовать с осторожностью, так как он сбрасывает текущий статус прерывания потока. Если вы вызываете метод interrupted и он возвращает true, в случае если вы не планируете “проглатывать” прерывание, вы должны что-то с этим сделать - либо бросить исключение InterruptedException или восстановить статус прерывания потока, вызвав метод interrupt еще раз, как показано в листинге 5.10.

Класс BrokenPrimeProducer иллюстрирует тот момент, что пользовательские механизмы отмены не всегда хорошо взаимодействуют с библиотечными методами блокировки. Если вы кодируете задачи так, чтобы они реагировали на прерывание, вы можете использовать прерывание в качестве механизма отмены и воспользоваться поддержкой прерывания, предоставляемой множеством библиотечных классов.

Прерывание, как правило, является наиболее разумным способом реализации механизма отмены.

Класс BrokenPrimeProducer можно легко исправить (и упростить), используя прерывание вместо логического флага запроса на отмену, как показано в листинге 7.5. В каждой итерации цикла есть две точки, в которых прерывание может быть обнаружено: в блокирующем вызове метода put и явным опросом статуса прерывания в заголовке цикла.

class PrimeProducer extends Thread {

private final BlockingQueue<BigInteger> queue;

PrimeProducer(BlockingQueue<BigInteger> queue) { this.queue = queue;

}

public void run() {

try {

BigInteger p = BigInteger.ONE;

while (**!Thread.currentThread().isInterrupted()**)

queue.put(p = p.nextProbablePrime());

} catch (InterruptedException consumed) { */\* Allow thread to exit \*/*

}

}

public void cancel() { interrupt(); }

}

**Листинг 7.5** Использование прерывания для отмены

Явная проверка здесь не является строго необходимой из-за блокирующего вызова put, но она делает класс PrimeProducer более отзывчивым к прерыванию, потому что она проверяет прерывание *перед* началом выполнения длительной задачи поиска простого числа, а не после. Если вызовы прерываемых блокирующих методов недостаточно часты для обеспечения требуемой скорости отклика, может помочь явная проверка статуса прерывания.

### 7.1.2 Политики прерывания

Так же, как задачи должны иметь политику отмены, также и потоки должны иметь *политику прерывания* (*interruption* *policy*). Политика прерывания определяет, как поток интерпретирует запрос на прерывание - что он делает (если есть что) при обнаружении, какие единицы работы считаются атомарными по отношению к прерыванию и как быстро он реагирует на прерывание.

Наиболее разумной политикой прерывания является некоторая форма отмены на уровне потока или на уровне службы: скорейшее завершение работы, очистка ресурсов при необходимости и, возможно, уведомление некоторой сущности-владельца о завершении потока. Можно установить и другие политики прерывания, например приостановку или возобновление работы службы, но потоки или пулы потоков с нестандартными политиками прерывания, возможно, потребуется ограничить задачами, которые были написаны с учетом таких политик.

Важно различать, как задачи и потоки должны реагировать на прерывания. Один запрос на прерывание может быть адресован нескольким получателям - прерывание рабочего потока в пуле потоков может означать как “отмена текущей задачи”, так и “завершение рабочего потока”.

Задачи не выполняются в собственных потоках; они заимствуют потоки, принадлежащие другим службам, например пулу потоков. Код, не являющийся владельцем потока (для пула потоков таковым является любой код за пределами реализации пула потоков), должен заботиться о сохранении статуса прерывания, чтобы код-владелец мог в конечном итоге обработать прерывание, даже если “гостевой” код также обработает прерывание. (Если вы по чьей-то просьбе ожидаете у кого-то дома, вы не выбрасываете почту, которая приходит, пока хозяев нет дома, - вы сохраняете ее и позволяете им разобраться с ней, когда они возвращаются домой, даже если вы читаете их журналы.)

Вот почему большинство блокирующих библиотечных методов в ответ на прерывание просто бросают исключение InterruptedException. Они никогда не будут выполняться в потоке, которым они владеют, поэтому они реализуют наиболее разумную политику отмены для библиотечного кода или кода задач: как можно быстрее отойти в сторону и передать прерывание обратно вызывающему объекту, чтобы код, расположенный выше по стеку вызовов, мог предпринять дальнейшие действия.

Нет необходимости в том, чтобы задача обязательно что-нибудь бросала, когда обнаруживает запрос на прерывание - она может отложить это до более благоприятного момента, запомнив, что она была прервана, дождаться завершения операции, которую она выполняла, а *затем* бросив исключение InterruptedException или иным образом указав на прерывание. Этот метод может защитить структуры данных от повреждения, когда выполнение активности прерывается в середине операции обновления.

Задача не должна делать предположений о политике прерывания выполняющегося потока, только если она явно не предназначена для выполнения в службе, имеющей определенную политику прерывания. Независимо от того, интерпретирует ли задача прерывание как отмену или выполняет какое-либо другое действие при прерывании, она должна позаботиться о сохранении состояния прерывания выполняющегося потока. Если она не сможет распространить исключение InterruptedException до вызывающего объекта, она должна будет восстановить статус прерывания после перехвата исключения InterruptedException:

Thread.currentThread().interrupt();

Так же, как код задачи не должен делать предположений о том, что прерывание значит для выполняющего его потока, код отмены не должен делать предположений о политике прерывания произвольных потоков. Поток должен прерываться только своим владельцем; владелец может инкапсулировать знание о политике прерывания потока в соответствующем механизме отмены, таком как метод завершения работы.

Поскольку каждый поток имеет свою собственную политику прерывания, не следует прерывать поток, если вы не знаете, что прерывание означает для этого потока.

Критики высмеивали средства прерывания в Java, потому что они не предоставляют возможность упреждающего прерывания, но, в то же время, заставляет разработчиков обрабатывать исключение InterruptedException. Однако возможность отложить запрос на прерывание, позволяет разработчикам создавать гибкие политики прерывания, балансирующие отзывчивость и надежность в зависимости от требований приложения.

### 7.1.3 Ответ на прерывание

Как было отмечено ранее в разделе 5.4, когда вы вызываете прерывание блокирующих методов, таких как Thread.sleep или BlockingQueue.put, существуют две практические стратегии для обработки исключения InterruptedException:

* Распространить исключение (возможно, после некоторой очистки в рамках конкретной задачи), фактически сделав ваш метод прерываемым блокирующим методом; или
* Восстановить статус прерывания, чтобы код, находящийся выше по стеку вызовов, мог с ним работать.

Распространение исключения InterruptedException может быть так же просто, как добавление исключения InterruptedException в выражение throws, как показано в методе getNextTask, в листинге 7.6.

BlockingQueue<Task> queue;

...

public Task getNextTask() throws InterruptedException { return queue.take();

}

**Листинг 7.6** Распространение исключения InterruptedException до вызывающего кода

Если Вы не хотите или не можете распространять исключение InterruptedException (возможно потому, что ваша задача определена с помощью интерфейса Runnable), вам нужно найти другой способ сохранить запрос на прерывание. Стандартным способом сделать это, является восстановление статуса прерывания путем повторного вызова метода interrupt. Чего вы *не* должны делать, так это проглатывать исключение InterruptedException, путём его перехвата и невыполнения никаких действий в блоке catch, если только ваш код не реализует политику прерывания для потока. Класс PrimeProducer проглатывает прерывание, но делает это со знанием того, что поток собирается завершить свою работу, и что в связи с этим нет никакого кода выше по стеку вызовов, который должен знать о прерывании. Большая часть кода не знает, в каком потоке будет выполняться, поэтому статус прерывания следует сохранять.

Только код, реализующий политику прерывания потока, может проглатывать запрос на прерывание. Задачи общего назначения и библиотечный код никогда не должны проглатывать запросы на прерывание.

Активности, которые не поддерживают отмену, но по-прежнему вызывают прерываемые блокирующие методы, должны вызывать их в цикле, повторяя попытку при обнаружении прерывания. В этом случае они должны локально сохранить статус прерывания и восстановить его непосредственно перед возвратом, как показано в листинге 7.7, а не сразу после перехвата исключения InterruptedException. Слишком ранняя установка статуса прерывания может привести к бесконечному циклу, поскольку большинство прерываемых блокируемых методов проверяет состояние прерывания на входе и немедленно кидает исключение InterruptedException, если статус прерывания установлен. (Прерываемые методы обычно проводят опрос на предмет установки флага прерывания перед блокировкой или выполнением какой-либо значительной работы, чтобы быть максимально отзывчивыми к прерыванию.)

public Task getNextTask(BlockingQueue<Task> queue) {

boolean interrupted = false;

try {

while (true) {

try {

return queue.take();

} catch (InterruptedException e) { interrupted = true;

*// fall through and retry*

}

}

} finally {

if (interrupted)

Thread.currentThread().interrupt();

}

}

**Листинг 7.7** Неотменяемые задачи, восстанавливающие прерывание до своего завершения

Если код не вызывает прерываемые блокирующие методы, он по-прежнему может реагировать на прерывание путем опроса статуса прерывания текущего потока по всему коду задачи. Выбор частоты опроса является компромиссом между эффективностью и отзывчивостью. При наличии высоких требований к быстродействию нельзя вызывать потенциально долговременные методы, которые сами не реагируют на прерывания, что потенциально ограничивает возможности по вызову библиотечного кода.

Отмена может включать в себя состояние, отличное от состояния прерывания; прерывание может использоваться для привлечения внимания потока, а информация, хранящаяся в другом месте, может быть использована для предоставления дальнейших инструкций прерванному потоку (при получении доступа к этой информации обязательно используйте синхронизацию). Например, когда рабочий поток, принадлежащий экземпляру ThreadPoolExecutor, обнаруживает прерывание, он проверяет, завершает ли пул свою работу. Если это так, он выполняет некоторую очистку пула перед завершением; в противном случае он может создать новый поток, для восстановления численности потоков в пуле до заданных значений.

### 7.1.4 Пример: запуск по времени

Для решения многих проблем может потребоваться вечность (например, перечисление всех простых чисел); для других ответ может быть найден достаточно быстро, но также может занять вечность. Возможность сказать “потратьте до десяти минут на поиск ответа” или “перечислите все ответы, полученные за десять минут”, может быть крайне полезна в таких ситуациях.

Метод aSecondOfPrimes в листинге 7.2 запускает на выполнение экземпляр PrimeGenerator и прерывает его выполнение через секунду. Несмотря на то, что остановка экземпляра PrimeGenerator может занять несколько дольше времени, чем одна секунда, в конечном счёте, прерывание будет замечено и выполнение остановится, позволив потоку завершиться. Но другой аспект выполнения задачи заключается в том, что необходимо выяснить, бросает ли задача исключение. Если экземпляр PrimeGenerator бросит непроверяемое исключение до истечения времени ожидания, это, вероятнее всего, останется незамеченным, так как генератор простых чисел работает в отдельном потоке, в котором обработка исключений в явном виде не прописана.

В листинге 7.8 показана попытка выполнения произвольного экземпляра Runnable в течение заданного промежутка времени. Метод запускает задачу в вызывающем потоке и планирует запуск отменяющей задачи, чтобы прервать ее после истечения заданного интервала времени. Это решает проблему непроверяемых исключений, которые могут быть брошены задачей, поскольку они могут быть перехвачены объектами, вызвавшими метод timedRun.

private static final ScheduledExecutorService cancelExec = ...;
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public static void timedRun(Runnable r,

long timeout, TimeUnit unit) {

final Thread taskThread = Thread.currentThread(); cancelExec.schedule(new Runnable() {

public void run() { **taskThread.interrupt()**; } }, timeout, unit);

**r.run()**;

}

**Листинг 7.8** Планирование прерывания в заимствованном потоке. *Не делайте так*

Такой подход умоляюще прост, но он нарушает правила: вы должны знать о политике прерывания потока, прежде чем прервать его. Так как метод timedRun может быть вызван из произвольного потока, он не может знать о политике прерывания вызывающего потока. Если задача завершается до истечения времени ожидания, то отменяющая задача, предназначенная для прерывания работы потока в котором был вызван метод timedRun, может завершиться *после* возвращения управления от метода timedRun вызывающему объекту. Мы не знаем, какой код будет выполняться, когда это произойдет, но результат хорошим точно не назовёшь. (Устранить риск возникновения такой ситуации возможно, хотя и на удивление сложно, если для отмены отменяющей задачи использовать экземпляр интерфейса ScheduledFuture, возвращаемый методом schedule.)

Кроме того, если задача не реагирует на прерывания, метод timedRun не вернет управление до тех пор, пока задача не завершится, что может сильно превысить указанное время ожидания (или даже не завершится вовсе). Служба, ограниченная по времени, но не возвращающая управление по истечении указанного промежутка времени, скорее всего, будет вызывать раздражение у вызвавших её пользователей.

В листинге 7.9 рассматриваются проблемы обработки исключений, возникающих в методе aSecondOfPrimes, а также проблемы с предыдущей попыткой. Поток, созданный для выполнения задачи, может иметь собственную политику выполнения, и даже если задача не отвечает на прерывание, метод ограниченный по времени все равно может вернуть управление вызывающему объекту. После запуска потока задачи, метод timedRun вызывает метод join с параметром ограничения по времени у вновь созданного потока. После того, как метод join возвращает управление, проверяется, было ли из задачи брошено исключение и если было, то пробрасывает его в поток, вызвавший метод timedRun. Сохраненный экземпляр Throwable совместно используется двумя потоками, и поэтому для его безопасной публикации из потока задачи в поток метода timedRun, объявляется с ключевым словом volatile.

public static void timedRun(final Runnable r,
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throws InterruptedException {

class RethrowableTask implements Runnable { private volatile Throwable t;

public void run() {

try { r.run(); }

catch (Throwable t) { this.t = t; }

}

void rethrow() {

if (t != null)

throw launderThrowable(t);

}

}

RethrowableTask task = new RethrowableTask();

final Thread taskThread = new Thread(task);

**taskThread.start();**

cancelExec.schedule(new Runnable() {

public void run() { **taskThread.interrupt();** }

}, timeout, unit);

**taskThread.join**(unit.toMillis(timeout));

task.rethrow();

}

**Листинг 7.9** Прерывание задачи в выделенном потоке

Эта версия устраняет проблемы, описанные в предыдущих примерах, но так как она основана на использовании метода join с параметром ограничения по времени, она имеет тот же недостаток, что и при использовании простого метода join: мы не знаем, было ли управление возвращено в результате нормального завершения потока или в связи с истечением времени ожидания метода join[[82]](#footnote-82).

### 7.1.5 Выполнение отмены с помощью интерфейса Future

Мы уже использовали абстракцию для управления жизненным циклом задачи, обработки исключений и облегчения операции отмены - интерфейс Future. Следуя общему принципу, заключающемуся в том, что лучше использовать существующие библиотечные классы, чем разворачивать свои собственные, давайте построим метод timedRun с использованием интерфейса Future и фреймворка выполнения задач.

Вызов ExecutorService.submit возвращает экземпляр Future описывающий задачу. Интерфейс Future имеет метод cancel, принимающий аргумент mayInterruptIfRunning типа boolean, и возвращает значение, указывающее, была ли попытка отмены операции успешной. (Результат выполнения метода расскажет вам только о том, удалось ли выполнить прерывание, а не о том, была ли обнаружена задача, и затронуло ли её прерывание.) Если параметр mayInterruptIfRunning имеет значение true и задача в данный момент выполняется в некотором потоке, то этот поток прерывается. Установка этого параметра в false означает “не выполнять эту задачу, если она еще не запущена” и должна применяться к задачам, которые изначально не были спроектированы для обработки прерывания.

Поскольку вы не должны прерывать поток, если не знаете о его политике прерывания, каким образом приемлемо вызвать метод cancel с аргументом true? Потоки, выполняющие задачи, созданные стандартными реализациями интерфейса Executor, реализуют политику прерывания, которая позволяет задачам быть отмененными с помощью прерывания, таким образом, вполне безопасно установить значение параметру mayInterruptIfRunning при отмене задач через их экземпляры Future, когда они выполняются стандартной реализацией интерфейса Executor. При попытке отменить задачу, вы не должны напрямую прерывать поток, находящийся в пуле, так как вы не знаете, какая задача будет выполняться в момент доставки запроса на прерывание - делайте это только через связанный с задачей экземпляр Future. Это еще одна причина для кодирования задач, рассматривающих прерывание как запрос на отмену: в таком случае они могут быть отменены через их экземпляры Future.

В листинге 7.10 показана версия метода timedRun, которая отправляет задачу экземпляру ExecutorService и получает результат с помощью ограниченной по времени версии Future.get. Если вызов метода get завершается возбуждением исключения TimeoutException, задача отменяется с помощью собственного экземпляра Future. (В целях упрощения кодирования, приведённая версия безусловно вызывает метод Future.cancel в блоке finally, пользуясь тем преимуществом, что отмена завершенной задачи не оказывает никакого влияния.) Если базовое вычисление[[83]](#footnote-83) бросает исключение до момента отмены, оно пробрасывается дальше из метода timedRun, что позволяет вызывающему объекту иметь дело с исключением наиболее удобным способом. В листинге 7.10 также иллюстрируется другая хорошая практика: отмена задач, результат выполнения которых больше не нужен.

public static void timedRun(Runnable r,

long timeout, TimeUnit unit)

throws InterruptedException {

**Future<?> task = taskExec.submit(r)**;

try {

**task.get(timeout, unit)**;

} catch (TimeoutException e) {

* + *task will be cancelled below* } catch (ExecutionException e) {
  + *exception thrown in task; rethrow* throw launderThrowable(e.getCause());

} finally {

* + *Harmless if task already completed* **task.cancel(true)**;*// interrupt if running*

}

}

**Листинг 7.10** Отмена задачи с использованием Future

Когда вызов Future.get бросает исключение InterruptedException или TimeoutException, и вы знаете, что результат программе больше не нужен, отменяйте задачу с помощью вызова метода Future.cancel.

### 7.1.6 Работа с непрерываемыми блокировками

Многие блокирующие библиотечные методы реагируют на прерывание, возвращая управление как можно раньше и бросая исключение InterruptedException, что упрощает построение задач, реагирующих на отмену. Однако не все блокирующие методы или механизмы блокировки реагируют на прерывание; если поток блокируется при выполнении операций синхронного ввода/вывода сокета или ожидает захвата встроенной блокировки, прерывание не окажет никакого эффекта, кроме установки статуса прерывания потока. Иногда мы можем убедить потоки, заблокированные в непрерываемых действиях, чтобы они остановились, с помощью средств, аналогичных прерыванию, но это требует большего понимания того, по какой причине поток был заблокирован.

**Синхронные операции ввода/вывода сокета в java.io.** Распространенной формой блокировки ввода/вывода в серверных приложениях является чтение или запись в сокет. К сожалению, методы read и write в классах InputStream и OutputStream не реагируют на прерывание, но закрытие лежащего в основе сокета приводит к тому, что любые потоки, заблокированные в методах read или write, бросают исключение SocketException.

**Синхронные операции ввода/вывода в java.nio.** Прерывание потока ожидающего канал InterruptibleChannel приводит к возбуждению исключения ClosedByInterruptException и закрытию канала (а также вынуждает все прочие потоки, заблокированные на этом канале бросить исключение ClosedByInterruptException). Закрытие экземпляра InterruptibleChannel AsynchronousCloseException заставляет потоки, заблокированные на канальных операциях, бросать исключение AsynchronousCloseException. Большая часть стандартных экземпляров Channel реализует интерфейс InterruptibleChannel.

**Асинхронные операции ввода/вывода c классом Selector.** Если поток заблокирован в вызове метода Selector.select (в языке java.nio.channels), вызов методов close или wakeup приводит к преждевременному возврату.

**Захват блокировки.** Если поток блокируется в ожидании встроенной блокировки, вы ничего не можете сделать для того, чтобы вскоре остановить его, за исключением того, что вы могли бы привлечь его внимание каким-то другим способом, когда он, в конечном итоге, захватит блокировку и достигнет достаточного прогресса в выполнении задачи. Однако явно определённые классы Lock предлагают метод lockInterruptibly, который позволяет ожидать захвата блокировки и, при этом, оставаться отзывчивым к прерываниям - см. главу [13](#_Глава_13_Явные).

В классе ReaderThread из листинга 7.11, демонстрируется метод инкапсуляции нестандартной отмены. Класс ReaderThread управляет одиночным соединением сокета, осуществляя синхронное чтение из сокета и передавая все полученные данные методу processBuffer. Для упрощения разрыва пользовательского соединения или завершения работы сервера, класс ReaderThread переопределяет метод interrupt, используя его как для доставки стандартного прерывания, так и для закрытия нижележащего сокета; таким образом, прерывание экземпляра ReaderThread приводит к остановке того, что он делает, независимо от того, заблокирован ли он в вызове метода read или в прерываемом блокирующем методе

public class ReaderThread extends Thread { private final Socket socket;

private final InputStream in;

public ReaderThread(Socket socket) throws IOException { this.socket = socket;

this.in = socket.getInputStream();

}

public void **interrupt()** {

try {

socket.close();

}

catch (IOException ignored) { }

finally {

**super.interrupt()**;

}

}

public void run() {

try {

byte[] buf = new byte[BUFSZ];

while (true) {

int count = in.read(buf);

if (count < 0)

break;

else if (count > 0)

processBuffer(buf, count);

}

} catch (IOException e) { */\** *Allow thread to exit* *\*/* }

}

}

**Листинг 7.11** Инкапсулирование нестандартной отмены в потоке путем переопределения метода interrupt

### 7.1.7 Инкапсуляция нестандартной отмены с помощью метода newTaskFor

Подход, используемый классом ReaderThread для инкапсуляции нестандартной отмены, может быть усовершенствован с помощью метода-ловушки newTaskFor, добавленного классу ThreadPoolExecutor в Java 6. При отправке экземпляра Callable службе ExecutorService, метод submit возвращает экземпляр Future, который можно использовать для отмены задачи. Метод-ловушка newTaskFor является фабричным методом, который создает экземпляр Future, представляющий задачу. Он возвращает экземпляр RunnableFuture - интерфейс, расширяющий интерфейсы Future и Runnable (и реализуемый классом FutureTask).

Настройка экземпляра Future, связанного с задачей, позволяет переопределить метод Future.cancel. Пользовательский код отмены может выполнять ведение журнала или собирать статистику по отменам, а также может использоваться для отмены действий, которые не реагируют на прерывание. Класс ReaderThread инкапсулирует отмену работы с сокетом – используя потоки переопределяет метод interrupt; то же самое может быть сделано для задач, путём переопределения метода Future.cancel.

В листинге 7.12, определяется интерфейс CancellableTask, расширяющий интерфейс Callable и добавляются методы cancel и фабричный метод newTask для построения экземпляра RunnableFuture. Класс CancellingExecutor расширяет класс ThreadPoolExecutor и переопределяет метод newTaskFor, чтобы позволить интерфейсу CancellableTask создать свой собственный экземпляр Future.

public interface CancellableTask<T> extends Callable<T> { void cancel();

RunnableFuture<T> newTask();

}

@ThreadSafe

public class CancellingExecutor extends ThreadPoolExecutor {

...

protected<T> RunnableFuture<T> newTaskFor(Callable<T> callable) { if (callable instanceof CancellableTask)

return ((CancellableTask<T>) callable).newTask();

else

return super.newTaskFor(callable);

}

}

public abstract class SocketUsingTask<T> implements CancellableTask<T> {

@GuardedBy("this") private Socket socket;

protected synchronized void setSocket(Socket s) { socket = s; }

public synchronized void cancel() { try {

if (socket != null)

socket.close();

} catch (IOException ignored) { }

}

public RunnableFuture<T> newTask() { return new FutureTask<T>(this) {

public boolean cancel(boolean mayInterruptIfRunning) { try {

SocketUsingTask.this.cancel();

} finally {

return super.cancel(mayInterruptIfRunning);

}

}

};

}

}

**Листинг 7.12** Инкапсуляция нестандартной отмены в задачу с помощью метода newTaskFor

Класс SocketUsingTask реализует интерфейс CancellableTask и определяет метод Future.cancel, используемый для закрытия сокета, а также вызова метода super.cancel. Если класс SocketUsingTask отменяется через собственный экземпляр Future, сокет закрывается *и* выполнение потока прерывается. Это повышает отзывчивость задачи к запросам на отмену: она может не только безопасно вызывать прерываемые блокирующие методы, оставаясь отзывчивой к запросам на отмену, но также может вызывать блокирующие методы ввода/вывода сокета.

## [7.2](#page11) [Остановка](#page11) служб основанных на потоках

Приложения обычно создают службы, владеющие потоками, например пулы потоков, и время жизни этих служб обычно превышает время существования создавших их методов. Если приложение должно завершиться корректно, потоки, принадлежащие этим службам, также должны быть завершены. Поскольку нет упреждающего способа остановить поток, их необходимо убедить самостоятельно завершить свою работу.

Здравомыслящие практики инкапсуляции диктуют, что не следует манипулировать потоком - прерывать его, изменять его приоритет и т. д. - если только вы не являетесь его владельцем. Формально API потока не имеет концепции “владения потоком”: поток представлен объектом Thread, который может свободно совместно использоваться, как и любой другой объект. Однако, имеет смысл думать о потоке как об имеющем владельца, и обычно таковым оказывается класс, создавший поток. Таким образом, пул потоков владеет своими рабочими потоками, и если эти потоки должны быть прерваны, пул потоков должен позаботиться об этом.

Как и в случае с любым другим инкапсулированным объектом, владение потоком не является транзитивным: приложение может владеть службой, а служба может владеть рабочими потоками, но приложение не владеет рабочими потоками и поэтому не должно пытаться остановить их напрямую. Вместо этого служба должна предоставлять методы жизненного цикла для завершения работы, которые также завершают работу собственных потоков; затем приложение может завершить работу службы, а служба может завершить работу потоков. Интерфейс ExecutorService предоставляет методы shutdown и методы shutdownNow; другие службы, владеющие потоками, должны обеспечивать аналогичный механизм завершения работы.

Предоставляйте методы жизненного цикла всякий раз, когда срок жизни службы, владеющей потоком, превышает срок жизни метода, её создавшего.

### 7.2.1 Пример: Сервис логирования

Большинство серверных приложений использует логирование, которое может быть реализовано так же просто, как вставка в код операторов println. Поточные классы, такие как PrintWriter, потокобезопасны, так что этот простой подход не требует выполнения явной синхронизации[[84]](#footnote-84). Однако, как мы увидим в разделе 11.6, встроенный в код механизм ведения журнала может приводить к заметным затратам производительности в приложениях большого размера. Другой альтернативой при вызове метода log, является помещение сообщения в очередь для обработки другим потоком.

Класс LogWriter из листинга 7.13 демонстрирует пример простой службы логирования, в которой операция логирования перемещена в отдельный логирующий поток. Вместо того чтобы иметь поток, который производит сообщения и тут же их записывает непосредственно в выходной поток, класс LogWriter передает сообщения логирующему потоку с помощью класса BlockingQueue, и логирующий поток записывает их. Этот дизайн подразумевает несколько производителей и одного потребителя: любая активность, вызывающая метод log выступает в качестве производителя, а фоновый логирующий поток выступает в качестве потребителя. Если логирующий поток отстаёт, класс BlockingQueue, в конечном счёте, заблокирует производителей, пока логирующий поток их не нагонит.

public class LogWriter {
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private final BlockingQueue<String> queue; private final LoggerThread logger;

public LogWriter(Writer writer) {

this.queue = new LinkedBlockingQueue<String>(CAPACITY); this.logger = new LoggerThread(writer);

}

public void start() { logger.start(); }

public void log(String msg) throws InterruptedException { queue.put(msg);

}

private class LoggerThread extends Thread { private final PrintWriter writer;

...

public void run() {

try {

while (true)

writer.println(queue.take());

} catch(InterruptedException ignored) { } finally {

writer.close();

}

}

}

}

**Листинг 7.13** Служба логирования производитель-потребитель без поддержки завершения работы

Чтобы служба подобная классу LogWriter была полезна в продуктиве, нам нужен способ завершения работы логирующего потока, такой, чтобы он не препятствовал нормальному завершению работы JVM. Остановить логирующий поток достаточно просто, поскольку он многократно вызывает чувствительный к прерыванию метод take; если логирующий поток будет изменён и будет завершать свою работу при перехвате исключения InterruptedException, то прерывание логирующего потока остановит работу службы.

Однако простой выход из логирующего потока является не очень удовлетворительным механизмом завершения работы. Такое резкое завершение работы приведёт к сбросу логируемых сообщений, ожидающих записи в лог, но, что ещё более важно, потоки, заблокированные в методе log, *никогда не будут разблокированы*, так как очередь заполнена. Отмена выполнения активности производителя-потребителя требует отмены и производителей, и потребителей. Прерывание логирующего потока имеет дело с потребителем, но поскольку производители в данном случае не являются отдельными потоками, их отменить значительно сложнее.

Другой подход к завершению работы класса LogWriter заключается в том, чтобы установить значение флага "запрос на завершение работы", чтобы предотвратить отправку дальнейших сообщений, как показано в листинге 7.14. Получив уведомление о запросе на завершение работы, потребитель мог бы тогда “осушить” очередь, записывая любые ожидающие сообщения в лог и разблокировав всех производителей, заблокированных в методе log. Однако такой подход содержит в себе предпосылки для возникновения условия гонок, что делает его ненадежным. Реализация метода log представляет собой последовательность операций проверить-затем-выполнить: производители могли бы наблюдать, что работа службы ещё не была завершена, и продолжать класть сообщения в очередь, даже после завершения работы потребителя, таким образом, вновь возникает риск того, что производители могли бы заблокироваться в методе log и никогда не разблокироваться. Есть приёмы, которые уменьшают вероятность возникновения такой ситуации (например, потребитель ждёт несколько секунд, прежде чем объявить очередь опустошённой), но они не меняют механизмов, лежащих в основе проблемы, просто уменьшают вероятность того, что по этой причине произойдёт сбой.

public void log(String msg) throws InterruptedException {
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if (!shutdownRequested)

queue.put(msg);

else

throw new IllegalStateException("logger is shut down");

}

**Листинг 7.14** Ненадежный способ добавить поддержку завершения работы в службу логирования

Способ обеспечения надежного завершения работы класса LogWriter заключается в том, чтобы исправить условия, при которых возникает состояние гонки, что означает, что отправка новых сообщений в журнал должна происходить атомарно. Но мы не хотим удерживать блокировку при попытке поставить сообщение в очередь, так как метод put может быть заблокирован. Вместо этого мы можем атомарно проверить, была ли работа службы завершена и по условию, если служба работает, увеличить значение счетчика, чтобы “зарезервировать” право на отправку сообщения, как показано в классе LogService в листинге 7.15.

public class LogService {

private final BlockingQueue<String> queue; private final LoggerThread loggerThread; private final PrintWriter writer; @GuardedBy("this") private boolean isShutdown; @GuardedBy("this") private int reservations;

public void start() { loggerThread.start(); }

public void stop() {

synchronized (this) { isShutdown = true; } loggerThread.interrupt();

}

public void log(String msg) throws InterruptedException { synchronized (this) {

if (isShutdown)

throw new IllegalStateException(...); ++reservations;

}

queue.put(msg);

}

private class LoggerThread extends Thread { public void run() {

try {

while (true) {

try {

synchronized (LogService.this) {

if (isShutdown && reservations == 0)

break;

}

String msg = queue.take();

synchronized (LogService.this) {

--reservations;

}

writer.println(msg);

} catch (InterruptedException e) { */\** *retry* *\*/* }

}

} finally {

writer.close();

}

}

}

}

**Листинг 7.15** Добавление надёжного механизма отмены классу LogWriter

### 7.2.2 Завершение работы ExecutorService

Ранее, в разделе 6.2.4, мы уже видели, что класс ExecutorService предлагает два способа завершения работы: плавное завершение работы с помощью метода shutdown и резкое завершение работы с помощью метода shutdownNow. При резком завершении работы, метод shutdownNow, после попытки отменить все активно выполняемые задачи, возвращает список задач, которые еще не были запущены.

Два различных варианта завершения предлагают компромисс между безопасностью и отзывчивостью: резкое завершение быстрее, но более рискованно, потому что задачи могут быть прерваны в процессе выполнения, в свою очередь нормальное завершение медленнее, но безопаснее, потому что класс ExecutorService не завершит свою работу до тех пор, пока все поставленные в очередь задачи не будут обработаны. Другим службам-владельцам потоков следует рассмотреть возможность предоставления аналогичного набора режимов завершения работы.

Простые программы могут легко запускать и завершать работу глобального экземпляра службы ExecutorService из метода main. Более сложные программы, вероятнее всего, инкапсулируют экземпляр ExecutorService в службу более высокого уровня, которая предоставляет собственные методы управления жизненным циклом, например такую, как вариант реализации класса LogService в листинге 7.16, который делегирует управление потоками экземпляру ExecutorService, вместо самостоятельного управления ими. Инкапсуляция экземпляра ExecutorService расширяет цепочку владения от приложения к потоку службы, добавив ещё одну ссылку; каждый член цепочки управляет жизненным циклом служб или потоков, которыми он владеет.

public class LogService {

private final ExecutorService exec = newSingleThreadExecutor();

...

public void start() { }

public void stop() throws InterruptedException { try {

**exec.shutdown();**

**exec.awaitTermination(TIMEOUT, UNIT);**

} finally {

writer.close();

}

}

public void log(String msg) {

try {

exec.execute(new WriteTask(msg));

} catch (RejectedExecutionException ignored) { }

}

}

**Листинг 7.16** Служба логирования использующая интерфейс ExecutorService

### 7.2.3 Ядовитые пилюли

Еще один способ убедить службу типа производитель-потребитель завершить свою работу, это использовать *ядовитую пилюлю* (*poison pill*): узнаваемый объект, помещенный в очередь, что трактуется как “остановитесь, когда вы это получите”. В случае очереди FIFO ядовитые пилюли гарантируют, что потребители закончат работу со своей очередью перед закрытием, так как любая работа, представленная до отправки ядовитой пилюли, будет извлечена перед пилюлей; производители не должны отправлять какую-либо работу после помещения ядовитой таблетки в очередь. Класс IndexingService, представленный в листингах 7.17, 7.18 и 7.19, демонстрирует версию примера поиска на рабочем столе из листинга 5.8, реализованную с помощью одного производителя и одного потребителя, в которой для выключения службы используется ядовитая пилюля.

public class IndexingService {

**private static final File POISON = new File("");**

private final IndexerThread consumer = new IndexerThread(); private final CrawlerThread producer = new CrawlerThread(); private final BlockingQueue<File> queue;

private final FileFilter fileFilter; private final File root;

class CrawlerThread extends Thread { */\** *Listing 7.18* *\*/* } class IndexerThread extends Thread { */\** *Listing 7.19* *\*/* }

public void start() {

producer.start();

consumer.start();

}

public void stop() { producer.interrupt(); }

public void awaitTermination() throws InterruptedException { consumer.join();

}

}

**Листинг 7.17** Завершение работы с помощью ядовитой пилюли

public class CrawlerThread extends Thread { public void run() {

try {

**crawl(root)**;

} catch (InterruptedException e) { */\** *fall through* *\*/* } finally {

while (true) {

try {

**queue.put(POISON);**

break;

} catch (InterruptedException e1) { */\** *retry* *\*/* }

}

}

}

private void crawl(File root) throws InterruptedException {

...

}

}

Листинг 7.18 Поток производителя в классе IndexingService

public class IndexerThread extends Thread { public void run() {

try {

while (true) {

File file = queue.take();

**if (file == POISON)**

**break;**

else

indexFile(file);

}

} catch (InterruptedException consumed) { }

}

}

**Листинг 7.19** Поток потребителя в классе IndexingService

Ядовитые пилюли работают только тогда, когда известно количество производителей и потребителей. Подход, принятый в классе IndexingService может быть распространен на несколько производителей, если каждый производитель будет помещать пилюлю в очередь и потребитель остановится только тогда, когда он получит таблетки от всех ***Nпроизводителей***. Также этот подход может быть распространен и на нескольких потребителей; каждый производитель должен помещать в очередь пилюли на ***Nпотребителей***, хотя такая структура может стать очень громоздкой при большом количестве производителей и потребителей. Ядовитые пилюли надежно работают только с неограниченными очередями.

### 7.2.4 Пример: одноразовая служба выполнения

Если метод должен обработать пакет задач и не возвращать управление, пока все задачи не будет выполнены, можно упростить управление жизненным циклом службы с помощью приватного экземпляра Executor, время жизни которого ограничено временем жизни метода (методы invokeAll и invokeAny часто могут быть полезны в таких ситуациях).

Метод checkMail в листинге 7.20 параллельно проверяет наличие свежей почты на нескольких хостах. Он создает приватный экземпляр исполнителя (*executor*) и отправляет ему по одной задаче для каждого хоста: затем он инициирует завершение работы исполнителя и ожидает завершения, которое происходит, когда все задачи проверки почты полностью выполняются[[85]](#footnote-85).

boolean checkMail(Set<String> hosts, long timeout, TimeUnit unit) throws InterruptedException {

ExecutorService exec = Executors.newCachedThreadPool(); final AtomicBoolean hasNewMail = new AtomicBoolean(false); try {

for (final String host : hosts)

exec.execute(new Runnable() {

public void run() {

if (checkMail(host))

hasNewMail.set(true);

}

});

} finally { exec.shutdown();

exec.awaitTermination(timeout, unit);

}

return hasNewMail.get();

}

**Листинг 7.20** Использование приватного экземпляра Executor, чей жизненный цикл ограничен вызовом метода

### 7.2.5 Ограничения метода shutdownNow

При внезапном завершении работы службы ExecutorService с помощью метода shutdownNow, она пытается отменить текущие задачи и возвращает список задач, которые были отправлены службе, но никогда не запускались, чтобы их можно было отметить в логе или сохранить для последующей обработки[[86]](#footnote-86). Однако, нет общего способа узнать, какие задачи были запущены, но не были завершены. Это означает, что нет способа узнать состояние выполняемых задач во время завершения работы, только если сами задачи не выполнят какую-либо контрольную точку. Чтобы узнать, какие задачи не были выполнены, нужно знать не только то, какие задачи не запускались, но и какие задачи выполнялись в момент завершения работы исполнителя[[87]](#footnote-87).

Класс TrackingExecutor в листинге 7.21 демонстрирует подход к определению того, какие задачи выполнялись в процессе завершения работы. Инкапсулируя экземпляр ExecutorService и инструментируя метод execute (а так же метод submit, не показанный здесь) для сохранения информации о том, какие задачи были отменены после завершения работы, класс TrackingExecutor может определять, какие задачи запускались, но нормально не завершились. После завершения работы исполнителя метод getCancelledTasks возвращает список отмененных задач. Для того чтобы этот метод работал, задачи, когда возвращают управление, должны сохранять статус прерывания потока, как в любом случае и ведут себя хорошо написанные задачи.

public class TrackingExecutor extends AbstractExecutorService { private final ExecutorService exec;

private final Set<Runnable> tasksCancelledAtShutdown = Collections.synchronizedSet(new HashSet<Runnable>());

...

public List<Runnable> getCancelledTasks() { if (!exec.isTerminated())

throw new IllegalStateException(...);

return new ArrayList<Runnable>(tasksCancelledAtShutdown);

}

public void execute(final Runnable runnable) { exec.execute(new Runnable() {

public void run() {

try {

runnable.run();

} finally {

if (isShutdown()

* Thread.currentThread().isInterrupted()) tasksCancelledAtShutdown.add(runnable);

}

}

});

}

*// delegate other ExecutorService methods to exec*

}

**Листинг 7.21** Экземпляр ExecutorService отслеживающий отмененные задачи после завершения работы

Класс WebCrawler, из листинга 7.22, демонстрирует применение класса TrackingExecutor. Работа веб-сканера часто не ограничена, поэтому, если сканер должен быть выключен, мы можем захотеть сохранить его состояние, таким образом, он может быть перезапущен позже. Класс CrawlTask предоставляет метод getPage, позволяющий узнать, с какой страницей он работает. Когда сканер завершает свою работу, то задачи на сканирование, которые не были запущены и те, что были отменены, а также их URL записываются, чтобы задачи сканирования страниц для этих URL-адресов можно было добавить в очередь при перезапуске сканера.

public abstract class WebCrawler {

private volatile TrackingExecutor exec;

@GuardedBy("this")

private final Set<URL> urlsToCrawl = new HashSet<URL>(); ...

public synchronized void start() {

exec = new TrackingExecutor(

Executors.newCachedThreadPool());

for (URL url : urlsToCrawl) submitCrawlTask(url); urlsToCrawl.clear();

}

public synchronized void stop() throws InterruptedException { try {

saveUncrawled(**exec.shutdownNow()**);

if (**exec.awaitTermination(TIMEOUT, UNIT)**)

saveUncrawled(exec.getCancelledTasks()); } finally {

exec = null;

}

}

protected abstract List<URL> processPage(URL url);

private void saveUncrawled(List<Runnable> uncrawled) { for (Runnable task : uncrawled)

urlsToCrawl.add(((CrawlTask) task).getPage());

}

private void submitCrawlTask(URL u) { exec.execute(new CrawlTask(u));

}

private class CrawlTask implements Runnable { private final URL url;

...

public void run() {

for (URL link : processPage(url)) {

if (Thread.currentThread().isInterrupted())

return;

submitCrawlTask(link);

}

}

public URL getPage() { return url; }

}

}

**Листинг 7.22** Использование класса TrackingExecutorService для сохранения незавершённых задач с целью последующего выполнения

Класс TrackingExecutor содержит неизбежное условие гонки, которое может привести к ложным срабатываниям: задачи могут идентифицироваться как отмененные, но фактически будут завершены. Это происходит потому, что пул потоков может быть закрыт в момент времени между выполнением последней инструкции задачи и записью задачи как завершенной. Это не проблема, если задачи *идемпотентны[[88]](#footnote-88)* (если их повторное выполнение оказывает тот же эффект, что и выполнение в первый раз), как это обычно и бывает в веб-сканере. В противном случае, приложение, извлекающее отмененные задачи, должно учитывать риск возникновения такой ситуации и быть готовым к работе с ложными срабатываниями.

## [7.3](#page11) Обработка аварийного завершения потока

Очевидно, что когда однопоточное консольное приложение завершает свою работу из-за не перехваченного исключения - программа прекращает работу и выводит в консоль трассировку стека, которая сильно отличается от типичного вывода программы. Сбой потока в параллельном приложении не всегда так очевиден. Трассировка стека может быть напечатана в консоли, но за консолью может никто не наблюдать. Кроме того, при сбое потока приложение может продолжать работать, поэтому его сбой может остаться незамеченным. К счастью, существуют средства обнаружения и предотвращения “утечки” (*leaking*) потоков из приложения.

Основной причиной преждевременной смерти потока является возбуждение исключения RuntimeException. Поскольку эти исключения указывают на программную ошибку или другую неисправимую проблему, они обычно не перехватываются. Вместо этого они распространяются вверх по стеку, и в такой ситуации поведение по умолчанию заключается в печати трассировки стека в консоль и завершении потока.

Последствия аварийного завершения потока лежат в диапазоне от “безвредно” до “катастрофа”, в зависимости от роли потока в приложении. Потеря потока из пула потоков может иметь последствия для производительности, но приложение, которое хорошо работает с пулом из 50 потоков, вероятно, будет также хорошо работать и с пулом из 49 потоков. С другой стороны, потеря потока диспетчеризующего события в приложении с графическим интерфейсом, была бы весьма заметна - приложение бы прекратило обработку событий, и в результате графический интерфейс как бы “замерз”. В классе OutOfTime были продемонстрированы серьезные последствия, к которым привела утечка потока: служба, представленная классом Timer, постоянно выходит из строя.

Почти любой код может бросить исключение RuntimeException. Всякий раз, когда вы вызываете другой метод, вы верите, что метод нормально вернёт управление или бросит одно из проверяемых исключений, объявленных в его сигнатуре. Чем меньше вы знакомы с вызываемым кодом, тем более скептически вы должны относиться к его поведению.

Потоки, обрабатывающие задачи, такие как рабочие потоки в пуле потоков или поток диспетчеризации событий Swing, проводят всю свою жизнь, вызывая неизвестный код через абстрактные барьеры, такие как экземпляры Runnable, и эти потоки должны быть очень скептически настроены по отношению к тому, что код, который они вызывают, будет хорошо себя вести. Было бы очень плохо, если бы служба, подобная потоку событий Swing, упала бы (*failed*) только потому, что какой-то плохо написанный обработчик событий бросил бы исключение NullPointerException. Соответственно, эти средства[[89]](#footnote-89) должны вызывать задачи в блоке try-catch, который перехватывает непроверяемые исключения, или в блоке try-finally, чтобы гарантировать, что, если поток завершает работу аварийно, фреймворк будет проинформирован об этом и сможет предпринять корректирующие действия. Это один из немногих случаев, когда может потребоваться перехват исключения RuntimeException - при вызове неизвестного, ненадежного кода с использование некой абстракции, такой как Runnable[[90]](#footnote-90).

В листинге 7.23 иллюстрируется способ структурирования рабочего потока в пуле потоков. Если задача бросает непроверяемое исключение, она позволяет потоку умереть, но не ранее момента уведомления фреймворка о том, что поток умер. Затем фреймворк может принять решение о замене рабочего потока новым потоком или не заменять его, так как пул потоков уже завершил работу или уже имеется достаточное количество рабочих потоков, полностью удовлетворяющее текущий спрос. Класс ThreadPoolExecutor и фреймворк Swing используют этот метод, чтобы гарантировать, что плохо работающая задача не создаст препятствий для выполнения последующих задач. Если вы пишете класс рабочего потока, который выполняет отправленные задачи, или вызываете ненадежный внешний код (например, динамически загружаемые плагины), используйте один из представленных подходов для предотвращения завершения потока, в котором происходит вызов, плохо написанной задачи или плагина.

public void run() {

Throwable thrown = null;

try {

while (!isInterrupted()) runTask(getTaskFromWorkQueue());

} catch (Throwable e) { thrown = e;

} finally {

threadExited(this, thrown);

}

}

**Листинг 7.23** Типичная структура рабочего потока в пуле потоков

### 7.3.1 Обработчики неперехваченных исключений

В предыдущем разделе предлагалось использовать упреждающий подход к проблеме непроверяемых исключений. Поточное API также предоставляет средство UncaughtExceptionHandler, которое позволяет обнаруживать ситуацию, когда поток умирает из-за неперехваченного исключения.

Когда поток завершает свою работу из-за неперехваченного исключения, JVM сообщает о возникновении этого события экземпляру UncaughtExceptionHandler, предоставленному приложением (см. листинг 7.24); если обработчик не существует, поведение по умолчанию будет заключаться в печати трассировки стека в поток System.err[[91]](#footnote-91).

public interface UncaughtExceptionHandler {

void uncaughtException(Thread t, Throwable e);

}

**Листинг 7.24** Интерфейс UncaughtExceptionHandler

Что обработчик должен сделать с неперехваченным исключением, зависит от требований к качеству обслуживания (*quality-of-service*). Наиболее распространенным ответом является запись сообщения об ошибке и трассировки стека в лог приложения, как показано в листинге 7.25. Обработчики также могут выполнять и более непосредственные действия, такие как попытка перезапуска потока, завершение работы приложения, отправка сообщения оператору на пейджер[[92]](#footnote-92) или другие корректирующие или диагностические действия.

public class UEHLogger implements Thread.UncaughtExceptionHandler { public void uncaughtException(Thread t, Throwable e) {

Logger logger = Logger.getAnonymousLogger(); logger.log(Level.SEVERE,

"Thread terminated with exception: " + t.getName(), e);

}

}

**Листинг 7.25** Обработчик UncaughtExceptionHandler логирующий информацию об исключении

В долговременных приложениях для всех потоков всегда используйте обработчики неперехваченных исключений, которые должны, по меньшей мере, записывать информацию о возникшем исключении в лог.

Для того, чтобы пулу потоков установить экземпляр обработчика UncaughtExceptionHandler, предоставьте экземпляр ThreadFactory конструктору ThreadPoolExecutor. (Как и во всех прочих манипуляциях с потоками, только владелец потока должен изменять обработчик UncaughtExceptionHandler.) Стандартные пулы потоков позволяют брошенному задачей неперехваченному исключению завершать работу потока в пуле, но используют блок *try-finally* для уведомления, когда это происходит, чтобы поток можно было заменить. Без обработчика неперехваченных исключений или другого механизма уведомления о сбоях, может оказаться так, что задачи завершаются со сбоем в фоновом режиме (тихо), что может привести к путанице. Если вы хотите получать уведомления, когда задача “падает” из-за возбуждённого исключения, так что бы вы могли выполнить специфичные для задачи действия по восстановлению, либо оберните задачу с помощью экземпляров Runnable или Callable, которые перехватывают исключения, либо переопределите хук (*hook*, ловушка)[[93]](#footnote-93) afterExecute экземпляра ThreadPoolExecutor.

Несколько сбивает с толку, что исключения, бросаемые задачами, превращаются в неперехваченные обработчиком исключений только для задач, отправленных с помощью метода execute; для задач, отправленных с помощью submit, *любое* брошенное исключение, проверяемое оно или нет, считается частью состояния возврата задачи. Если задача, отправленная с помощью метода submit, завершается с исключением, исключение, обёрнутое в экземпляр ExecutionException, пробрасывается дальше с помощью метода Future.get.

## [7.4](#page11) Завершение работы [JVM](#page11)

Среда JVM может завершать свою работу в *плановой* (*orderly)* или *внезапной* (*abrupt*) манере. Плановое завершение работы инициируется, когда последний “нормальный” (не демон) поток завершается, кто-то вызывает метод System.exit или другими, специфичными для платформы, средствами (например, отправка сигнала SIGINT или нажатие комбинации клавиш Ctrl-C). Хотя это стандартный и предпочтительный способ завершения работы виртуальной машины Java, ее работу также можно завершить внезапно, вызвав метод Runtime.halt или убив процесс JVM средствами операционной системы (например, отправив процессу сигнал SIGKILL).

### 7.4.1 Завершающие хуки

При плановом завершении работы, среда JVM в первую очередь запускает все зарегистрированные *завершающие хуки* (*shutdown hooks)*. Завершающие хуки представляют собой незапущенные потоки, зарегистрированные с помощью метода Runtime.addShutdownHook. Среда JVM не даёт никаких гарантий относительно порядка, согласно которому будут запускаться завершающие хуки. Если потоки какого-либо приложения (демоны или не демоны) все еще выполняются в момент начала завершения работы, они продолжат выполнение параллельно с процессом завершения работы. Когда все завершающие хуки выполнятся, JVM может принять решение о выполнении финализаторов, если метод runFinalizersOnExit вернёт значение true, и затем остановится. Среда JVM не предпринимает никаких попыток остановить или прервать потоки приложения, которые все еще продолжают выполняться во время завершения работы; они будут резко завершены, когда JVM, в конечном счете, остановится. Если завершающие хуки или финализаторы ещё не закончили выполнение, то плановый процесс завершения работы “зависает” и работа JVM должна быть завершена внезапно. При внезапном завершении работы, от среды JVM не требуется делать ничего, кроме остановки JVM; завершающие хуки выполняться не будут.

Завершающие хуки должны быть потокобезопасными: они должны использовать синхронизацию в процессе доступа к совместно используемым данным и должны заботиться о том, чтобы избегать взаимоблокировок, как, впрочем, и любой другой параллельный код. Кроме того, они не должны строить предположений о состоянии приложения (например, о том, завершили ли уже свою работу другие службы или выполнились ли все обычные потоки) или о том, почему завершает работу JVM, и поэтому должны быть закодированы с чрезвычайной степенью защиты. Наконец, они должны завершать своё выполнение как можно быстрее, так как их существование задерживает завершение работы JVM в то время, когда пользователь может ожидать, что JVM завершится быстро.

Завершающие хуки можно использовать для очистки служб или приложений, например для удаления временных файлов или очистки ресурсов, которые автоматически не очищаются ОС. В листинге 7.26 демонстрируется, как класс LogService из листинга 7.16 может зарегистрировать в методе start завершающий хук, чтобы обеспечить закрытие файла журнала после завершения работы.

public void start() {

Runtime.getRuntime().addShutdownHook(new Thread() {

public void run() {

try { LogService.this.stop(); }

catch (InterruptedException ignored) {}

}

});

}

**Листинг 7.26** Регистрация завершающего хука для остановки службы логирования.

Поскольку все завершающие хуки выполняются одновременно, закрытие файла лога может привести к проблемам с другими завершающими хуками, которые также хотят использовать службу логирования. Чтобы избежать этой проблемы, завершающие хуки не должны полагаться на службы, которые могут быть закрыты приложением или другими завершающими хуками. Один из способов достигнуть этого - использовать один завершающий хук для всех служб, а не по одному хуку для каждой службы, и обязать его последовательно вызвать действия по завершению работы. Это гарантирует, что действия по завершению работы выполнятся последовательно в одном потоке, что позволит избежать возникновения условий гонки или взаимоблокировок между действиями, завершающими работу. Этот метод можно использовать независимо от того, используете ли вы завершающие хуки или нет; последовательное, а не параллельное выполнение действий по завершению работы, позволяет устранить множество потенциальных источников проблем. В приложениях, которые поддерживают явные сведения о зависимостях между службами, этот метод также может гарантировать, что действия по завершению работы выполняются в правильном порядке.

### 7.4.2 Потоки демоны

Иногда вы хотите создать поток, который выполняет некоторую вспомогательную функцию, но вы не хотите, чтобы существование этого потока препятствовало завершению работы JVM. Для этого предназначены потоки демоны (*daemon threads)*.

Потоки делятся на два типа: обычные потоки и потоки демоны. При запуске виртуальной машины Java, все создаваемые ею потоки (например, сборщик мусора и другие служебные потоки) являются потоками демонами, за исключением основного потока. При создании нового потока он наследует статус демона, от создавшего потока, поэтому по умолчанию все потоки, созданные основным потоком, также являются обычными потоками.

Обычные потоки и потоки демоны различаются только тем, что происходит при завершении работы. Когда поток завершает работу, JVM выполняет инвентаризацию выполняющихся потоков, и если единственные оставшиеся потоки являются потоками демонами, среда инициирует упорядоченное плановое работы. Когда JVM останавливается, работа всех оставшихся потоков демонов резко прерывается, - блоки finally не выполняются, стеки не разматываются - JVM просто завершает свою работу.

Потоки демоны должны использоваться крайне умеренно - выполнение нескольких выполняющихся активностей может быть прервано в любой момент времени без очистки. В частности, опасно использовать потоки демоны для задач, которые могут выполнять какие-либо операции ввода/вывода. Потоки демоны лучше всего приберегать для задач “очистки”, таких как фоновый поток, который периодически удаляет устаревшие записи из кэша в памяти.

Потоки демоны не являются хорошим вариантом для замены обычных потоков в контексте правильного управления жизненным циклом служб приложения.

### 7.4.3 Финализаторы

Сборщик мусора выполняет полезную работу по освобождению ресурсов памяти, когда они больше не используются, но некоторые ресурсы, такие как дескрипторы файлов или сокетов, должны быть явно возвращены операционной системе, когда больше не нужны. Чтобы помочь этому процессу, сборщик мусора обрабатывает объекты, имеющие специальный нетривиальный метод finalize: после их освобождения сборщиком мусора, вызывается метод finalize, позволяющий освободить удерживаемые ресурсы.

Поскольку финализаторы могут работать в потоке управляемом JVM, любое состояние, доступ к которому получается финализатор, будет доступно более чем в одном потоке и, следовательно, доступ к нему должен осуществляться только с использованием синхронизации. Финализаторы не предоставляют гарантий относительно момента времени, в который они будут выполнены, или даже самого факта выполнения и приводят к значительным затратам производительности на объекты обладающие нетривиальными финализаторами. Кроме того, их довольно сложно написать корректно[[94]](#footnote-94). В большинстве случаев сочетание блоков finally и явных вызовов методов close лучше справляется с управлением ресурсами, чем финализаторы; единственным исключением является необходимость управления объектами, содержащими ресурсы, полученные native методами. По этим и другим причинам старайтесь избегать написания или использования классов с финализаторами (кроме классов библиотеки платформы) [EJ Item 6].

Избегайте использования финализаторов.

## 7.5 Итоги

Вопросы, касающиеся завершения жизненного цикла (*end-of-lifecycle*) задач, потоков, служб и приложений могут усложнить их разработку и реализацию. Язык Java не предоставляет упреждающего механизма для отмены выполняющихся активностей или завершения потоков. Вместо этого Java предоставляет механизм кооперативного прерывания, который можно использовать для облегчения процесса отмены, но создание протоколов для отмены и их согласованное использование зависит только от вас. Использование класса FutureTask и фреймворка Executor упрощает построение отменяемых задач и сервисов.

# [Глава 8](#page11) [Применение](#page11) пулов потоков

В главе 6 был представлен фреймворк выполнения задач, упрощающий управление жизненным циклом задач и потоков и предоставляющий простые и гибкие средства для отделения отправки задач от политики выполнения. В главе 7 рассматривались некоторые запутанные детали жизненного цикла службы, возникающие при использовании фреймворка выполнения задач в реальных приложениях. В этой главе рассматриваются дополнительные параметры для конфигурирования и настройки пулов потоков, описываются опасности, которые следует учитывать при использовании фреймворка выполнения задач, и предлагаются некоторые более продвинутые примеры использования фреймворка Executor.

## [8.1](#page11) Неявные связи между задачами и политиками выполнения

Ранее мы утверждали, что фреймворк выполнения задач отделяет отправку задачи от ее выполнения. Подобно многим прочим попыткам развязать комплексные процессы, это было небольшим преувеличением. Хотя фреймворк Executor и предоставляет значительную гибкость в определении и изменении политик выполнения, не все задачи совместимы со всеми политиками выполнения. Типы задач, которым требуются определённые политики выполнения, включают в себя:

**Зависимые задачи.** Наилучшим образом проявляют себя независимые задачи: те, которые не зависят от момента времени, результатов выполнения или побочных эффектов, возникающих при выполнении других задач. Когда в пуле потоков выполняются независимые задачи, можно свободно изменять размер пула и его конфигурацию, не влияя ни на что, кроме производительности. С другой стороны, когда вы отправляете задачи, зависящие от других задач, в пул потоков, вы неявно накладываете ограничения на политику выполнения, которыми необходимо тщательно управлять, чтобы избежать проблем с живучестью (см. раздел [8.1.1](#_8.1.1_Взаимоблокировка_потоков,)).

**Задачи, использующие ограничение потока.** Однопоточные исполнители (*executors*) берут на себя более строгие обязательства, касающиеся обеспечения параллелизма, чем произвольные пулы потоков. Они гарантируют, что задачи не выполняются параллельно, что позволяет вам несколько ослабить обеспечение потокобезопасности в коде задачи. Объекты могут быть ограничены потоком задачи, что позволяет задачам, спроектированным для выполнения в этом потоке, получать доступ к этим объектам без синхронизации, даже если эти ресурсы не являются потокобезопасными. Это приводит к формированию неявной связи между задачей и её политикой выполнения - задачи определяют требование, чтобы их исполнитель был однопоточным[[95]](#footnote-95). В этом случае, при изменении однопоточной реализации интерфейса Executor на пул потоков, свойство потокобезопасности может быть потеряно.

**Задачи, чувствительные ко времени ответа.** ПриложенияGUI чувствительны к времени отклика: как правило, пользователей раздражает длительная задержка между нажатием кнопки и соответствующим визуальным откликом. Отправка долговременной задачи однопоточному исполнителю или отправка нескольких долговременных задач в пул потоков небольшого размера[[96]](#footnote-96), может ухудшить отзывчивость службы, управляемой этой реализацией Executor.

**Задачи, использующие класс ThreadLocal.** КлассThreadLocalпозволяет каждому потоку иметь свою собственную "версию" переменной. Однако исполнители могут свободно использовать потоки по своему усмотрению. Стандартные реализации интерфейса Executor могут уничтожать неиспользуемые потоки, когда спрос низкий и добавлять новые, когда спрос высокий, а также заменять рабочие потоки свежими, если задачей было брошено непроверяемое исключение. Класс ThreadLocalимеет смысл использовать с пулом потоков, только если локальное по отношению к потоку значение имеет жизненный цикл, ограниченный этой задачей; класс ThreadLocalне должен использоваться в пуле потоков для передачи значений между задачами.

Пулы потоков лучше всего работают, когда задачи *гомогенны* и *независимы*. Смешивание длительных и кратковременных задач может привести к “засорению” пула, если он не сильно велик; отправка задач, зависящих от других задач, может привести к взаимоблокировке, если пул не является неограниченным. К счастью, запросы в типичных сетевых серверных приложениях - веб-серверах, почтовых серверах, файловых серверах - обычно соответствуют этим рекомендациям.

Некоторые задачи имеют характеристики, требующие или исключающие определенную политику выполнения. Задачи, зависящие от других задач, требуют, чтобы пул потоков был достаточно большим, чтобы задачи никогда не ставились в очередь или не отклонялись; задачи, использующие ограничение потока, требуют последовательного выполнения. Документируйте эти требования, чтобы будущие сопровождающие не подрывали безопасность или живучесть, устанавливая несовместимую политику выполнения.

### 8.1.1 Взаимоблокировка потоков, вызванная голоданием

Если задачи, зависящие от других задач, выполняются в пуле потоков, они могут попадать в состояние взаимоблокировки. В случае использования однопоточного исполнителя, задача, отправляющая другую задачу некоторому исполнителю и ожидающая результата её выполнения, всегда будет попадать в состояние взаимоблокировки. Вторая задача будет находиться в рабочей очереди до завершения первой задачи, но первая не будет завершена, так как она ожидает результата второй задачи. То же самое может произойти и в больших пулах потоков, если все потоки выполняют задачи, которые заблокированы в ожидании других задач, все еще находящихся в рабочей очереди. Это называется взаимоблокировкой потоков, вызванной голоданием (*thread starvation deadlock*,), и может возникать всякий раз, когда пул задач инициирует неограниченное ожидание блокировки какого-нибудь ресурса или условия, которое может быть выполнено лишь на основе действия другой задачи из пула потоков, такого как ожидание возвращаемого значения или побочного эффекта, вызванного другой задачей, если вы не можете гарантировать, что пул достаточно большой.

Класс ThreadDeadlock из листинга 8.1, иллюстрирует ситуацию голодания потока. Метод RenderPageTask отправляет две дополнительные задачи исполнителю для извлечения верхнего и нижнего колонтитулов страницы, отображает тело страницы, ожидает результатов задач получения верхнего и нижнего колонтитулов, а затем объединяет верхний и нижний колонтитулы в готовую страницу. С однопоточным исполнителем в классе ThreadDeadlock всегда будет возникать взаимоблокировка. Аналогично, задачи осуществляющие координацию друг с другом с помощью барьера, также могут приходить к состоянию взаимоблокировки связанной с голоданием потока, если пул потоков недостаточно велик.

public class ThreadDeadlock {

ExecutorService exec = Executors.newSingleThreadExecutor();
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public class RenderPageTask implements Callable<String> { public String call() throws Exception {

Future<String> header, footer;

header = exec.submit(new LoadFileTask("header.html")); footer = exec.submit(new LoadFileTask("footer.html")); String page = renderBody();

* *Will deadlock -- task waiting for result of subtask* return **header.get()** + page + **footer.get()**;

}

}

}

**Листинг 8.1** Задача, попадающая в состояние взаимоблокировки в однопоточном экземпляре Executor. Н*е делайте так.*

Всякий раз, когда вы отправляете исполнителю задачи, которые не являются независимыми, знайте о возможности возникновения взаимоблокировки, вызванной голоданием потока, и документируйте любые ограничения, налагаемые на размер пула или конфигурацию в коде или файле конфигурации, где конфигурируется экземпляр Executor.

Помимо явных ограничений, накладываемых на размер пула потоков, также могут быть и неявные ограничения, возникающие из-за ограничений на другие ресурсы. Если приложение использует пул соединений JDBC с десятью соединениями, и каждой задаче требуется подключение к базе данных, то пул потоков будет иметь только десять потоков, поскольку задачи, количество которых превышает десять, будут блокироваться в ожидании получения соединения.

### 8.1.2 Долговременные задачи

У пулов потоков могут возникать проблемы с отзывчивостью, если задачи могут блокироваться на длительные периоды времени, даже если взаимоблокировка невозможна. Пул потоков может “засоряться” длительными задачами, что приводит к увеличению времени обслуживания даже для коротких задач. Если размер пула слишком мал по сравнению с ожидаемым устойчивым количеством долговременных задач, в конечном итоге все потоки в пуле будут выполнять долговременные задачи, и отзывчивость ухудшится.

Одним из способов, позволяющих смягчить неблагоприятные последствия от длительного выполнения задач заключается в том, чтобы задачи использовали ограниченное по времени ожидание ресурсов, взамен неограниченного по времени. Большинство блокирующих методов в библиотеках платформы, таких как Thread.join, BlockingQueue.put, CountDownLatch.await, и Selector.select, поставляются в обеих, ограниченной и неограниченной по времени, версиях, если время ожидания истекло, можно пометить задачу как завершившуюся с ошибкой и прервать ее или заново поместить в очередь для последующего выполнения. Такой подход гарантирует, что каждая задача в конечном итоге будет продвигаться к успешному или неудачному завершению, освобождая потоки для задач, которые смогут завершиться быстрее. Если часто возникает такая ситуация, что пул потоков заполнен заблокированными задачами, это может быть свидетельством того, что размер пула слишком мал.

## [8.2](#page11) Размеры пулов потоков

Идеальный размер пула потоков зависит от типов отправляемых задач и характеристик системы развертывания. Размеры пула потоков редко когда должны быть жестко заданы; вместо этого размеры пула должны предоставляться механизмом конфигурации или вычисляться динамически, с помощью метода Runtime.availableProcessors.

Определение размеров пулов потоков не является точной наукой, но, к счастью, вам только и нужно, что избегать крайностей “слишком большой” и “слишком маленький”. Если пул потоков слишком велик, потоки конкурируют за ограниченные ресурсы ЦП и памяти, что приводит к увеличению использования памяти и возможному исчерпанию ресурсов. Если размер пула слишком мал, пропускная способность падает, поскольку процессорные мощности не используются в полном объёме, несмотря на доступную работу.

Чтобы правильно определить размер пула потоков, необходимо понимать вычислительную среду, бюджет ресурсов и характер задач. Сколько процессоров в системе развертывания? Сколько памяти? Выполняют ли задачи в основном вычисления, операции ввода/вывода или какую-то их комбинацию? Они требуют дефицитного ресурса, такого как соединения JDBC? Если у вас в наличии различные категории задач с очень разным поведением, рекомендуется использовать несколько пулов потоков, чтобы каждый из них можно было настроить в соответствии с определённым типом рабочей нагрузки.

Для ресурсоемких задач *Ncpu*-процессорная система обычно достигает оптимального использования ресурсов с размером пула *Ncpu* + 1 потоков. (Даже ресурсоемкие потоки иногда натыкаются на ошибку выделения страницы памяти или встают на паузу по какой-либо другой причине, поэтому “дополнительный” запускаемый поток предотвращает простаивание циклов CPU в такой ситуации.) Для задач, которые также включают операции ввода/вывода или другие блокирующие операции, требуется больший пул, поскольку не все потоки будут доступны для планирования. Чтобы правильно определить размер пула, необходимо оценить отношение времени ожидания ко времени вычисления задач; эта оценка не обязательно должна быть точной и может быть получена с помощью профилирования или с помощью других измерительных средств. Кроме того, размер пула потоков можно настроить, запустив приложение с использованием нескольких различных размеров пула потоков при тестовой нагрузке и наблюдая за уровнем загрузки ЦП.

Примем такие определения:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *Ncpu* | | | = | *количество CPU* |
| *Ucpu* | | | = | *целевая загрузка CPU,* 0 *≤ Ucpu ≤* 1 |
| *W* | | | = | *отношение времени ожидания к времени вычисления* |
|  |  |  |
|  | *C* | |
|  |  |  |

Оптимальный размер пула для поддержания желаемого уровня использования процессора:

|  |  |  |
| --- | --- | --- |
| *Nthreads* = *Ncpu \* Ucpu\* (1 +* | W | *)* |
|  |
| C |

Количество процессоров можно определить с помощью класса Runtime:

int N\_CPUS = Runtime.getRuntime().availableProcessors();

Конечно, циклы CPU не единственный ресурс, которым можно управлять с помощью пулов потоков. Другие ресурсы, такие как размер памяти, дескрипторы файлов, дескрипторы сокетов, подключения к базе данных, также могут способствовать в определении размеров ограничений. Вычисление ограничений размера пула для этих типов ресурсов проще: просто сложите количество единиц этого ресурса, требуемого каждой задаче, и разделите его на общее доступное количество единиц ресурса. В результате будет получена верхняя граница размера пула потоков.

Когда задачам требуется ресурс, находящийся в пуле ресурсов, например, такой как соединение с базой данных, размер пула потоков и размер пула ресурсов оказывают друг на друга взаимное влияние. Если для каждой задачи требуется соединение, эффективный размер пула потоков ограничивается размером пула соединений. Аналогично, если единственными потребителями соединений являются задачи пула потоков, эффективный размер пула соединений ограничен размером пула потоков.

## [8.3](#page11) [Конфигурирование класса ThreadPoolExecutor](#page11)

Класс ThreadPoolExecutor предоставляет базовую реализацию для исполнителей, возвращаемых фабричными метода newCachedThreadPool, newFixedThreadPool, и newScheduledThreadExecutor класса Executors. Класс ThreadPoolExecutor представляет собой гибкую и надежную реализацию пула, которая позволяет выполнять различные настройки.

Если политика выполнения по умолчанию не соответствует вашим потребностям, вы можете создать экземпляр ThreadPoolExecutor с помощью его конструктора и настроить его по своему усмотрению; вы можете обратиться к исходному коду класса Executors, чтобы увидеть политики выполнения для конфигураций по умолчанию и использовать их в качестве отправной точки. Класс ThreadPoolExecutor имеет несколько конструкторов, наиболее общий из которых показан в листинге 8.2.

public ThreadPoolExecutor(int corePoolSize,

int maximumPoolSize,

long keepAliveTime,

TimeUnit unit,

BlockingQueue<Runnable> workQueue,

ThreadFactory threadFactory,

RejectedExecutionHandler handler) { ... }

Листинг 8.2 Общий конструктор классаThreadPoolExecutor.

### 8.3.1 Создание и удаление потока

Корневой размер пула, максимальный размер пула и время жизни определяют создание и удаление потоков. Корневой размер является целевым размером; реализация пытается поддерживать пул в пределах этого размера, даже если нет никаких задач для выполнения[[97]](#footnote-97), и не будет создавать потоков больше, чем заданное количество, пока рабочая очередь не заполнится[[98]](#footnote-98). Максимальный размер пула представляет собой верхнюю границу количества одновременно активных потоков в пуле. Поток, который простаивает дольше установленного времени ожидания активности (*keep-alive times*), становится кандидатом на поглощение и может быть завершен, если текущий размер пула превысит корневой размер.

Настраивая размер корневого пула и время ожидания активности, можно поощрять пул к освобождению ресурсов, используемых простаивающими потоками, что делает их доступными для более полезной работы. (Подобно прочему, это компромисс: поглощение бездействующих потоков приводит к дополнительной задержке в связи с необходимостью создания потоков, когда позже потоки должны будут быть созданы при увеличении спроса.)

Фабричный метод newFixedThreadPool устанавливает и корневой, и максимальный размер пула до требуемых значений, при этом определяя бесконечное время ожидания; фабричный метод newCachedThreadPool устанавливает максимальный размер пула в значение Integer.MAXVALUE и корневой размер пула равным нулю, с таймаутом в одну минуту, создавая эффект бесконечно расширяемого пула потоков, который будет сжиматься снова при уменьшении спроса. Другие комбинации можно скомпоновать с помощью явного использования конструктора ThreadPoolExecutor.

### 8.3.2 Управление задачами в очереди

Ограниченные пулы потоков устанавливают предельное количество одновременно выполняемых задач. (Однопоточные исполнители являются примечательным частным случаем: они гарантируют, что никакие задачи не будут выполняться одновременно, предлагая возможность достижения потокобезопасности через ограничение потока.)

Ранее, в разделе 6.1.2, мы видели, что создание неограниченного количества потоков может привести к нестабильности, и решили эту проблему, используя пул потоков фиксированного размера вместо создания нового потока для каждого поступающего запроса. Тем не менее, это лишь частичное решение проблемы; приложение все еще может исчерпать ресурсы при большой нагрузке, только сделать это будет сложнее. Если скорость поступления новых запросов превышает скорость, с которой они могут быть обработаны, запросы все равно будут помещаться в очередь. В случае использования пула потоков, запросы ожидают в очереди экземпляров Runnable, управляемой экземпляром Executor, вместо того, чтобы ожидать в очереди в качестве потоков, конкурирующих за ЦП. Представление ожидающей задачи с помощью экземпляра Runnable и узла списка, безусловно, обходится намного дешевле, чем представление с помощью потока, но риск исчерпания ресурсов по-прежнему остается, так как клиенты могут отправлять запросы на сервер быстрее, чем он сможет их обрабатывать.

Запросы часто поступают пакетами, даже если в среднем скорость поступления запросов достаточно стабильна. Очереди могут помочь в сглаживании временных переходов между всплесками задач, но если задачи продолжат поступать слишком быстро, вам в конечном итоге придется регулировать скорость прибытия, чтобы избежать нехватки памяти[[99]](#footnote-99). Ещё до того, как закончится доступная память, время ответа будет постепенно увеличиваться, по мере роста количества задач в очереди.

Класс ThreadPoolExecutor позволяет вам использовать экземпляр BlockingQueue для содержания задач, ожидающих выполнения. Существует три основных подхода к организации очереди задач: неограниченная очередь, ограниченная очередь и синхронная передача. Выбор типа очереди оказывает влияние на другие параметрами конфигурации, например, на размер пула.

По умолчанию, фабричные методы newFixedThreadPool и newSingleThreadExecutor используют неограниченную реализацию очереди LinkedBlockingQueue. Задачи будут помещаться в очередь, если все рабочие потоки будут заняты, в случае, если задачи продолжат поступать быстрее, чем они могут быть выполнены, очередь будет расти без ограничений,

Более стабильной стратегией управления ресурсами является использование ограниченной очереди, например класса ArrayBlockingQueue или ограниченной версии LinkedBlockingQueue или PriorityBlockingQueue. Ограниченные очереди помогают предотвратить исчерпание ресурсов, но поднимают вопрос о том, что делать с новыми задачами при заполнении очереди. (Существует ряд возможных *политик насыщения* (*saturation policies*) для решения этой проблемы; см. раздел [8.3.3](#_8.3.3_Политики_насыщения).) С ограниченной рабочей очередью размер очереди и размер пула должны настраиваться вместе. Большая очередь в сочетании с пулом небольшого размера может снизить использование памяти, ЦП и переключение контекста за счет потенциального ограничения пропускной способности.

Для очень больших или неограниченных пулов потоков также можно полностью обойтись без помещения задач в очередь и передавать задачи непосредственно от производителей рабочим потокам, с помощью класса SynchronousQueue. Класс SynchronousQueue, на самом деле, является не очередью, а механизмом управления передачей между потоками. Следуя порядку размещения элементов в экземпляре SynchronousQueue, должен существовать поток, ожидающий принятия передачи. Если нет ожидающих потоков, но текущий размер пула меньше, чем максимально заданный, экземпляр ThreadPoolExecutor создает новый поток; иначе задача отбрасывается согласно политике насыщения. Использование прямой передачи является более эффективным механизмом взаимодействия, поскольку задача может быть напрямую передана потоку, который ее выполнит, а не помещена в очередь, из которой её извлечёт рабочий поток. Класс SynchronousQueue является оправданным выбором только в том случае, если пул потоков является неограниченным или если отклонение избыточных задач приемлемо. Фабричный метод newCachedThreadPool использует класс SynchronousQueue.

Использование очередей FIFO, например, таких как LinkedBlockingQueue или ArrayBlockingQueue, приводит к запуску задач в том порядке, в котором они были приняты. Для большего контроля над порядком выполнения задач можно использовать класс PriorityBlockingQueue, который упорядочивает задачи в соответствии с заданным приоритетом. Приоритет может быть определен естественным порядком (если задачи реализуют интерфейс Comparable) или с помощью интерфейса Comparator.

Фабричный метод newCachedThreadPool является хорошим выбором по умолчанию для реализации Executor, обеспечивая лучшую производительность очереди, чем фиксированный пул потоков[[100]](#footnote-100). Пул потоков фиксированного размера является хорошим выбором, когда необходимо ограничить число параллельных задач в целях управления ресурсами, как в случае серверного приложения, которое принимает запросы от клиентов по сети, и в ином случае было бы уязвимо для перегрузки.

Решение с ограничением пула потоков или рабочей очереди подходит только в том случае, если задачи независимы. С задачами, которые зависят от других задач, ограниченные пулы потоков или очереди могут привести к взаимоблокировке потоков вызванной голоданием; вместо этого используйте конфигурацию неограниченного пула, например фабричный метод newCachedThreadPool[[101]](#footnote-101).

### 8.3.3 Политики насыщения

Когда ограниченная рабочая очередь заполняется, вступает в игру *политика насыщения* (*saturation policy*). Политика насыщения для класса ThreadPoolExecutor может быть изменена путем вызова метода setRejectedExecutionHandler. (Политика насыщения также используется, когда задача передается экземпляру Executor, который был выключен.) Предоставляется несколько реализаций интерфейса RejectedExecutionHandler, реализующих ту или другую политику насыщения: AbortPolicy, CallerRunsPolicy, DiscardPolicy, и DiscardOldestPolicy.

Политика по умолчанию, прерывание (*abort*), заставляет метод execute бросить непроверяемое исключение RejectedExecutionException; вызывающий объект может перехватить это исключение и реализовать собственную обработку переполнения пула по своему усмотрению. Политика *сброса* (*discard*) автоматически отбрасывает только что отправленную задачу, если она не может быть поставлена в очередь на выполнение; политика сброса старейшего элемента (*discard-oldest*) сбрасывает задачу, которая в противном случае была бы выполнена следующей, и пытается повторно отправить новую задачу. (Если рабочая очередь представляет собой очередь с приоритетом, это приводит к сбросу элемента с наивысшим приоритетом, таким образом, комбинация политики насыщения путём сброса старейшего элемента и очереди с приоритетом не является хорошей идеей.)

Политика *выполнение вызывающего объекта* (*caller-runs)* реализует форму регулирования, при которой задачи не сбрасываются, исключения не бросаются, а наоборот прилагаются все усилия по замедлению поступления потока новых задач, путём возврата некоторой части работы обратно вызывающему объекту. Только что отправленная задача выполняется не в потоке пула, а в потоке, вызвавшем метод execute. Если мы внесём изменения в класс WebServer, представленный в качестве примера, чтобы использовать ограниченную очередь и политику “выполнение вызывающего объекта”, после того, как все пулы потоков будут заполнены, и рабочая очередь также будет заполнена, следующая задача будет выполняться в главном потоке, в процессе вызова на выполнение. Поскольку обработка, вероятно, займет некоторое время, основной поток не сможет отправлять задачи, по крайней мере, некоторое время, давая рабочим потокам какое-то время на то, чтобы сократить разрыв. Основной поток также не будет вызывать метод accept в течение этого времени, поэтому входящие запросы будут попадать в очередь на уровне TCP, а не на уровне приложения. Если перегрузка будет сохраняться, в конечном счёте, уровень TCP примет решение о том, что он поставил в очередь достаточное количество запросов на подключение и начнёт отбрасывать запросы на подключение. По мере того как сервер будет перегружаться, перегрузка будет постепенно выталкиваться наружу – из пула потоков в рабочую очередь приложения, далее на уровень TCP и, в конечном счете, клиенту, обеспечивая таким образом более плавное снижение производительности под нагрузкой.

Выбор политики насыщения или внесение других изменений в политику выполнения может быть выполнен в процессе создания экземпляра Executor. В листинге 8.3 показано создание пула потоков фиксированного размера с помощью политики “выполнение вызывающего объекта”.

ThreadPoolExecutor executor

* new ThreadPoolExecutor(N\_THREADS, N\_THREADS, 0L, TimeUnit.MILLISECONDS,

new LinkedBlockingQueue<Runnable>(CAPACITY)); executor.setRejectedExecutionHandler(

new ThreadPoolExecutor.CallerRunsPolicy());

**Листинг 8.3** Создание пула потоков фиксированного размера с ограниченной очередью и политикой насыщения “выполнение вызывающего объекта”

Не существует предопределённой политики насыщения, выполняющей блокировку метода execute, когда очередь заполняется. Однако, похожий эффект может быть достигнут с помощью семафора, для ограничения частоты внедрения задач, как показано в классе BoundedExecutor из листинга 8.4. При таком подходе используйте неограниченную очередь (нет причин ограничивать и размер очереди, и частоту внедрения) и установите границу на семафоре равную размеру пула *плюс* количеству поставленных в очередь задач, которые вы хотите обработать, так как семафор ограничивает количество задач, как выполняемых в данный момент, так и ожидающих выполнения.

@ThreadSafe

public class BoundedExecutor { private final Executor exec; private final Semaphore semaphore;

public BoundedExecutor(Executor exec, int bound) { this.exec = exec;

this.semaphore = new Semaphore(bound);

}

public void submitTask(final Runnable command)

throws InterruptedException {

semaphore.acquire();

try {

exec.execute(new Runnable() {

public void run() {

try {

command.run();

} finally { semaphore.release();

}

}

});

} catch (RejectedExecutionException e) { semaphore.release();

}

}

}

**Листинг 8.4** Использование класса Semaphore для управления частотой отправки задач

### 8.3.4 Фабрики задач

Всякий раз, когда пул потоков должен создать поток, он делает это с помощью *фабрики потоков* (*thread* *factory*, см. листинг 8.5). Фабрика потоков по умолчанию создает новый поток, не демон, без специальной конфигурации. Определяемые фабрики потоков позволяет вам настроить конфигурацию пула потоков. Интерфейс ThreadFactory имеет один метод, newThread, который вызывается всякий раз, когда пулу потоков необходимо создать новый поток.

public interface ThreadFactory {

Thread newThread(Runnable r);

}

**Листинг 8.5** Интерфейс ThreadFactory

Существует ряд причин для использования настраиваемой версии (*custom*) фабрики потоков. Вы можете захотеть определить для пула потоков исключение UncaughtExceptionHandler или создать экземпляр настраиваемой версии класса Thread, например такого, который выполняет ведение журнала отладки. Вы можете захотеть изменить приоритет (обычно не очень хорошая идея; см. раздел [10.3.1](#_10.3.1_Голодание)) или установить статус демона (снова, не всё в этой идее хорошо; см. раздел [7.4.2](#_7.4.2_Потоки_демоны)) потокам в пуле. Или, может быть, вы просто хотите дать потокам пула более осмысленные имена, чтобы упростить интерпретацию дампов потоков и логов с ошибками.

В классе MyThreadFactory из листинга 8.6, иллюстрируется пример настраиваемой фабрики потоков. Фабрика создаёт новый экземпляр MyAppThread, передавая конструктору специфичное для экземпляра пула потоков имя, так, чтобы потоки от каждого пула могли быть легко различимы в дампах потоков и журналах ошибок. Класс MyAppThread также можно использовать и в других частях приложения, так что все потоки могут воспользоваться предоставляемыми возможностями для облегчения отладки.

public class MyThreadFactory implements ThreadFactory { private final String poolName;

public MyThreadFactory(String poolName) { this.poolName = poolName;

}

public Thread newThread(Runnable runnable) { return new MyAppThread(runnable, poolName);

}

}

**Листинг 8.6** Настраиваемая реализация фабрики потоков

В классе MyAppThread показанном в листинге 8.7, выполняется интересная настройка, которая позволяет вам указать имя потока, устанавливает настраиваемое исключение UncaughtExceptionHandler, записывающее сообщение в экземпляр класса Logger, ведет статистику о том, сколько потоков было создано и уничтожено, и, опционально, записывает отладочное сообщение в лог, когда поток создается или завершается.

public class MyAppThread extends Thread {

public static final String DEFAULT\_NAME = "MyAppThread"; private static volatile boolean debugLifecycle = false;

private static final AtomicInteger created = new AtomicInteger(); private static final AtomicInteger alive = new AtomicInteger(); private static final Logger log = Logger.getAnonymousLogger();

public MyAppThread(Runnable r) { this(r, DEFAULT\_NAME); }

public MyAppThread(Runnable runnable, String name) { super(runnable, name + "-" + created.incrementAndGet()); setUncaughtExceptionHandler(

new Thread.UncaughtExceptionHandler() { public void uncaughtException(Thread t,

Throwable e) {

log.log(Level.SEVERE,

"UNCAUGHT in thread " + t.getName(), e);

}

});

}

public void run() {

* *Copy debug flag to ensure consistent value throughout.* boolean debug = debugLifecycle;

if (debug) log.log(Level.FINE, "Created "+getName()); try {

alive.incrementAndGet();

super.run(); } finally {

alive.decrementAndGet();

if (debug) log.log(Level.FINE, "Exiting "+getName());

}

}

public static int getThreadsCreated() { return created.get(); } public static int getThreadsAlive() { return alive.get(); } public static boolean getDebug() { return debugLifecycle; } public static void setDebug(boolean b) { debugLifecycle = b; }

}

**Листинг 8.7** Настраиваемый класс, построенный на основе потока

Если приложение использует преимущества политик безопасности в целях предоставления разрешений определенным кодовым базам, для создания фабрики потоков вы можете использовать фабричный метод privilegedThreadFactory класса Executors. Метод создает пул потоков, имеющий те же разрешения, экземпляры AccessControlContext и contextClassLoader с теми же правами, что и поток, создаваемый фабричным методом privilegedThreadFactory. В противном случае потоки, созданные пулом потоков, наследуют разрешения от любого клиента вызвавшего методы execute или submit во время создания нового потока, что может привести к путанице в исключениях, связанных с безопасностью.

### 8.3.5 Настройка экземпляра ThreadPoolExecutor после построения

Большинство параметров, передаваемых конструкторам ThreadPoolExecutor, также можно изменить после построения с помощью сеттеров (например, корневой размер пула потоков, максимальный размер пула потоков, время ожидания, фабрику потоков и обработчик выполнения отклонённых запросов). Если экземпляр Executor создается одним из фабричных методов класса Executors (исключая фабричный метод newSingleThreadExecutor), вы можете привести результат к классу ThreadPoolExecutor, для доступа к сеттерам, как показано в листинге 8.8.

ExecutorService exec = Executors.newCachedThreadPool(); if (exec instanceof ThreadPoolExecutor)

((ThreadPoolExecutor) exec).setCorePoolSize(10);

else

throw new AssertionError("Oops, bad assumption");

**Листинг 8.8** Изменение экземпляра Executor, созданного с помощью стандартной фабрики

Класс Executors включает в себя фабричный метод unconfigurableExecutorService, который принимает существующий экземпляр ExecutorService и обертывает его, раскрывая только методы интерфейса ExecutorService, без возможности настройки в дальнейшем. В отличие от реализаций с пулами потоков, фабричный метод newSingleThreadExecutor возвращает экземпляр ExecutorService, обернутый подобным образом, а не “сырой” (*raw*) экземпляр ThreadPoolExecutor. В то время как однопоточный исполнитель фактически реализован как пул потоков с одним потоком, он также берёт на себя обязательство не выполнять задачи параллельно. Если какой-то ошибочный код увеличит размер пула в однопоточном исполнителе, это нарушит предполагаемую семантику выполнения.

Вы можете использовать этот подход с собственными исполнителями, для предотвращения внесения изменений в политику выполнения. Если вы будете предоставлять экземпляр ExecutorService коду, которому не доверяете, без внесения изменений в него, вы можете обернуть экземпляр с помощью метода unconfigurableExecutorService.

## [8.4](#page11) [Расширение класса ThreadPoolExecutor](#page11)

Класс ThreadPoolExecutor был разработан для расширения, предоставляя несколько “хуков” для переопределения в подклассах - beforeExecute, afterExecute, и terminated – что может быть использовано для расширения поведения класса ThreadPoolExecutor.

Хуки beforeExecute и afterExecute вызываются в потоке, который выполняет задачу, и могут использоваться для добавления логирования, отсчёта времени выполнения, мониторинга или сбора статистики. Хук afterExecute вызывается независимо от того, завершается ли задача обычным образом, путём возврата управления из метода run или путём возбуждения исключения Exception. (Если задача завершается путём возбуждения исключения Error, хук afterExecute не будет вызван.) Если хук beforeExecute бросит исключение RuntimeException, задача не будет выполняться, и хук afterExecute также не будет вызван.

Хук terminated вызывается, когда выполнен процесс завершения работы пула потоков, после завершения всех задач и завершения выполнения всех рабочих потоков. Он может быть использован для высвобождения ресурсов, выделенных исполнителем в течение его жизненного цикла, отправки уведомлений или логирования, или завершения сбора статистики.

### 8.4.1 Пример: добавление статистики в пул потоков

В классе TimingThreadPool из листинга 8.9, показан настраиваемый пул потоков, который использует хуки beforeExecute, afterExecute, и terminated для добавления возможностей логирования и сбора статистики. Чтобы измерить время выполнения задачи, хук beforeExecute должен записать время начала и сохранить его в таком месте, в котором хук afterExecute сможет найти его. Поскольку выполняемые хуки вызываются в том же потоке, который выполняет задачу, значение, помещенное в экземпляр ThreadLocal хуком beforeExecute, может быть получено хуком afterExecute. Класс TimingThreadPool использует пару переменных типа AtomicLong, чтобы отслеживать общее количество обработанных задач и общее время количество времени, потраченное на обработку, и использует хук terminated, чтобы вывести сообщение лога, отражающее среднее время выполнения задачи.

public class TimingThreadPool extends ThreadPoolExecutor {

|  |  |  |  |
| --- | --- | --- | --- |
| private final | | ThreadLocal<Long> startTime | |
|  | = new | ThreadLocal<Long>(); | |
| private final | | Logger log = Logger.getLogger("TimingThreadPool"); | |
| private | final | AtomicLong | numTasks = new AtomicLong(); |
| private | final | AtomicLong | totalTime = new AtomicLong(); |

protected void beforeExecute(Thread t, Runnable r) {

super.beforeExecute(t, r);

log.fine(String.format("Thread %s: start %s", t, r));

startTime.set(System.nanoTime());

}

protected void afterExecute(Runnable r, Throwable t) { try {

long endTime = System.nanoTime();

long taskTime = endTime - startTime.get();

numTasks.incrementAndGet();

totalTime.addAndGet(taskTime);

log.fine(String.format("Thread %s: end %s, time=%dns",

t, r, taskTime));

} finally {

super.afterExecute(r, t);

}

}

protected void terminated() {

try {

log.info(String.format("Terminated: avg time=%dns",

totalTime.get() / numTasks.get()));

} finally { super.terminated();

}

}

}

**Листинг 8.9** Пул потоков, расширенный механизмами логирования и учёта времени выполнения задач

## [8.5](#page11) Распараллеливание рекурсивных алгоритмов

Пример рендеринга страницы из раздела 6.3, подвергся серии доработок, в поисках подходящего для использования механизма параллелизма. Первая попытка была полностью последовательной; вторая использовала два потока, но все же выполняла все операции загрузки изображений последовательно; окончательная версия, для достижения большей степени параллелизма, рассматривала каждую операцию загрузки изображения как отдельную задачу. Циклы, тела которых содержат нетривиальные вычисления или выполняют потенциально подверженные блокировке операции ввода/вывода, часто являются хорошими кандидатами для распараллеливания, если итерации независимы.

Если у нас есть цикл, итерации которого независимы, и для продолжения нам не нужно ожидать завершения выполняемых в них операций, мы можем использовать экземпляр Executor для преобразования последовательного цикла в параллельный, как показано в методах processSequentially и processInParallel из листинга 8.10.

void processSequentially(List<Element> elements) { for (Element e : elements)

process(e);

}

void processInParallel(Executor exec, List<Element> elements) { for (final Element e : elements)

exec.execute(new Runnable() {

public void run() { process(e); }

});

}

Листинг 8.10. Преобразование последовательного выполнения в параллельное

Вызов метода processInParallel завершается быстрее, чем вызов метода processSequentially, потому что он возвращает управление, как только все задачи будут поставлены в очередь экземпляра Executor, вместо того чтобы ждать, пока все они будут завершены. Если вы хотите отправить набор задач и дождаться их завершения, можно использовать метод ExecutorService.invokeAll; для получения результатов по мере их поступления, можно использовать экземпляр CompletionService, как в классе Renderer из раздела 6.3.6.

Последовательные итерации цикла подходят для распараллеливания, когда каждая итерация независима от других и работа, выполняемая в каждой итерации тела цикла, достаточно значительна, чтобы компенсировать затраты на управление новой задачей.

Распараллеливание циклов также может быть применено в случае некоторых рекурсивных дизайнов; в рекурсивном алгоритме часто встречаются последовательные циклы, к распараллеливанию которых можно применить такой же подход, как в листинге 8.10. Простейший случай - это когда итерации не ожидают возвращения результатов выполнения рекурсивных итераций, которые они вызывают. Например, метод sequentialRecursive в листинге 8.11 выполняет обход дерева “в глубину”, выполняя вычисления на каждом узле и помещая результат в коллекцию. Преобразованная версия, приведённая в методе parallelRecursive, также выполняет обход в глубину, но вместо вычисления результата при посещении каждого узла, она отправляет задачу для вычисления результата соответствующего узлу.

public<T> void sequentialRecursive(List<Node<T>> nodes, Collection<T> results) {

for (Node<T> n : nodes) {

results.add(n.compute());

sequentialRecursive(n.getChildren(), results);

}

}

public<T> void parallelRecursive(final Executor exec, List<Node<T>> nodes,

final Collection<T> results) {

for (final Node<T> n : nodes) {

exec.execute(new Runnable() {

public void run() {

results.add(n.compute());

}

});

parallelRecursive(exec, n.getChildren(), results);

}

}

**Листинг 8.11** Преобразование последовательной хвостовой рекурсии в распараллеленную рекурсию

К моменту возвращения управления методом parallelRecursive, каждый узел дерева уже был посещен (обход по-прежнему осуществляется последовательно: параллельно выполняются только вызовы метода compute) и вычисления, выполняемые для каждого узла, уже были поставлены в очередь экземпляра Executor. Объекты, вызывающие метод parallelRecursive, могут ожидать получения всех результатов, создав специфичный, предназначенный для обхода, экземпляр Executor и используя методы shutdown и awaitTermination, как показано в листинге 8.12.

public<T> Collection<T> getParallelResults(List<Node<T>> nodes) throws InterruptedException {

ExecutorService exec = Executors.newCachedThreadPool();

Queue<T> resultQueue = new ConcurrentLinkedQueue<T>();

parallelRecursive(exec, nodes, resultQueue);

exec.shutdown();

exec.awaitTermination(Long.MAX\_VALUE, TimeUnit.SECONDS);

return resultQueue;

}

**Листинг 8.12** Ожидание результатов параллельных вычислений

### 8.5.1 Пример: фрэймворк для решения головоломок

Такой подход привлекателен для поиска решений в головоломках, которые включают в себя поиск последовательности преобразований из некоторого начального состояния в некоторое целевое состояние, например, такие головоломки как «головоломки на перемещение элементов»[[102]](#footnote-102), «Hi-Q», «Instant Insanity» и прочие головоломки-пасьянсы.

Мы определяем “головоломку” как комбинацию начальной позиции, целевой позиции и набора правил, определяющих допустимые ходы. Набор правил состоит из двух частей: вычисленного списка возможных, с заданной позиции, ходов и вычисления результата применения хода к позиции. В интерфейсе Puzzle из листинга 8.13, показана абстракция нашей головоломки; параметры типа P и M представляют собой классы позиции и хода. Основываясь на приведённом интерфейсе, мы можем написать простой последовательный решатель, который просматривает пространство шагов головоломки до тех пор, пока не будет найдено решение или пространство шагов головоломки не будет исчерпано.

public interface Puzzle<P, M> {

* initialPosition();

boolean isGoal(P position); Set<M> legalMoves(P position);

* move(P position, M move);

}

**Листинг 8.13** Абстракция для головоломки, подобной “головоломка на перемещение элементов”

Класс Node из листинга 8.14, представляет собой позицию, которая была достигнута с помощью некоторой серии шагов, путём удержания ссылки на перемещение, создавшее позицию, и предыдущий узел. Переход по ссылкам назад, начиная с текущего экземпляра Node, позволяет восстановить последовательность ходов, которые привели к текущей позиции.

@Immutable

static class Node<P, M> {

final P pos;

final M move;

final Node<P, M> prev;

Node(P pos, M move, Node<P, M> prev) {...}

List<M> asMoveList() {

List<M> solution = new LinkedList<M>();

for (Node<P, M> n = this; n.move != null; n = n.prev)

solution.add(0, n.move);

return solution;

}

}

**Листинг 8.14** Связующий узел в фреймворке решения загадок

В классе SequentialPuzzleSolver из листинга 8.15, приведён последовательный решатель, используемый в фреймворке решения головоломок и выполняющий поиск решения “в глубину” в пространстве шагов головоломки. Он завершает свою работу, когда находит решение (которое не обязательно является кратчайшим решением).

public class SequentialPuzzleSolver<P, M> { private final Puzzle<P, M> puzzle;

private final Set<P> seen = new HashSet<P>();

public SequentialPuzzleSolver(Puzzle<P, M> puzzle) { this.puzzle = puzzle;

}

public List<M> solve() {

P pos = puzzle.initialPosition();

return search(new Node<P, M>(pos, null, null));

}

private List<M> search(Node<P, M> node) { if (!seen.contains(node.pos)) {

seen.add(node.pos);

if (puzzle.isGoal(node.pos))

return node.asMoveList();

for (M move : puzzle.legalMoves(node.pos)) {

P pos = puzzle.move(node.pos, move);

Node<P, M> child = new Node<P, M>(pos, move, node); List<M> result = search(child); if (result != null)

return result;

}

}

return null;

}

static class Node<P, M> { */\** *Listing 8.14* *\*/* }

}

**Листинг 8.15** Последовательная версия решателя головоломок

Переписав решатель с использованием параллелизма, мы сможем параллельно вычислять последующие шаги, а также, параллельно, проводить оценку на соответствие целевому условию, так как процесс оценки одного хода в основном не зависит от оценки других ходов. (Мы говорим "в основном", потому что задачи имеют некоторое совместно используемое состояние, такое как набор посещённых позиций.)

Параллельная версия решателя головоломок, представленная в листинге 8.16, использует внутренний класс SolverTask расширяющий класс Node и реализующий интерфейс Runnable. Большая часть работы выполняется в методе run: оценка набора возможных следующих позиций, отсечение ранее посещённых позиций, проверка факта достижения успеха (этой задачей или какой-то другой) и отправка ранее не посещённых позиций экземпляру Executor.

public class ConcurrentPuzzleSolver<P, M> { private final Puzzle<P, M> puzzle; private final ExecutorService exec;

private final ConcurrentMap<P, Boolean> seen; final ValueLatch<Node<P, M>> solution

= new ValueLatch<Node<P, M>>();

...

public List<M> solve() throws InterruptedException { try {

P p = puzzle.initialPosition(); exec.execute(newTask(p, null, null)); *// block until solution found*

Node<P, M> solnNode = solution.getValue();

return (solnNode == null) ? null : solnNode.asMoveList();

} finally { exec.shutdown();

}

}

protected Runnable newTask(P p, M m, Node<P,M> n) { return new SolverTask(p, m, n);

}

class SolverTask extends Node<P, M> implements Runnable {

...

public void run() {

if (solution.isSet()

* seen.putIfAbsent(pos, true) != null) return; *// already solved or seen this position*

if (puzzle.isGoal(pos))

solution.setValue(this);

else

for (M m : puzzle.legalMoves(pos))

exec.execute(

newTask(puzzle.move(pos, m), m, this));

}

}

}

**Листинг 8.16** Параллельная версия решателя головоломок

Чтобы избежать бесконечных циклов, последовательная версия поддерживала экземпляр Set, с набором ранее посещённый позиций; класс ConcurrentPuzzleSolver использует той же цели экземпляр ConcurrentHashMap. Такой подход обеспечивает потокобезопасность и позволяет избежать возникновения состояния гонки, присущего условному обновлению совместно используемой коллекции, за счёт использования метода putIfAbsent для атомарного добавления позиции только в том случае, если она не была ранее посещена. Для хранения состояния поиска, параллельная версия решателя головоломок использует, вместо стека вызовов, внутреннюю рабочую очередь пула потоков.

Параллельный подход также приводит к подмене ограничения одной формы на другую, которая может быть более подходящей для данной проблемной области. Последовательная версия выполняет поиск “в глубину”, поэтому поиск ограничен доступным размером стека. Параллельная версия выполняет поиск “в ширину” и поэтому свободна от ограничения размера стека (но все еще может столкнуться с проблемой нехватки памяти, если набор позиций для посещения или уже посещённых позиций превысит доступную память).

Для того, чтобы остановить поиск, когда решение найдено, нам нужен способ определения, нашел ли какой-либо поток решение. Если мы хотим принять первое найденное решение, нам также необходимо обеспечить обновление решения только в том случае, если ни одна другая задача ранее не нашла его. Эти требования описывают некоторую разновидность защёлки (см. раздел [5.5.1](#_5.5.1_Защёлки)) и в частности, *защелку с результатом* (*result-bearing latch*). Мы могли бы легко создать блокирующую защёлку с результатом, используя методы, описанные в главе 14, но часто проще и менее подвержено ошибкам использовать существующие библиотечные классы, а не низкоуровневые механизмы языка. Класс ValueLatch из листинга 8.17 использует класс CountDownLatch для обеспечения необходимого фиксирующего поведения и использует блокировку, чтобы гарантировать факт того, что решение будет установлено только один раз.

@ThreadSafe

public class ValueLatch<T> { @GuardedBy("this") private T value = null;

private final CountDownLatch done = new CountDownLatch(1);

public boolean isSet() {

return (done.getCount() == 0);

}

public synchronized void setValue(T newValue) { if (!isSet()) {

value = newValue;

done.countDown();

}

}

public T getValue() throws InterruptedException { done.await();

synchronized (this) {

return value;

}

}

}

**Листинг 8.17** Защёлка с результатом, используемая классом ConcurrentPuzzleSolver

Каждая задача сначала проверяет защёлку с решением и прекращает выполнение, если решение уже найдено. Главный поток должен ожидать, пока решение не будет найдено; метод getValue экземпляра ValueLatch блокируется, пока какой либо поток не установит значение. Класс ValueLatch обеспечивает способ хранения значения таким образом, что только первый вызов фактически устанавливает значение, вызывающие объекты могут проверить, было ли значение установлено, и вызывающие объекты могут быть заблокированы в ожидании его установки. Решение обновляется при первом вызове метода setValue, а счётчик экземпляра CountDownLatch уменьшается, освобождая, таким образом, основной поток решателя от ожидания в методе getValue.

Первый нашедший решение поток также завершает работу экземпляра Executor, для предотвращения отправки новых задач. Чтобы избежать необходимости иметь дело с исключением RejectedExecutionException, обработчик отклонённых задач должен быть настроен на то, чтобы отбрасывать отправляемые задачи. Затем все незавершенные задачи, в конечном итоге, завершают своё выполнение, и любые последующие попытки выполнить новые задачи тихо прерываются, позволяя исполнителю завершить свою работу. (Если задачи выполняются слишком долго, мы могли бы прервать их, вместо того, чтобы позволить им завершить своё выполнение.)

Класс ConcurrentPuzzleSolver плохо справляется со случаем, когда у головоломки нет решения: если все возможные ходы и позиции были оценены и решение не найдено, метод solve зависнет в вечном ожидании результата вызова метода getSolution. Последовательная версия завершает свою работу, когда исчерпает всё пространство поиска, но процесс завершения работы параллельных программ иногда может быть сложнее. Одним из возможных решений является сохранение количества активных задач решателя и присвоение решению значения null при уменьшении количества активных задач до нуля, как показано в листинге 8.18.

public class PuzzleSolver<P,M> extends ConcurrentPuzzleSolver<P,M> {

...

private final AtomicInteger taskCount = new AtomicInteger(0);

protected Runnable newTask(P p, M m, Node<P,M> n) { return new CountingSolverTask(p, m, n);

}

class CountingSolverTask extends SolverTask { CountingSolverTask(P pos, M move, Node<P, M> prev) {

super(pos, move, prev);

taskCount.incrementAndGet();

}

public void run() {

try {

super.run();

} finally {

if (taskCount.decrementAndGet() == 0)

solution.setValue(null);

}

}

}

}

**Листинг 8.18** Решатель, с механизмом распознавания отсутствия решения

Поиск решения также может занять больше времени, чем мы готовы ожидать; есть несколько дополнительных условий завершения, которые мы могли бы наложить на решатель. Одним из них является ограничение по времени; его легко добавить, реализовав временную версию метода getValue в классе ValueLatch (который будет использовать временную версию метода await) и, завершая работу экземпляра Executor с объявлением сбоя в том случае, если истечёт время ожидания, установленное методу getValue. Другой подход - это своего рода метрика, специфичная для головоломки, такая как поиск только до определенного количества позиций. Или мы можем предусмотреть механизм отмены и позволить клиенту принять собственное решение о том, когда следует прекратить поиск.

## 8.6 Итоги

Фреймворк Executor представляет собой мощный и гибкий фреймворк для обеспечения параллельного выполнения задач. Он предлагает ряд настроечных параметров, таких как политика создания и завершения потоков, обработка задач в очереди и настройка действий по отношению к избыточным задачам, а также предоставляет несколько хуков, расширяющих его поведение. Однако, как и в большинстве других мощных фреймворков, существуют комбинации параметров, которые совместно работают плохо; некоторые типы задач требуют определенных политик выполнения, а некоторые комбинации настроечных параметров могут привести к странным результатам.

# [Глава 9](#page11) Приложения [GUI](#page11)

Если вы когда-либо пытались написать даже простое приложение GUI с помощью Swing, вы знаете, что GUI-приложения имеют собственные своеобразные проблемы с потоками. Для обеспечения безопасности, определённые задачи должны выполняться в потоке событий Swing. Но вы не можете выполнять длительные задачи в потоке событий из-за боязни того, что пользовательский интерфейс перестанет отвечать на запросы. И структуры данных Swing не являются потокобезопасными, поэтому необходимо быть осторожными, ограничивая их рамками потока событий.

Почти все наборы инструментов GUI, включая Swing и SWT, реализованы в виде *однопоточных подсистем*, в которых все действия GUI ограничены одним потоком. Если вы не планируете писать полностью однопоточную программу, в ней будут активности, которые будут частично выполняться в потоке приложения, а частично - в потоке событий. Подобно многим другим ошибкам многопоточности, неправильное разделение между этими частями не обязательно приведёт к немедленному возникновению аварии в вашей программе; вместо этого, программа может вести себя странно при сложно уловимых условиях. Несмотря на то, что фреймворки GUI сами по себе являются однопоточными подсистемами, ваше приложение может не являться таковым, и вам все равно придётся тщательно рассматривать проблемы с потоками при написании кода GUI.

## [9.1](#page11) [Почему фреймворки GUI однопоточны?](#page11)

В прошлом, приложения GUI были однопоточными, и события GUI обрабатывались из "основного цикла обработки событий". Современные фреймворки GUI используют немного отличающуюся модель: они создают выделенный *поток диспетчеризации событий* (EDT, *event dispatch thread*) для обработки событий GUI.

Однопоточные фреймворки GUI не являются уникальным явлением, присущим только Java; Qt, NextStep, MacOS Cocoa, X Windows, и многие другие также однопоточны. Сложившаяся ситуация является таковой не из-за отсутствия попыток; было предпринято множество попыток написать многопоточные фреймворки GUI, но из-за постоянных проблем с условиями гонок и взаимоблокировками, все они, в конечном итоге, пришли к однопоточной модели с очередью событий, в которой выделенный поток извлекает события из очереди и отправляет их обработчикам событий, определённым приложением. (Фреймворк AWT изначально пытался в большей степени поддерживать многопоточный доступ, и решение сделать Swing однопоточным, было, в основном, основано на опыте, полученном при работе с AWT.)

Многопоточные фреймворки GUI, как правило, особенно чувствительны к взаимоблокировкам, частично из-за неудачного взаимодействия между механизмом обработки входящих событий и объектно-ориентированной моделью компонентов GUI. Действия, инициируемые пользователем, как правило “всплывают” от ОС к приложению — щелчок мыши обнаруживается ОС, превращается c помощью инструментария в событие “щелчок мыши” и, в конечном итоге, доставляется слушателю приложения как событие более высокого уровня, такое как ”нажатие кнопки". С другой стороны, действия инициируемые приложением “проваливаются” от приложения в ОС - изменение цвета фона компонента происходит в приложении и отправляется определенному классу компонента, и, в конечном итоге, в ОС для визуализации. Сочетание тенденции получения активностями доступа к одним и тем же объектам GUI в противоположном порядке, с требованием сделать каждый объект потокобезопасным, порождает рецепт возникновения несогласованного порядка блокировок, что приводит к возникновению взаимоблокировок (см. главу [10](#page226)). И это именно тот опыт, который, всякий раз в процессе разработки, переоткрывают для себя почти все инструментарии GUI.

Другим фактором, приводящим к возникновению взаимоблокировок в многопоточных фреймворках GUI, является преобладание шаблона модель-представление-контроллер (model-view-controler, MVC). Факторинг взаимодействий пользователя в кооперацию объектов, представляющих модель, представление и контроллер, значительно упрощает реализацию приложений GUI, но вновь повышает риск несогласованного упорядочивания блокировок. Контроллер отправляет вызов в модель, которая уведомляет представление о том, что что-то изменилось. Но контроллер также может отправить вызов в представление, которое, в свою очередь, может отправить вызов в модель для запроса состояния модели. В результате будет получен несогласованный порядок блокировки, с сопутствующим риском возникновения взаимоблокировки.

В своём блоге[[103]](#footnote-103), Sun VP Грэм Гамильтон отлично подводит итоги по вышеприведённым проблемам, описывая, почему многопоточный инструментарий GUI является повторяющейся "провальной мечтой" компьютерной науки.

Я считаю, что вы можете успешно программировать с использованием многопоточного инструментария GUI, если инструментарий спроектирован очень тщательно; если инструментарий во всех деталях раскрывает используемую методологию блокировки; если вы очень умны, очень осторожны, и у вас есть глобальное понимание всей структуры инструментария. Если вы хотя-бы немного ошибётесь в одной из этих вещей, все будет в основном работать, но вы получите случайные зависания (из-за взаимоблокировок) или глюки (из-за условий гонок). Такой многопоточный подход лучше всего подходит для людей, которые принимали непосредственное участие в разработке инструментария.

К сожалению, я не думаю, что перечисленный набор характеристик подходит для широкого коммерческого использования. Вы создаёте приложение, которое работает не совсем надежно по причинам, которые вовсе не очевидны, силами нормальных умных программистов. Таким образом, авторы приложения очень недовольны и разочарованы и употребляют плохие слова по адресу бедного невинного инструментария.

Однопоточные фреймворки GUI обеспечивают потокобезопасность посредством ограничения потока; все объекты GUI, включая визуальные компоненты и модели данных, доступны исключительно из потока событий. Конечно, это просто переносит часть нагрузки по обеспечению потокобезопасности обратно на плечи разработчика приложения, который должен убедиться, что объекты ограничены правильным образом.

### 9.1.1 Последовательная обработка событий

Приложения GUI ориентированы на обработку небольших событий, таких как щелчок мыши, нажатие клавиши или истечение времени таймера. Событие представляет собой некоторый вид задачи; механизм обработки событий, предоставляемый AWT и Swing, структурно похож на механизм Executor.

Поскольку существует только один поток для обработки задач GUI, они обрабатываются последовательно - одна задача завершается до начала выполнения следующей, и никакие две задачи не перекрываются. Это знание упрощает написание кода задачи – вам не нужно беспокоиться о вмешательстве других задач.

Недостатком последовательной обработки задач является то, что если выполнение одной задачи занимает много времени, другие задачи должны ждать ее завершения. Если эти другие задачи ответственны за реакцию на ввод данных пользователем или обеспечение визуальной обратной связи, приложение будет казаться замороженным. Если в потоке событий выполняется длительная задача, пользователь даже не сможет нажать кнопку "Отмена", поскольку слушатель кнопки отмены не будет вызван до завершения длительной задачи. Поэтому задачи, выполняемые в потоке событий, должны как можно быстрее возвращать управление потоку событий. Чтобы запустить длительную задачу, такую как проверка орфографии большого документа, поиск в файловой системе или получение ресурса по сети, необходимо запустить эту задачу в другом потоке, чтобы элемент управления мог быстро вернуться в поток событий. Для обновления состояния индикатора выполнения во время обработки длительной задачи или обеспечения визуальной обратной связи после ее завершения, необходимо вновь выполнить код в потоке событий. Всё это ведёт к быстрому усложнению программы.

### 9.1.2 Ограничение потока в Swing

Все компоненты Swing (такие как JButton и JTable) и объекты модели данных (такие как TableModel и TreeModel) ограничены потоком событий, таким образом, любой код, который обращается к этим объектам, должен работать в потоке событий. Объекты GUI хранятся согласованно без использования синхронизации, но с помощью ограничения потока. Преимуществом такого подхода является то, что задачи, выполняемые в потоке событий, не должны беспокоиться о синхронизации, когда получают доступ к объектам презентации; недостатком такого подхода является то, что вы вообще не можете получить доступ к объектам презентации извне потока событий.

*Правило однопоточности Swing*: компоненты и модели Swing должны создаваться, изменяться и запрашиваться только из потока диспетчеризации событий.

Как и во всех правилах, имеется несколько исключений. Небольшое количество методов Swing может быть безопасно вызвано из любого потока; они явно определены в Javadoc как потокобезопасные. Другие исключения из правила однопоточности включают:

* Метод SwingUtilities.isEventDispatchThread, определяющий, является ли текущий поток потоком событий;
* Метод SwingUtilities.invokeLater, планирующий выполнение экземпляра Runnable в потоке событий (вызываемый из любого потока);

* Метод SwingUtilities.invokeAndWait, планирующий задачу выполнения экземпляра Runnable в потоке событий и блокирующий текущий поток до её завершения (вызывается *только* не из потоков GUI);
* Методы, помещающие запросы на перерисовку или повторную проверку в очередь событий (вызываются из любого потока); и
* Методы, добавляющие и удаляющие слушателей (можно вызывать из любого потока, но слушатели всегда будут вызываться в потоке событий).

Методы invokeLater и invokeAndWait функционируют подобно механизму Executor. На практике, достаточно просто реализовать связанные с потоками методы класса SwingUtilities, используя однопоточную реализацию Executor, как показано в листинге 9.1.

public class SwingUtilities {

private static final ExecutorService exec = Executors.newSingleThreadExecutor(new SwingThreadFactory());

private static volatile Thread swingThread;

private static class SwingThreadFactory implements ThreadFactory { public Thread newThread(Runnable r) {

swingThread = new Thread(r);

return swingThread;

}

}

public static boolean isEventDispatchThread() { return Thread.currentThread() == swingThread;

}

public static void invokeLater(Runnable task) { exec.execute(task);

}

public static void invokeAndWait(Runnable task)

throws InterruptedException, InvocationTargetException {

Future f = exec.submit(task);

try {

f.get();

} catch (ExecutionException e) {

throw new InvocationTargetException(e);

}

}

}

**Листинг 9.1** Реализация класса SwingUtilities с использованием экземпляра Executor

Описанное выше не отражает того, как класс SwingUtilities реализован фактически, поскольку фреймворк Swing предшествует фреймворку Executor, но, вероятно отражает, как он мог бы быть построен, если бы Swing реализовывался сегодня.

Поток событий Swing можно рассматривать как однопоточную реализацию Executor, обрабатывающую задачи из очереди событий. Как и в случае пулов потоков, рабочий поток иногда умирает и заменяется новым, но это должно происходить прозрачно для задач. Последовательное однопоточное выполнение является разумной политикой выполнения, когда задачи кратковременные, предсказуемость планирования не имеет значения или крайне важно, чтобы задачи не выполнялись параллельно.

Класс GuiExecutor из листинга 9.2 представляет собой реализацию Executor, делегирующую задачи на выполнение классу SwingUtilities. Подобный подход мог бы быть реализован и в терминах других GUI-фреймворков; например, фреймворк SWT предоставляет метод Display.asyncExec, подобный методу invokeLater фреймворка Swing.

public class GuiExecutor extends AbstractExecutorService {

* *Singletons have a private constructor and a public factory* private static final GuiExecutor instance = new GuiExecutor();

private GuiExecutor() { }

public static GuiExecutor instance() { return instance; }

public void execute(Runnable r) {

if (SwingUtilities.isEventDispatchThread())

r.run();

else

SwingUtilities.invokeLater(r);

}

*// Plus trivial implementations of lifecycle methods*

}

**Листинг 9.2** Реализация Executor построенная на основе класса SwingUtilities.

## [9.2](#page11) Кратковременные задачи GUI

В приложении GUI события происходят в потоке событий и всплывают до уровня слушателей, предоставляемых приложением, которые, вероятно, выполнят некоторые вычисления, влияющие на объекты уровня представления. Для простых кратковременных (*short-running*) задач, действие может целиком оставаться в потоке событий; для долговременных (*longer-running*) задач, часть обработки должна быть выгружена в отдельный поток.

В простом случае, ограничение объектов представления потоком событий вполне естественно. В листинге 9.3 создаётся кнопка, цвет которой в момент нажатия изменяется случайным образом. Когда пользователь нажимает на кнопку, инструментарий доставляет экземпляр события ActionEvent всем зарегистрированным в потоке событий слушателям действий (*action listeners*). В ответ слушатель действий выбирает новый цвет и изменяет цвет фона кнопки.

final Random random = new Random();

final JButton button = new JButton("Change Color");

...

button.addActionListener(new ActionListener() { public void actionPerformed(ActionEvent e) {

button.setBackground(new Color(random.nextInt()));

}

});

**Листинг 9.3** Простой слушатель событий

Таким образом, событие берёт своё начало в инструментарии GUI и доставляется приложению, а приложение изменяет GUI в ответ на действие пользователя. Как показано на рис. 9.1, элемент управления никогда не покидает поток событий.
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**Рисунок 9.1** Контроль управления в случае простого клика по кнопке

Этот тривиальный пример характеризует большинство взаимодействий между GUI-приложениями и инструментариями GUI. До тех пор, пока задачи кратковременны и имеют доступ только к объектам GUI (или другим ограниченным потоком или потокобезопасным объектам приложений), вы можете почти полностью игнорировать проблемы с потоками и делать все из потока событий, и всё будет происходить правильно.

Несколько более сложная версия того же сценария, иллюстрируемая на рис. 9.2, предполагает использование формальной модели данных, такой как TableModel или TreeModel. Swing разделяет большинство визуальных компонентов на два объекта: модель (*model*) и представление (*view*). Отображаемые данные находятся в модели, а правила, регулирующие их отображение, - в представлении.
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**Рисунок 9.2** Контроль управления в случае разделения объектов модели и представления

Объекты модели могут инициировать события, указывающие на изменение данных в модели, и представления подписываются на эти события. Когда представление получает событие, указывающее, что данные модели, возможно, изменились, оно запрашивает у модели новые данные и обновляет отображение. Таким образом, в слушателе кнопки, изменяющей содержимое таблицы, слушатель действий обновит модель и вызовет один из методов fireXxx, который, в свою очередь, вызовет слушателя табличной модели представления, который обновит представление. И вновь, элемент управления никогда не покидает поток событий. (Методы fireXxx модели данных Swing всегда напрямую вызывают слушателей модели, вместо того, чтобы передать новое событие в очередь событий, таким образом, методы fireXxx должны вызывать только в потоке событий.)

## [9.3](#page11) [Долговременные задачи GUI](#page11)

Если бы все задачи были кратковременными (и у приложения не было бы существенной части кода без GUI), то всё приложение могло бы работать в потоке событий, и вам в принципе не пришлось бы обращать внимание на потоки. Однако сложные приложения с графическим интерфейсом могут выполнять задачи, выполнение которых может занять больше времени, чем пользователь готов ожидать, например, проверка орфографии, фоновая компиляция или извлечение удаленных ресурсов. Эти задачи должны выполняться в другом потоке, чтобы графический интерфейс оставался отзывчивым во время их выполнения.

Фреймворк Swing упрощает выполнение задачи в потоке событий, но (до Java версии 6) не предоставляет механизма, оказывающего помощь потокам GUI в выполнении кода в других потоках. В принципе, в этом вопросе мы можем обойтись и без помощи со стороны Swing: мы можем создать свою собственную реализацию Executor для обработки долговременных задач. Кэшированный пул потоков является хорошим выбором для долговременных задач; достаточно редко приложения GUI инициируют большое количество долговременных задач, таким образом, существующий риск роста пула потоков без ограничений невелик.

Мы начнём с простых задач, которые не поддерживают отмену или индикацию прогресса и не обновляют GUI по завершению выполнения, а затем будем постепенно, по одной, добавлять эти функции. В листинге 9.4 показан слушатель действий, ограниченный визуальным компонентом, который отправляет долговременную задачу экземпляру Executor. Несмотря на два уровня внутренних классов, инициировать исполнение задачи с использованием приведённого выше подхода, при наличии задачи GUI, довольно просто: слушатель действий пользовательского интерфейса вызывается в потоке событий и отправляет экземпляр Runnable на выполнение в пул потоков.

ExecutorService backgroundExec = Executors.newCachedThreadPool(); ...

button.addActionListener(new ActionListener() { public void actionPerformed(ActionEvent e) { backgroundExec.execute(new Runnable() {

public void run() { doBigComputation(); }

});

}});

**Листинг 9.4** Привязка долговременной задачи к визуальному компоненту

Этот пример извлекает долговременную задачу из потока событий способом "воспламенить и забыть", что, вероятно, не очень полезно. Обычно, при выполнении долговременной задачи, возникает визуальная обратная связь. Но вы не можете получить доступ к презентационным объектам из фонового потока, поэтому, после завершения выполнения, задача должна отправить другую задачу для запуска в потоке событий, с целью обновления состояния пользовательского интерфейса.

В листинге 9.5 иллюстрируется очевидный способ реализации такого подхода, начавший постепенно усложняться; теперь мы имеем уже три уровня внутренних классов. Слушатель действий сначала затемняет кнопку и устанавливает метку, указывающую, что выполняется вычисление, а затем отправляет задачу фоновому исполнителю. Когда текущая задача завершается, она помещает в очередь на выполнение в потоке событий другую задачу, которая повторно включает кнопку и восстанавливает текст метки.

button.addActionListener(new ActionListener() { public void actionPerformed(ActionEvent e) {

button.setEnabled(false); label.setText("busy"); backgroundExec.execute(new Runnable() {

public void run() {

try {

doBigComputation();

} finally {

GuiExecutor.instance().execute(new Runnable() { public void run() {

button.setEnabled(true);

label.setText("idle");

}

});

}

}

});

}

});

**Листинг 9.5** Долговременные пользовательские задачи с обратной связью

Задача, запускаемая при нажатии кнопки, состоит из трех последовательных подзадач, выполнение которых чередуется между потоком событий и фоновым потоком. Первая подзадача обновляет пользовательский интерфейс, показывая, что началось выполнение длительной операции, и запускает вторую подзадачу в фоновом потоке. По завершении вторая подзадача помещает третью подзадачу в очередь потока событий для повторного выполнения, целью обновления пользовательского интерфейса, для отражения того, что операция завершена. Этот вид “скачкообразной перестройки потока” типичен для обработки длительных задач в приложениях GUI.

### 9.3.1 Отмена

Любая задача, запуск которой на выполнение в другом потоке занимает достаточно много времени, вероятно, также потребует достаточно много времени на её отмену пользователем. Вы можете реализовать отмену напрямую, используя прерывание потока, но гораздо проще использовать интерфейс Future, который был специально разработан для управления отменяемыми задачами.

При вызове метода cancel экземпляра Future, с параметром mayInterruptIfRunning установленным в true, реализация Future прерывает поток, выполняющий задачу, если он выполняется в данный момент. Если ваша задача написана отзывчивой на прерывание, в случае инициации процесса отмены, она может вернуть управление раньше. В листинге 9.6 иллюстрируется задача, которая опрашивает статус прерывания потока и при прерывании возвращает управление раньше.

**Future<?>** runningTask = null; *// thread-confined*

...

startButton.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) { if (runningTask == null) {

runningTask = backgroundExec.**submit**(new Runnable() { public void run() {

while (moreWork()) {

if (Thread.currentThread().isInterrupted()) { cleanUpPartialWork();

break;

}

doSomeWork();

}

}

});

};

}});

cancelButton.addActionListener(new ActionListener() { public void actionPerformed(ActionEvent event) {

if (runningTask != null)

runningTask.**cancel**(true);

}});

**Листинг 9.6** Отмена долговременной задачи

Поскольку переменная runningTask ограничена потоком событий, при установке или проверке значения синхронизация не требуется, а слушатель кнопки запуска гарантирует, что одновременно выполняется только одна фоновая задача. Однако лучше получать уведомления о завершении задачи, чтобы, например, можно было отключить кнопку отмены. Мы рассмотрим этот подход в следующем разделе.

### 9.3.2 Индикатор прогресса и завершения

Использование экземпляра Future для представления долговременной задачи значительно упрощает реализацию механизма отмены. Класс FutureTask имеет хук done, что так же облегчает уведомление о завершении. После завершения фонового выполнения экземпляра Callable, вызывается метод done. Выполняя метод done в потоке событий, по завершении задачи, мы можем построить класс BackgroundTask, предоставляющий хук onCompletion, который вызывается в потоке событий, как показано в листинге 9.7.

abstract class BackgroundTask<V> implements Runnable, Future<V> { private final FutureTask<V> computation = new Computation();

private class Computation extends FutureTask<V> { public Computation() {

super(new Callable<V>() {

public V call() throws Exception { return **BackgroundTask.this.compute()**;

}

});

}

protected final void done() { GuiExecutor.instance().execute(new Runnable() {

public void run() {

V value = null;

Throwable thrown = null;

boolean cancelled = false;

try {

value = get();

} catch (ExecutionException e) { thrown = e.getCause();

} catch (CancellationException e) { cancelled = true;

} catch (InterruptedException consumed) { } finally {

**onCompletion(value, thrown, cancelled)**;

}

};

});

}

}

protected void setProgress(final int current, final int max) { GuiExecutor.instance().execute(new Runnable() {

public void run() { **onProgress(current, max);** }

});

}

*// Called in the background thread*

protected abstract V **compute()** throws Exception;

*// Called in the event thread*

protected void **onCompletion(V result, Throwable exception,** **boolean cancelled)** { }

protected void **onProgress(int current, int max)** { } *// Other Future methods forwarded to computation*

}

**Листинг 9.7** Класс фоновой задачи, поддерживающий механизм отмены, уведомление о завершении задачи и уведомление о ходе выполнения

Класс BackgroundTask также поддерживает индикацию хода выполнения. Метод compute может вызывать метод setProgress, указывая прогресс в числовом выражении. Хук onProgress вызывающийся из потока событий, может обновить пользовательский интерфейс для визуального отображения состояния прогресса.

Для реализации абстрактного класса BackgroundTask, достаточно реализовать метод compute, вызывающийся в фоновом потоке. У вас также есть возможность переопределения хуков onCompletion и onProgress, которые вызываются в потоке событий.

Класс BackgroundTask базирующийся на классе FutureTask, также упрощает отмену. Вместо того, чтобы опрашивать статус прерывания потока, метод compute может вызвать метод Future.isCancelled. В Листинге 9.8 демонстрируется пример из листинга 9.6, переписанный с использованием класса BackgroundTask.

startButton.addActionListener(new ActionListener() {

public void actionPerformed(ActionEvent e) {

class CancelListener implements ActionListener { BackgroundTask<?> task;

public void actionPerformed(ActionEvent event) { if (task != null)

task.cancel(true);

}

}

final CancelListener listener = new CancelListener(); listener.task = new BackgroundTask<Void>() {

public Void compute() {

while (moreWork() && !isCancelled())

doSomeWork();

return null;

}

public void onCompletion(boolean cancelled, String s, Throwable exception) {

cancelButton.**removeActionListener**(listener); label.setText("done");

}

};

cancelButton.**addActionListener**(listener); backgroundExec.**execute**(listener.task);

}

});

**Листинг 9.8** Инициация долговременной, отменяемой задачи с помощью класса BackgroundTask

### 9.3.3 Класс SwingWorker

Мы построили простой фреймворк, с использованием класса FutureTask и интерфейса Executor, для выполнения долговременных задач в фоновых потоках, без ущерба для отзывчивости GUI. Эти методы могут быть применены к любому однопоточному фреймворку GUI, а не только Swing. В Swing, многие ранее разработанные функции, предоставляются классом SwingWorker, включая отмену, уведомление о завершении и индикацию хода выполнения. Различные версии SwingWorker были опубликованы в *The Swing* *Connection* и *The Java Tutorial*, а их обновленная версия была включена в Java 6.

## [9.4](#page11) Совместно используемые модели данных

Объекты представления Swing, включая объекты модели данных, такие как TableModel или TreeModel, ограничены потоком событий. В простых программах с GUI все изменяемое состояние хранится в объектах презентации, и единственный поток, кроме потока событий, является основным потоком. В этих программах легко применить правило однопоточности: не обращаться к компонентам модели данных или представления из основного потока. Более сложные программы могут использовать другие потоки для перемещения данных в постоянное хранилище или из него, например, в файловую систему или базу в данных, чтобы не ухудшать скорость отклика.

В простейшем случае, данные в модели данных вводятся пользователем или загружаются статически из файла или другого источника данных при запуске приложения, и в этом случае к данным никогда не обращаются потоки, отличные от потока событий. Но иногда объект модели представления (*presentation model object*) выступает только представлением (*view*) другого источника данных, например базы данных, файловой системы или удаленной службы. В этом случае более чем один поток может получить доступ к данным в момент входа или в момент выхода из приложения.

Например, можно отобразить содержимое удаленной файловой системы с помощью древовидного элемента управления. Вы не хотели бы перечислять всю файловую систему, прежде чем вы смогли бы отобразить древовидный элемент управления - это займет слишком много времени и памяти. Вместо этого, дерево можно заполнять по мере раскрытия узлов. Перечисление даже одного каталога на удаленном томе может занять довольно много времени, поэтому может потребоваться выполнить перечисление в фоновой задаче. После завершения фоновой задачи, необходимо каким-то образом поместить данные в модель дерева. Это можно сделать с помощью потокобезопасной модели дерева, “проталкивая” данные из фоновой задачи в поток событий, путем публикации задачи с помощью метода invokeLater или путем опроса состояния потоком событий, чтобы увидеть, доступны ли данные.

### 9.4.1 Потокобезопасные модели данных

До тех пор, пока блокировка не оказывает чрезмерного влияния на отзывчивость, проблему нескольких потоков, работающих с данными, можно решить с помощью потокобезопасной модели данных. Если модель данных поддерживает разбиение на небольшие параллельные операции, поток событий и фоновые потоки должны иметь возможность совместно использовать её без проблем с откликом. Например, класс DelegatingVehicleTracker использует базовый класс ConcurrentHashMap, операции извлечения данных которого обеспечивают высокую степень параллелизма. Недостатком является то, что он не предлагает согласованный моментальный снимок данных (*snapshot of the data*), который может требоваться или не требоваться. Потокобезопасные модели данных также должны генерировать события при обновлении модели, чтобы представления могли обновляться при изменении данных.

Иногда возможно получить потокобезопасность, согласованность и хорошую отзывчивость с помощью версионной модели данных (*versioned data model* such), такой как класс CopyOnWriteArrayList [CPJ 2.2.3.3]. Когда вы захватываете итератор для коллекции скопировать-и-записать, итератор проходит по коллекции в том виде, в котором она существовала на момент создания итератора. Однако коллекции скопировать-и-записать обеспечивают хорошую производительность только в том случае, если количество проходов значительно превышает количество модификаций, что, вероятно, не будет иметь место, например, в приложении отслеживания транспортных средств. Более специализированные версионные структуры данных могут избежать этого ограничения, но создание версионных структур данных, которые обеспечивают эффективный параллельный доступ и не сохраняют старые версии данных дольше, чем это необходимо, непросто, и поэтому такой вариант следует рассматривать только тогда, когда другие подходы непрактичны.

### 9.4.2 Разделение моделей данных

С точки зрения GUI, классы табличной модели Swing, такие как TableModel и TreeModel, являются официальным репозиторием для отображаемых данных. Однако объекты модели часто сами являются "представлениями" других объектов, управляемых приложением. О программе, которая имеет как домен представления (*presentation-domain*), так и домена приложения (*applicationdomain*), говорят, что она спроектирована в виде разделённой модели (*split-model,* Fowler, 2005).

В дизайне с разделённой моделью, модель представления ограничена потоком событий и другой моделью - совместно используемой моделью (*shared model)*, которая является потокобезопасной и доступ к ней может осуществляться как из потока событий, так и из потоков приложения. Модель представления регистрирует слушателя в совместно используемой модели, чтобы получать уведомления об обновлениях. Затем модель представления можно обновить из совместно используемой модели путем встраивания моментального снимка соответствующего состояния в сообщение об обновлении или путем получения моделью представления данных непосредственно из совместно используемой модели, при получении события обновления.

Подход с моментальными снимками прост, но имеет ограничения. Он хорошо работает, когда модель данных мала, обновления не слишком часты, и структура обеих моделей подобна. Если модель данных имеет большой размер или обновления происходят очень часто, или если одна или обе стороны разделения содержат информацию, которая не видна другой стороне, более эффективным подходом может быть отправка инкрементных обновлений вместо полных снимков. Этот подход приводит к эффекту сериализации обновлений в совместно используемой модели и воссоздании их в потоке событий для модели представления. Другим преимуществом инкрементных обновлений является то, что более детальная информация о том, что изменилось, может улучшить качество восприятия информации с дисплея - если движется только один автомобиль, нам не нужно перекрашивать весь дисплей, а только те регионы, что были затронуты обновлениями.

Рассмотрите возможность проектирования с разделённой моделью, когда модель данных должна совместно использоваться несколькими потоками, и реализация потокобезопасной модели данных нецелесообразна по причинам блокировки, согласованности или сложности.

## [9.5](#page11) Другие формы однопоточных подсистем

Ограничение потока не ограничивается GUI: его можно использовать всякий раз, когда объект реализуется как однопоточная подсистема. Иногда ограничение потока принудительно вводится разработчиком по причинам, которые не имеют ничего общего с желанием избежать синхронизации или взаимоблокировок. Например, некоторые нативные (*native*) библиотеки требуют, чтобы весь доступ к библиотеке, даже загрузка библиотеки с помощью вызова System.loadLibrary, осуществлялся из одного и того же потока.

Заимствуя подход, принятый в GUI фреймворках, для доступа к нативной библиотеке вы можете легко создать выделенный поток или однопоточный исполнитель и предоставить прокси-объект, который будет перехватывать вызовы, поступающие к ограниченному потоком объекту, и отправлять их в качестве задач выделенному потоку. Для упрощения реализации такого подхода, экземпляр Future и метод newSingleThreadExecutor работают в связке; прокси-метод может отправить задачу и немедленно вызвать метод Future.get для ожидания результата. (Если ограниченный потоком класс реализует интерфейс, можно автоматизировать процесс отправки экземпляра Callable фоновому исполнителю потока и ожидать получение результата с помощью динамического прокси.)

## 9.6 Итоги

Фреймворки GUI почти всегда реализуются как однопоточные подсистемы, в которых весь связанный с представлением код выполняется в качестве задач в потоке событий. Поскольку существует только один поток событий, долговременные задачи могут существенно снижать скорость отклика и поэтому должны выполняться в фоновых потоках. Вспомогательные классы, такой как SwingWorker или приведённый в главе класс BackgroundTask, обеспечивающие поддержку отмены, индикации прогресса и индикации завершения, могут упростить разработку долговременных задач, имеющих как GUI, так и компоненты без GUI.

# [Часть 3 III](#page11) [Живучесть, производительность и тестирование](#page11)

# [Глава 10](#page11) [Предотвращение](#page11) возникновения угроз живучести

Между требованиями безопасности и живучести часто возникает противоречие. Мы используем блокировку для обеспечения потокобезопасности, но беспорядочное использование блокировок может привести к взаимоблокировкам, вызванным порядком блокировок (*lock-ordering deadlocks)*. Точно так же мы используем пулы потоков и семафоры для ограничения потребления ресурсов, но непонимание механизмов ограничения активностей может привести к взаимоблокировкам ресурсов (*resource deadlocks*). Приложения Java не восстанавливаются после возникновения взаимоблокировок, поэтому стоит убедиться, что ваш проект исключает условия, которые могут привести к их появлению. В этой главе рассматриваются некоторые из причин возникновения сбоев живучести и подходы для их предотвращения.

## [10.1](#page11) [Взаимоблокировки](#page11)

Взаимоблокировка иллюстрируется классической, хотя и немного антисанитарной, проблемой “обедающих философов”. Пять философов выходят за китайской едой и садятся за круглый стол. Есть пять палочек для еды (не пять пар), по одной между каждой парой обедающих. Философы чередуют процессы размышления и приёма пищи. Каждый из них должен захватить две палочки для еды достаточно надолго, но затем может положить палочки обратно и вернуться к размышлениям. Существует несколько алгоритмов управления доступностью палочек, результатом применения которых является то, что каждый философ ест более или менее своевременно (голодный философ пытается схватить обе соседние палочки, но если одна уже используется, кладёт обратно ту, которую взял, и ждет минуту или около того, прежде чем вновь попытаться взять палочки), это может привести к тому, что некоторые или все философы умрут от голода (каждый философ немедленно хватается за палочку слева от него и ожидает, пока станет доступна палочка справа, прежде чем вернуть палочку слева). В последующей ситуации, при которой каждый из них имеет ресурс, необходимый другому, и ожидает возможности захвата ресурса, удерживаемого другим, и не освободит тот, который у него есть, пока не приобретёт тот, которого у него нет, иллюстрирует принцип взаимоблокировки.

Когда поток удерживает блокировку навсегда, другие потоки, пытающиеся получить ту же блокировку, также блокируются навсегда. Когда поток ***A*** удерживает блокировку ***L*** и пытается получить блокировку ***M***, но в то же время поток ***B*** удерживает блокировку ***M*** и пытается получить блокировку ***L***, оба потока будут ждать вечно. Приведённая ситуация является самым простым случаем взаимоблокировки (или *смертельного объятия*, *deadly embrace*), когда несколько потоков находятся в вечном ожидании из-за циклической зависимости блокировок. (Представим, что потоки - это узлы ориентированного графа, ребра которого представляют собой отношение “поток ***A*** ожидает ресурс, удерживаемый потоком ***B***”. Если получившийся граф цикличен, значит, произошла взаимоблокировка.)

Системы баз данных проектируются для обнаружения состояния взаимоблокировки и восстановления при выходе из него. Транзакция может затребовать наложения множества блокировок, и блокировки будут удерживаться до момента фиксации транзакции. Таким образом, вполне возможна ситуация, и на самом деле не является редкостью, при которой две транзакции попадают в состояние взаимоблокировки. Без внешнего вмешательства они будут вечно ожидать завершения друг друга (удерживая блокировки на ресурсах, которые, вероятно, требуются и другим транзакциям). Но сервер баз данных не позволит этому случиться. Когда сервер обнаруживает, что набор транзакций находится в состоянии взаимоблокировки (это осуществляется путем поиска циклов в графе ожидания (*is-waiting-for*)), он выбирает жертву и прерывает выбранную транзакцию. Это приводит к освобождению блокировок, удерживаемых жертвой, позволяя другим транзакциям продолжить своё выполнение. Позже, после завершения конкурирующих транзакций, приложение может повторить выполнение прерванной транзакции.

В отличие от серверов баз данных, JVM не оказывает помощи в разрешении ситуаций возникновения взаимоблокировок. Когда набор Java потоков попадает в состояние взаимоблокировки, это конец игры - эти потоки мгновенно выходят из строя. В зависимости от того, что делают эти потоки, приложение может полностью зависнуть или может зависнуть определенная подсистема, или может пострадать производительность. Единственный способ восстановить работоспособность приложения, это прервать его выполнение и перезапустить - и надеяться, что то же самое впредь не повторится.

Как и многие другие угрозы параллелизма, взаимоблокировки редко проявляются сразу. Тот факт, что класс имеет потенциальные взаимоблокировки, не означает, что он всегда *будет* попадать в состояние взаимоблокировки, а только то, что это может произойти. Когда взаимоблокировки все-таки проявляют себя, то зачастую это случается в самый неподходящий момент - под большой производственной нагрузкой.

### 10.1.1 Взаимоблокировки, вызванные порядком наложения блокировок

Класс LeftRightDeadlock, представленный в листинге 10.1, подвержен риску возникновения взаимоблокировки. Каждый из методов leftRight и rightLeft пытается захватить блокировки на объектах left и right. Если один поток вызывает метод leftRight, а другой поток вызывает метод rightLeft, и их действия чередуются, как показано на рисунке 10.1, они попадут в состояние взаимоблокировки.

*// Warning: deadlock-prone!*
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public class LeftRightDeadlock {

private final Object left = new Object(); private final Object right = new Object();

public void leftRight() {

synchronized (left) {

synchronized (right) {

doSomething();

}

}

}

public void rightLeft() {

synchronized (right) {

synchronized (left) {

doSomethingElse();

}

}

}

}

**Листинг 10.1** Простая взаимоблокировка, вызванная порядком наложения блокировок. *Не делайте так.*

**lock**

**left**

**wait**

**forever**

**lock**

**right**

**A**

**B**

**try to lock left**

**try to lock right**

**wait**

**forever**

**Рисунок 10.1** Неудачный момент времени для класса LeftRightDeadlock

Взаимоблокировка в классе LeftRightDeadlock произошла потому, что два потока пытались захватить блокировки в *различном порядке* (*different order)*. Если бы они запрашивали блокировки в одном и том же порядке, не было бы никакой циклической зависимости между блокировками и, следовательно, никакой взаимоблокировки бы не произошло. Если вы сможете гарантировать, что каждый поток, которому одновременно нужны блокировки ***L*** и ***M***, всегда захватывает ***L*** и ***M*** в одном и том же порядке, взаимоблокировки возникать не будут.

Программа будет свободна от взаимоблокировок вызванных порядком наложения блокировок, если все потоки будут получать необходимые им блокировки в глобально зафиксированном порядке.

Проверка согласованности порядка блокировок требует глобального анализа поведения блокировок в программе. Недостаточно проверить ветки кода, которые получают несколько блокировок по отдельности; и метод leftRight и метод rightLeft представляют собой “разумные” способы получения двух блокировок, они просто не совместимы. Когда дело доходит до блокировки, левая рука должна знать, что делает правая рука.

### 10.1.2 Взаимоблокировки, вызванные динамическим порядком блокировок

Иногда не очевидно, что у вас достаточно контроля над порядком наложения блокировок, для предотвращения взаимоблокировки. Рассмотрим выглядящий безобидно код, представленный в листинге 10.2, который переводит средства с одного счета на другой. Он получает блокировки на обоих объектах Account перед выполнением перемещения, гарантируя, что балансы обновляются атомарно и без нарушения инвариантов, подобных утверждению “счет не может иметь отрицательный баланс”.

*// Warning: deadlock-prone!*
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public void transferMoney(Account fromAccount, Account toAccount,

DollarAmount amount)

throws InsufficientFundsException {

synchronized (fromAccount) {

synchronized (toAccount) {

if (fromAccount.getBalance().compareTo(amount) < 0)

throw new InsufficientFundsException();

else {

fromAccount.debit(amount);

toAccount.credit(amount);

}

}

}

}

**Листинг 10.2** Взаимоблокировки, вызванные динамическим порядком наложения блокировок. *Не делайте так.*

Каким образом метод transferMoney может попасть в состояние взаимоблокировки? Может показаться, что все потоки получают блокировки в одном и том же порядке, но на самом деле порядок блокировки зависит от порядка аргументов, передаваемых методу transferMoney, и они, в свою очередь, могут зависеть от внешних входных данных. Взаимоблокировка может возникнуть, если два потока одновременно вызывают метод transferMoney, один из которых производит перемещение из ***X*** в ***Y***, а другой-наоборот:

1. transferMoney(myAccount, yourAccount, 10);
2. transferMoney(yourAccount, myAccount, 20);

В момент неудачного стечения обстоятельств, поток ***A*** захватит блокировку на объекте myAccount и будет ожидать захвата блокировки на объекте yourAccount, в то время как поток ***B*** удерживает блокировку на объекте yourAccount и ожидает захвата блокировки на myAccount.

Взаимоблокировки, подобные приведённым выше, можно обнаружить точно так же, как и в листинге 10.1 – путём поиска вложенных блокировок. Поскольку порядок аргументов находится вне нашего контроля, чтобы решить проблему, мы должны и*ндуцировать* (*induce*) упорядочение блокировок и захватывать их во всем приложении последовательно, в соответствии с индуцированным порядком.

Одним из способов индуцирования упорядочивания объектов, является использование метода System.identityHashCode, который возвращает то же значение, которое будет возвращено методом Object.hashCode. В листинге 10.3 приведена версия метода transferMoney, использующая метод System.identityHashCode, для индуцирования упорядочения блокировок. Листинг включает в себя несколько дополнительных строк кода, но исключает возможность возникновения взаимоблокировки.

private static final Object tieLock = new Object();

public void transferMoney(final Account fromAcct,

final Account toAcct,

final DollarAmount amount)

throws InsufficientFundsException { class Helper {

public void transfer() throws InsufficientFundsException { if (fromAcct.getBalance().compareTo(amount) < 0)

throw new InsufficientFundsException(); else {

fromAcct.debit(amount);

toAcct.credit(amount);

}

}

}

int fromHash = System.identityHashCode(fromAcct); int toHash = System.identityHashCode(toAcct);

if (fromHash < toHash) {

synchronized (fromAcct) {

synchronized (toAcct) {

new Helper().transfer();

}

}

} else if (fromHash > toHash) {

synchronized (toAcct) { synchronized (fromAcct) {

new Helper().transfer();

}

}

} else {

synchronized (tieLock) {

synchronized (fromAcct) {

synchronized (toAcct) {

new Helper().transfer();

}

}

}

}

}

**Листинг 10.3** Индуцирование упорядочивания блокировок для исключения возможности возникновения взаимоблокировки

В тех редких случаях, когда два объекта имеют один и тот же хэш-код, мы должны использовать произвольные средства упорядочения захвата блокировок, и это вновь приводит к возможности возникновения взаимоблокировки. Чтобы в этой ситуации избежать несогласованности в порядке захвата блокировок, используется третья “разрывающая связь” (*tie breaking*) блокировка. Захватывая блокировку разрывающую связь до получения любой из блокировок на объекте Account, мы гарантируем, что только один поток одновременно выполняет рискованную задачу получения двух блокировок в произвольном порядке, исключая возможность взаимоблокировки (если этот механизм используется согласованно). Если бы конфликты хэша были распространены, этот метод мог бы стать узким местом параллелизма (так же, как и наличие единственной блокировки), но в связи с тем, что коллизии хэша, возвращаемого методом System.identityHashCode исчезающе редки, этот метод обеспечивает наличие последнего бита безопасности при небольших затратах.

Если класс Account имеет уникальный, неизменяемый, сопоставимый ключ, такой как номер учетной записи, индуцирование упорядочения наложения блокировки еще проще: упорядочивайте объекты по их ключу, тем самым устраняя необходимость в использовании блокировки, разрывающей связь.

Вы можете решить, что мы завышаем риск возникновения взаимоблокировки, потому что блокировки обычно удерживаются на очень краткий промежуток времени, но взаимоблокировки являются серьезной проблемой в реальных системах. Производственное приложение может выполнять в день миллиарды циклов захвата-освобождения блокировок. Достаточно одной из них быть установленной неправильно, чтобы приложение попало в ситуацию взаимоблокировки, и даже тщательный режим нагрузочного тестирования не может выявить все латентные взаимоблокировки[[104]](#footnote-104). Класс DemonstrateDeadlock представленный в листинге 10.4[[105]](#footnote-105), довольно быстро попадает в состояние взаимоблокировки на большинстве систем.

public class DemonstrateDeadlock {

private static final int NUM\_THREADS = 20;

private static final int NUM\_ACCOUNTS = 5;

private static final int NUM\_ITERATIONS = 1000000;

public static void main(String[] args) {

final Random rnd = new Random();

final Account[] accounts = new Account[NUM\_ACCOUNTS];

for (int i = 0; i < accounts.length; i++)

accounts[i] = new Account();

class TransferThread extends Thread { public void run() {

for (int i=0; i<NUM\_ITERATIONS; i++) {

int fromAcct = rnd.nextInt(NUM\_ACCOUNTS); int toAcct = rnd.nextInt(NUM\_ACCOUNTS); DollarAmount amount =

new DollarAmount(rnd.nextInt(1000)); transferMoney(accounts[fromAcct],

accounts[toAcct], amount);

}

}

}

for (int i = 0; i < NUM\_THREADS; i++)

new TransferThread().start();

}

}

**Листинг 10.4** Управляющий цикл, индуцирующий взаимоблокировку при типичных условиях

### 10.1.3 Взаимоблокировки между взаимодействующими объектами

Захват нескольких блокировок далеко не всегда так очевиден, как в методах LeftRightDeadlock или transferMoney; две блокировки не обязательно должны быть захвачены одним и тем же методом. Рассмотрим взаимодействующие классы из листинга 10.5, которые могут быть использованы в приложении диспетчеризации машин такси. Класс Taxi представляет индивидуальное такси, с указанием местоположения и пункта назначения, класс Dispatcher представляет парк такси.

*// Warning: deadlock-prone!*
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class Taxi {

@GuardedBy("this") private Point location, destination; private final Dispatcher dispatcher;

public Taxi(Dispatcher dispatcher) { this.dispatcher = dispatcher;

}

public synchronized Point getLocation() { return location;

}

public synchronized void setLocation(Point location) { this.location = location;

if (location.equals(destination)) dispatcher.notifyAvailable(this);

}

}

class Dispatcher {

@GuardedBy("this") private final Set<Taxi> taxis; @GuardedBy("this") private final Set<Taxi> availableTaxis;

public Dispatcher() {

taxis = new HashSet<Taxi>(); availableTaxis = new HashSet<Taxi>();

}

public synchronized void notifyAvailable(Taxi taxi) { availableTaxis.add(taxi);

}

public synchronized Image getImage() { Image image = new Image();

for (Taxi t : taxis) image.drawMarker(t.getLocation());

return image;

}

}

**Листинг 10.5** Взаимоблокировка, вызванная порядком наложения блокировок между взаимодействующими объектами. Не делайте так.

Хотя ни один метод *явно* не захватывает две блокировки, объекты, вызывающие методы setLocation и getImage могут всё же могут попытаться захватить две одинаковых блокировки. Если поток вызывает метод setLocation в ответ на обновление, пришедшее от приемника GPS, он сначала обновляет местоположение такси, а затем проверяет, достигло ли оно места назначения. Если это так, он сообщает диспетчеру, что ему нужен новый пункт назначения. Так как оба метода - setLocation и notifyAvailable – объявлены как synchronized, поток, вызывающий метод setLocation, захватывает блокировку экземпляра Taxi и затем блокировку экземпляра Dispatcher. Аналогично, поток, вызывающий метод getImage, захватывает блокировку экземпляра Dispatcher, а затем блокировку на каждом экземпляре Taxi (по одному). Также как в классе LeftRightDeadlock, две блокировки будут захвачены двумя потоками в различном порядке, что приводит к риску возникновения взаимоблокировки.

В методах LeftRightDeadlock и transferMoney было достаточно легко обнаружить возможность возникновения взаимоблокировки, просто найдя методы, захватывающие две блокировки. Обнаружить возможность возникновения взаимоблокировки в классах Taxi и Dispatcher немного сложнее: предупреждающим знаком может служить то, что чужой метод вызывается, пока удерживается блокировка.

Вызов чужого метода с удерживаемой блокировкой напрашивается на проблемы с живучестью. Чужой метод может захватывать другие блокировки (рискуя вызвать взаимоблокировку) или заблокироваться на неожиданно долгое время, вынуждая останавливаться другие потоки, которым нужна блокировка, которую вы удерживаете.

### 10.1.4 Открытые вызовы

Конечно, классы Taxi и Dispatcher не *знали*, что каждый из них был половиной взаимоблокировки, ожидающей своего часа. И они не должны этого делать; вызов метода - это абстрактный барьер, предназначенный для защиты вас от знания деталей того, что происходит на другой стороне. Но, поскольку вы не знаете, что происходит на другой стороне вызова, *вызов чужого метода в процессе удержания блокировки сложно проанализировать, и поэтому он довольно рискован*.

Вызов метода без удерживаемых блокировок называется *открытым вызовом* (*open call*)[CPJ 2.4.1.3], а классы, использующие открытые вызовы, более корректны и компонуемы, чем классы, выполняющие вызовы с удерживаемыми блокировками. Использование открытых вызовов для того, что избежать возникновения взаимоблокировок, аналогично использованию инкапсуляции для обеспечения потокобезопасности: хотя можно, конечно, создать потокобезопасную программу без инкапсуляции, анализ потокобезопасности программы, которая эффективно использует инкапсуляцию, намного проще, чем той, которая этого не делает. Аналогичным образом, анализ живучести программы, которая полагается исключительно на открытые вызовы, намного проще, чем той, которая этого не делает. Самоограничение использованием открытых вызовов позволяет значительно упростить определение веток кода, которые получают множество блокировок, и, следовательно, обеспечивает согласованный порядок получения блокировок[[106]](#footnote-106).

Классы Taxi и Dispatcher, приведённые в листинге 10.5 можно легко отрефакторить с использованием открытых вызовов, и, таким образом, устранить риск возникновения взаимоблокировки. Это влечёт за собой сокращение блоков synchronized только для защиты операций затрагивающих совместно используемое состояние, как показано в листинге 10.6. Очень часто причиной проблем, подобных описанным в листинге 10.5, является использование синхронизированных методов вместо меньших, по размеру, синхронизированных блоков по причине компактного синтаксиса или простоты, а не потому, что весь метод должен быть защищен блокировкой. (В качестве бонуса, сокращение синхронизированного блока также может улучшить масштабируемость; за более подробными сведениями о размере синхронизируемых блоков см. раздел [11.4.1](#_11.4.1_Сужение_области).)

@ThreadSafe

class Taxi {

@GuardedBy("this") private Point location, destination; private final Dispatcher dispatcher; ...

public synchronized Point getLocation() { return location;

}

public void setLocation(Point location) { boolean reachedDestination; **synchronized** (this) {

this.location = location;

reachedDestination = location.equals(destination);

}

if (reachedDestination) dispatcher.notifyAvailable(this);

}

}

@ThreadSafe

class Dispatcher {

@GuardedBy("this") private final Set<Taxi> taxis; @GuardedBy("this") private final Set<Taxi> availableTaxis; ...

public synchronized void notifyAvailable(Taxi taxi) { availableTaxis.add(taxi);

}

public Image getImage() {

Set<Taxi> copy;

**synchronized** (this) {

copy = new HashSet<Taxi>(taxis);

}

Image image = new Image();

for (Taxi t : copy)

image.drawMarker(t.getLocation()); return image;

}

}

**Листинг 10.6** Использование открытых вызовов для исключения взаимоблокировки между взаимодействующими объектами

Старайтесь в своей программе использовать открытые вызовы. Программы, которые полагаются на открытые вызовы, гораздо легче анализировать на отсутствие взаимоблокировок, чем те, которые допускают вызов чужих методов в процессе удержания блокировки.

Реструктуризация блока synchronized, с целью разрешения открытых вызовов, иногда может иметь нежелательные последствия, так как она берёт атомарную операцию и делает её не атомарной. Во многих случаях потеря атомарности вполне приемлема; нет никаких причин, по которым обновление местоположения такси и уведомление диспетчера о том, что оно готово получить новое место назначения, должны быть атомарными операциями. В других случаях потеря атомарности заметна, но семантические изменения все еще приемлемы. В версии, подверженной взаимоблокировкам, метод getImage, в момент вызова, создает полный снимок местоположений парка автомобилей такси; в переработанной версии, метод getImage получает местоположение каждого такси в немного различающиеся моменты времени.

Однако, в некоторых случаях, потеря атомарности является проблемой, и в этой ситуации вам придется использовать другой подход для достижения атомарности. Одним из таких подходов является структурирование параллельного объекта таким образом, чтобы только один поток мог выполнить ветку кода, следующую за открытым вызовом. Например, при завершении работы службы может потребоваться дождаться завершения текущих операций, а затем освободить ресурсы, используемые службой. Процесс удержания блокировки службы во время ожидания завершения операций, по самой своей сути, подвержен взаимоблокировке, но снятие блокировки со службы до завершения работы службы может позволить другим потокам начать новые операции. Решение состоит в том, чтобы удерживать блокировку достаточно долго для того, чтобы установить флаг состояния службы в “завершение работы”, и чтобы другие потоки, желающие начать новые операции - включая завершение работы службы - видели, что служба недоступна, и не предпринимали подобных попыток. Затем, после завершения выполнения открытого вызова, можно дождаться завершения работы, зная, что только поток завершения работы имеет доступ к состоянию службы. Таким образом, вместо того, чтобы использовать блокировку, для удержания других потоков вне критической части кода, этот подход основан на построении таких протоколов, при которых другие потоки не будут пытаться в неё войти.

### 10.1.5 Взаимоблокировки ресурсов

Точно так же, как потоки могут попасть в ситуацию взаимоблокировки, когда каждый из них ожидает блокировку, удерживаемую другим потоком, и не освобождает свою, они также могут попасть в ситуацию взаимоблокировки при ожидании ресурсов.

Предположим, у вас есть два объединяющих ресурса, например пулы соединений для двух разных баз данных. Пулы ресурсов, как правило, реализуются с использованием семафоров (см. раздел [5.5.3](#_5.5.3_Семафоры)) для облегчения блокирования, когда пул пуст. Если задача требует подключения к обеим базам данных и оба ресурса не всегда запрашиваются в одном и том же порядке, поток ***A*** может удерживать подключение к базе ***D1***, при ожидании подключения к базе ***D2***, а поток ***B*** может удерживать подключение к базе ***D2***, при ожидании подключения к базе данных ***D1***. (Чем больше размер пулов, тем реже это происходит; если каждый пул имеет ***N*** соединений, для возникновения взаимоблокировки требуется ***N*** наборов циклически ожидающих потоков и множество неудачных моментов времени.)

Другой формой взаимоблокировки на основе ресурсов является *взаимоблокировка, вызванная голоданием потоков* (*thread-starvation deadlock*). Мы видели пример реализации этой угрозы в разделе 8.1.1, в котором задача, отправляющая другую задачу и ожидающая от неё результата, выполняется однопоточным экземпляром Executor. В этом случае, первая задача будет ожидать вечно, мгновенно останавливая эту задачу и все остальные, ожидающие выполнения в том же экземпляре Executor. Задачи, ожидающие результатов других задач, являются основным источником взаимоблокировки, вызванной голоданием потоков; ограниченные пулы и взаимозависимые задачи сочетаются плохо.

## [10.2](#page11) Предотвращение и диагностика взаимоблокировок

Программа, которая никогда не получает более одной блокировки за один раз, не может столкнуться с взаимоблокировкой, вызванной порядком захвата блокировок. Конечно, это не всегда практически целесообразно, но если вам это сойдет с рук, в результате будет намного меньше работы. Если вам необходимо захватить несколько блокировок, упорядочение блокировок должно быть частью дизайна программы: попробуйте свести к минимуму число потенциальных взаимодействий между блокировками, а также следуйте протоколу упорядочения блокировок и документируйте его для блокировок, которые могут быть захвачены совместно.

В программах, использующих детальную блокировку, выполняйте аудит кода на отсутствие взаимоблокировок, используя стратегию, состоящую из двух частей: сначала определите места, в которых можно получить несколько блокировок (попробуйте сделать собрать небольшой набор), а затем выполните глобальный анализ всех таких экземпляров, чтобы обеспечить согласованность порядка блокировок во всей программе. Использование открытых вызовов там, где это возможно, существенно упрощает проведение такого анализа. При отсутствии не открытых вызовов, найти экземпляры, в которых получено несколько блокировок, довольно легко, либо путем ревю кода (*code review*), либо с помощью автоматического анализа байт-кода или исходного кода.

### 10.2.1 Блокировки, ограниченные по времени

Другим подходом, применяемым для обнаружения взаимоблокировок и восстановления при их возникновении, является использование ограниченной по времени версии метода tryLock, предоставляемой явными классами блокировок Lock (см. главу [13](#_Глава_13_Явные)), вместо внутренней блокировки. В той ситуации, когда внутренние блокировки ожидают вечно, если не могут получить блокировку, явные блокировки позволяют указать время ожидания, по истечении которого метод tryLock возвращает ошибку. При использовании тайм-аута, значение которого превышает время, в течение которого вы ожидаете захватить блокировку, в случае, если что-то неожиданно пойдёт не так, вы сможете восстановить контроль. (В листинге 13.3 приведён альтернативный вариант реализации метода transferMoney, с использованием опрашиваемой версии tryLock, повторяющей попытки для избегания вероятного возникновения взаимоблокировки.)

Когда ограниченная по времени попытка захвата блокировки провалится, вам не обязательно знать, *почему это произошло*. Может быть, произошла взаимоблокировка; может быть, поток по ошибке вошел в бесконечный цикл, пока удерживал эту блокировку; или, может быть, просто какая-то активность работает намного медленнее, чем вы того ожидали. Но, по крайней мере, у вас есть возможность оставить запись о том, что попытка не удалась, логировать любую полезную информацию о том, что вы пытались сделать, и изящно перезапустить вычисление, вместо того, чтобы убить весь процесс.

Использование ограниченного по времени захвата блокировки, для захвата нескольких блокировок, может быть эффективным средством против возникновения взаимоблокировки, даже если блокировка по времени используется во всей программе не согласованно. Если время захвата блокировки истекло, вы можете освободить блокировки, отступить и подождать некоторое время, а затем повторить попытку, возможно, очистив условие взаимоблокировки и позволив программе восстановиться. (Этот подход работает только тогда, когда две блокировки захватываются вместе; если несколько блокировок захватываются во вложенных вызовах методов, вы не можете просто освободить внешнюю блокировку, даже если вы знаете о том, что удерживаете ее вы.)

### 10.2.2 Анализ взаимоблокировок с использованием дампов потоков

Несмотря на то, что предотвращение взаимоблокировок является, в основном, вашей проблемой, JVM может помочь идентифицировать их, когда они происходят, с помощью использования *дампа потоков*. Дамп потока содержит трассировку стека для каждого запущенного потока, аналогичную трассировке стека, сопровождающей исключение. Дампы потоков также включают в себя информацию о блокировании, например о том, какие блокировки удерживаются каждым потоком, в каких кадрах стека они были захвачены, и какую блокировку ожидает захватить заблокированный поток.[[107]](#footnote-107) Перед созданием дампа потока, JVM просматривает граф ожидания (*is-waiting-for graph*) в поисках циклов, для определения наличия взаимоблокировок. Если среда JVM находит цикл, она включает информацию о взаимоблокировке, идентифицирующую, какие блокировки и потоки участвуют, и где в программе нарушен захват блокировки.

Для инициирования сброса дампа потока, можно отправить процессу JVM сигнал SIGQUIT (kill -3) на платформах Unix или нажать комбинацию клавиш Ctrl-\ в Unix или Ctrl-Break на платформах Windows. Многие IDE также могут запросить дамп потока.

Если вы используете явные классы блокировок Lock, вместо встроенной блокировки, среда Java 5.0 не поддерживает связывание информации класса Lock с дампом потока; явные блокировки вообще не отображаются в дампах потоков. Среда Java 6 включает поддержку дампа потока и обнаружение взаимоблокировки с явными блокировками класса Lock, но информация о том, где блокировки были захвачены, будет неизбежно менее точна, чем для встроенных блокировок. Встроенные блокировки связаны с кадром стека, в котором они были захвачены; явные блокировки Lock связаны только с захватившим их потоком.

В листинге 10.7 приведена часть дампа потока, взятая из рабочего приложения J2EE. Сбой, вызвавший взаимоблокировку, включает три компонента - приложение J2EE, контейнер J2EE и драйвер JDBC, каждый из них принадлежит разным поставщикам. (Имена были изменены, в целях защиты виновных.) Все трое были коммерческими продуктами, которые прошли через интенсивные циклы тестирования; каждый из них имел ошибку, которая сама по себе была безвредна, пока все они не начинали взаимодействовать друг с другом и не вызывали фатальный сбой сервера.

Found one Java-level deadlock:

=============================

"ApplicationServerThread":

waiting to lock monitor 0x080f0cdc (a MumbleDBConnection), which is held by "ApplicationServerThread"

"ApplicationServerThread":

waiting to lock monitor 0x080f0ed4 (a MumbleDBCallableStatement), which is held by "ApplicationServerThread"

Java stack information for the threads listed above:

"ApplicationServerThread":

at MumbleDBConnection.remove\_statement

* waiting to lock <0x650f7f30> (a MumbleDBConnection) at MumbleDBStatement.close
* locked <0x6024ffb0> (a MumbleDBCallableStatement)

...

"ApplicationServerThread":

at MumbleDBCallableStatement.sendBatch

* waiting to lock <0x6024ffb0> (a MumbleDBCallableStatement) at MumbleDBConnection.commit
* locked <0x650f7f30> (a MumbleDBConnection)

...

**Листинг 10.7** Часть дампа потока, после наступления взаимоблокировки

Мы показали только ту часть дампа потока, что относится к идентификации взаимоблокировки. Среда JVM проделала для нас большую работу, в процессе диагностики взаимоблокировки - какие блокировки вызывают проблему, какие потоки участвуют, какие другие блокировки они удерживают, и причиняются ли другим потокам косвенные неудобства. Один поток удерживает блокировку на объекте MumbleDBConnection и ожидает получения блокировки на объекте MumbleDBCallableStatement; другой удерживает блокировку на объекте MumbleDBCallableStatement и ожидает захвата блокировки на объекте MumbleDBConnection.

Драйвер JDBC, используемый здесь, имеет явную ошибку в порядке захвата блокировок: различные цепочки вызовов захватывают несколько блокировок в различном порядке, с использованием драйвера JDBC. Но эта проблема не проявилась бы, если бы не другая ошибка: несколько потоков пытались одновременно использовать один и тот же экземпляр JDBC Connection. Приложение работало совсем не так, как ожидалось - разработчики были удивлены, увидев один и то же экземпляр Connection, используемый одновременно двумя потоками. В спецификации JDBC нет явного требования о том, чтобы реализация Connection была потокобезопасной, и в обычной практике использование экземпляра Connection ограничивается одним потоком, как предполагалось и в этом случае. В свою очередь, поставщик попытался предоставить потокобезопасный драйвер JDBC, о чем свидетельствует синхронизация множества объектов JDBC в коде драйвера. К сожалению, поскольку поставщик не принял во внимание порядок захвата блокировок, драйвер был подвержен взаимоблокировке, но проблема обнаруживала себя только при взаимодействии драйвера, подверженного взаимоблокировке, и неправильном совместном использовании экземпляра Connection в приложении. Поскольку ни одна ошибка, в изоляции одна от другой, не была фатальной, обе сохранялись, несмотря на обширное тестирование.

## [10.3](#page11) [Прочие](#page11) угрозы живучести

В то время как взаимоблокировка представляет собой наиболее широко встречающуюся угрозу живучести, существует несколько других угроз живучести, с которыми вы можете столкнуться в параллельных программах, включая голодание (*starvation*), пропущенные сигналы (*missed signals*), и динамическую взаимоблокировку (*livelock*). (Пропущенные сигналы рассматриваются в разделе 14.2.3).

### 10.3.1 Голодание

*Голодание* возникает тогда, когда потоку постоянно отказывают в доступе к ресурсам, в которых он нуждается для достижения прогресса; наиболее подверженный голоданию ресурс - циклы ЦП. Голодание в приложениях Java может быть вызвано неправильным использованием приоритетов потоков. Оно также может быть вызвано выполнением непрерывающихся конструкций (бесконечные циклы или ожидания ресурсов, которые не завершаются) с удерживаемой блокировкой, в связи с чем, другие потоки, которым нужна эта блокировка, никогда не смогут ее захватить.

Приоритеты потоков, определенные в API потоков, представляют собой просто советы по планированию. В API потоков определено десять уровней приоритета, которые среда JVM, по своему усмотрению, может сопоставить приоритетам планирования операционной системы. Это сопоставление является специфичным для платформы, таким образом, два приоритета Java могут быть сопоставлены с одним и тем же приоритетом ОС в одной системе, и другим приоритетам ОС в другой. Некоторые операционные системы имеют меньше чем десять уровней приоритета, и в этом случае несколько приоритетов Java сопоставляется с тем одним и тем же приоритетом ОС.

Планировщики операционной системы идут на многое, чтобы обеспечить справедливость планирования и живучесть, сверх того, что требуется спецификацией языка Java. В большинстве приложений Java все потоки приложений имеют одинаковый приоритет, Thread.NORM\_PRIORITY. Механизм приоритетов потов является довольно грубым инструментом, и не всегда очевидно, к какому эффекты приведёт изменение приоритетов; повышение приоритета потока может не оказать никаких изменений, или может привести к тому, что один поток будет всегда планироваться в предпочтении к другим, тем самым провоцируя голодание.

Как правило, разумной политикой будет сопротивление искушению настроить приоритеты потоков. Как только вы начинаете изменять приоритеты, поведение вашего приложения станет специфичным для платформы, и вы введёте в программу риск возникновения голодания. Вы часто можете определить программу, которая пытается восстановиться после настройки приоритета или других проблем с отзывчивостью, по наличию вызовов Thread.sleep или Thread.yield в странных местах, применяемых для того, чтобы дать больше времени потокам с более низким приоритетом[[108]](#footnote-108).

Избегайте соблазна использовать приоритеты потоков, так как они увеличивают зависимость от платформы и могут вызвать проблемы с живучестью. Большинство параллельных приложений могут использовать приоритет по умолчанию для всех потоков.

### 10.3.2 Плохая отзывчивость

Отступая на один шаг от голодания, следует плохая отзывчивость, не являющаяся редкостью в приложениях GUI, использующих фоновые потоки. В главе 9 был разработан фрэймворк, применяемый для разгрузки долговременных задач в фоновые потоки, чтобы не происходило “заморозки” пользовательского интерфейса. Фоновые задачи с интенсивным использованием ЦП могут по-прежнему влиять на скорость отклика, поскольку они могут конкурировать с потоком событий за циклы ЦП. Это один из случаев, когда изменение приоритетов потоков имеет смысл; когда ресурсоемкие фоновые вычисления повлияют на скорость отклика. Если работа, выполняемая другими потоками, действительно является фоновой, снижение их приоритета может сделать задачи переднего плана более отзывчивыми.

Плохая отзывчивость также может быть вызвана плохим управлением блокировками. Если поток удерживает блокировку в течение длительного времени (возможно, при итерации большой коллекции и выполнении существенной работы для каждого элемента), другим потоки, которым требуется доступ к той же самой коллекции, возможно, придется ожидать очень долго.

### 10.3.3 Динамическая взаимоблокировка

*Динамическая взаимоблокировка* (*livelock*) является формой проблемы с живучестью, при которой поток, фактически оставаясь не заблокированным, все же не может добиться прогресса выполнения, потому что продолжает повторять выполнение операции, которая всегда будет терпеть неудачу. Динамическая взаимоблокировка часто возникает в транзакционных приложениях обмена сообщениями, в которых инфраструктура обмена сообщениями откатывает транзакцию, если сообщение не может быть обработано успешно, и помещает сообщение в начало очереди. Если ошибка в обработчике сообщений, приводит к сбою для определенного типа сообщений, каждый раз, когда сообщение будет помещаться в очередь и передаваться неисправному обработчику, будет выполняться откат транзакции. Так как сообщение будет возвращаться в начало очереди, обработчик будет вызываться снова и снова, с тем же результатом. (Такую ситуацию иногда называют проблемой *отравленного сообщения* (*poison message*).) Поток обработки сообщений не блокируется, но он также никогда не будет достигать прогресса. Эта форма динамической взаимоблокировки часто берёт своё начало с чрезмерно ретивого кода восстановления ошибок, который ошибочно рассматривает неустранимую ошибку как восстанавливаемую.

Динамические взаимоблокировки также могут возникать, когда несколько взаимодействующих потоков изменяют свое состояние в ответ на изменение состояния другими потоками, таким образом, что ни один поток никогда не сможет добиться прогресса. Это похоже на то, что происходит, когда два чрезмерно вежливых человека идут в противоположных направлениях в коридоре: каждый отступает в другую сторону, и теперь они снова на пути друг у друга. Так что они оба отступают снова, и снова, и снова…

Решение для приведённого разнообразия динамических взаимоблокировок заключается в том, чтобы ввести некоторую случайную составляющую в механизм повтора. Например, когда две станции в сети ethernet пытаются передать пакет на совместно используемом носителе[[109]](#footnote-109) в одно и то же время, пакеты сталкиваются. Станции обнаруживают коллизию, и каждая из них пытается снова, позже, передать свой пакет. Если каждая из них будет повторять попытку ровно через одну секунду, пакеты будут сталкиваться снова и снова, и ни один пакет никогда не будет отправлен, даже если доступна большая часть пропускной способности. Чтобы избежать этого, мы заставляем каждую станцию ожидать некоторое время, которое включает случайную составляющую. (Протокол ethernet также включает экспоненциальный откат после повторяющихся столкновений, уменьшая как перегрузку, так и риск повторного сбоя с несколькими сталкивающимися пакетами от разных станций.) Повторная попытка, как со случайными задержками, так и с откатами, может быть одинаково эффективной для предотвращения динамической взаимоблокировки в параллельных приложениях.

## 10.4 Итоги

Сбои живучести являются серьезной проблемой, потому что нет никакого более короткого способа восстановиться от них, чем прерывание работы приложения. Наиболее распространенной формой проблем с живучестью является взаимоблокировка, вызванная нарушением порядка захвата блокировок. Предотвращение взаимоблокировки, вызванной нарушением порядка захвата блокировок, начинается с момента проектирования: гарантируйте, что когда потоки захватывают несколько блокировок, они делают это в согласованном порядке. Лучший способ добиться этого - использовать открытые вызовы во всей программе. Это бы значительно уменьшило количество мест, где одновременно удерживаются несколько блокировок, и сделало бы более очевидным местонахождение таких мест.

# [Глава 11](#page11) Производительность и масштабируемость

Одной из основных причин использования потоков является повышение производительности[[110]](#footnote-110). Использование потоков может привести к улучшению использования ресурсов, упрощая использование приложениями доступной вычислительной мощности, а также повысить скорость отклика, позволяя приложениям начинать обработку новых задач немедленно, пока существующие задачи еще выполняются.

В этой главе рассматриваются подходы к анализу, мониторингу и повышению производительности параллельных программ. К сожалению, многие из подходов к повышению производительности также увеличивают сложность, тем самым увеличивая вероятность появления проблем с безопасностью и живучестью. Хуже того, некоторые методы, предназначенные для повышения производительности, на самом деле контрпродуктивны или обменивают одну проблему с производительностью на другую. В то время как более высокая производительность часто желательна - и повышение производительности может принести большое удовлетворение - безопасность всегда на первом месте. Сначала сделайте свою программу правильной, затем сделайте ее быстрой - и только в том случае, когда ваши требования к производительности и измерения скажут вам, что она должна быть быстрее. При проектировании параллельного приложения, выжимание последнего бита из производительности часто является наименьшей из проблем.

## [11.1](#page11) Размышления о производительности

Повышение производительности означает выполнение большего объема работы с использованием меньшего количества ресурсов. Значение термина "ресурсы" может варьироваться; для данной активности, определенным ресурсом обычно будет являться то, в чём активность нуждается в самое кратчайшее время, будь то циклами ЦП, памятью, пропускной способностью сети, пропускной способностью подсистемы ввода/вывода, запросами к базе данных, дисковым пространством или любым количеством других ресурсов. Когда производительность активности ограничена доступностью определенного ресурса, мы говорим, что активность *ограничена* этим ресурсом: ограничена CPU, базой данных и т. д.

Хотя целью может быть повышение производительности в целом, использование нескольких потоков всегда приводит к некоторым затратам на производительность по сравнению с однопоточным подходом. К ним относятся накладные расходы, связанные с координацией между потоками (блокировкой, сигнализацией и синхронизацией памяти), накладные расходы на переключение контекста, накладные расходы на создание и завершение работы потоков, а также накладные расходы на планирование. При эффективном использовании потоков эти затраты с лихвой компенсируются большей пропускной способностью, быстродействием или производительностью. С другой стороны, плохо спроектированное параллельное приложение может работать даже хуже, чем аналогичное последовательное[[111]](#footnote-111).

Используя параллелизм для повышения производительности, мы пытаемся сделать две вещи: более эффективно использовать имеющиеся у нас обрабатывающие ресурсы, и позволить нашей программе использовать дополнительные обрабатывающие ресурсы, если они станут доступны. С точки зрения мониторинга производительности это означает, что мы хотим, чтобы процессоры были максимально заняты выполнение работы. (Конечно, это не означает что надо “сжигать циклы” в бесполезных вычислениях; мы хотим, чтобы процессоры были заняты выполнением полезной работы.) Если программа связана с вычислениями, то мы можем увеличить ее производительность, добавив больше процессоров; если программа не может полностью загрузить работой доступные процессоры, добавление больше количества процессоров не поможет. Поточность предлагает средства для того, чтобы всегда держать процессоры “горячими”, это достигается за счёт декомпозиции приложения, так что всегда будет работа, которая может быть выполнена любым доступным процессором.

### 11.1.1 Производительность и масштабируемость

Производительность приложения можно измерить несколькими способами, такими как время обслуживания, задержка, пропускная способность, эффективность, масштабируемость или производительность. Некоторые из них (время обслуживания, задержка) являются показателями того, “как быстро” данная единица работы может быть обработана или подтверждена; другие (производительность, пропускная способность) являются показателями того, “сколько” работы может быть выполнено с заданным количеством вычислительных ресурсов.

*Масштабируемость* (*Scalability*) описывает возможность повышения пропускной способности или производительности при добавлении дополнительных вычислительных ресурсов (например, дополнительных CPU, памяти, хранилища или пропускной способности подсистемы ввода/вывода).

Проектирование и настройка параллельных приложений для обеспечения масштабируемости, может сильно отличаться от традиционной оптимизации производительности. При настройке производительности, цель обычно состоит в том, чтобы выполнить ту же работу с меньшими усилиями, например, повторно использовать ранее вычисленные результаты с помощью кэширования или заменить алгоритм со сложностью *O*(*n*2) на алгоритм со сложностью O(N log n). При настройке масштабируемости, вместо приведённого выше подхода, вы пытаетесь найти способы распараллеливания проблемы, чтобы использовать дополнительные обрабатывающие ресурсы для выполнения *дополнительной* работы с *большим* количеством ресурсов.

Эти два аспекта производительности - *как быстро* и *сколько -* полностью разделены, а иногда даже вступают в противоречие друг с другом. Для достижения более высокой масштабируемости или лучшего использования оборудования мы часто *увеличиваем* объем работы, выполняемой каждой отдельной задачей, например при разделении задач на несколько “конвейерных” подзадач. По иронии судьбы, многие приемы, повышающие производительность однопоточных программ, плохо влияют на масштабируемость (см. пример в разделе 11.4.4).

Знакомая трехуровневая модель приложения, в которой представление, бизнес-логика и хранилище разделены и могут обрабатываться различными системами, иллюстрирует, как повышение масштабируемости часто происходит за счет снижения производительности. Монолитное приложение, в котором переплетены уровень представления, уровень бизнес-логики и уровень хранилища, почти наверняка обеспечит лучшую производительность для первой единицы работы, чем хорошо продуманная многоуровневая реализация, распределенная по нескольким системам. Как так могло получиться? Монолитное приложение не будет иметь накладываемой сетью задержки, присущей передаче задач между уровнями, и ему не придется оплачивать затраты, присущие разделению вычислительного процесса на отдельные абстрактные слои (например, накладные расходы на помещение в очередь и на копирования данных).

Однако когда монолитная система достигнет, в операциях обработки, потолка производительности, у нас может возникнуть серьезная проблема: может случиться так, что будет непомерно сложно значительно поднять уровень производительности. Поэтому мы часто соглашаемся с затратами производительности на более длительное время выполнения или с потреблением больших вычислительных ресурсов, затрачиваемых на единицу работы, в результате чего, наше приложение может масштабироваться для обработки большей нагрузки, при добавлении большего количества ресурсов.

Из различных аспектов производительности, аспекты “сколько” - масштабируемости, пропускной способности и производительности – обычно имеют для серверных приложений большее значение, чем аспекты “как быстро”. (Для интерактивных приложений задержка имеет тенденцию быть более важным показателем, поэтому пользователи не нуждаются в индикации прогресса и не нуждаются в том, чтобы выяснять, что происходит.) В этой главе основное внимание уделяется масштабируемости, а не производительности при однопоточной обработке.

### 11.1.2 Оценка компромиссов производительности

Почти все инженерные решения предполагают некую форму компромисса. Использование более толстой стали в пролёте моста может увеличить его вместимость и безопасность, но также приведёт к увеличению цены конструкции. Хотя решения в области разработки программного обеспечения обычно не предполагают компромиссов между деньгами и риском для жизни человека, у нас часто меньше информации, с помощью которой можно прийти к правильному компромиссу. Например, алгоритм “быстрая сортировка” (*quicksort*) очень эффективен для больших наборов данных, но менее сложная “сортировка пузырьком” (*bubble sort*) на самом деле более эффективна для небольших наборов данных. Если вас попросят внедрить эффективную процедуру сортировки, вам нужно знать о размерах наборов данных, которые ей придется обрабатывать, а также метрики, указывающие, пытаетесь ли вы оптимизировать среднее время, худшее время или предсказуемость. К сожалению, эта информация часто не входит в требования, предъявляемые к автору библиотечной процедуры сортировки. Это является одной из причин, в связи с которыми большинство оптимизаций преждевременны: *они часто проводятся до того, как станет доступен четкий набор требований.*

Избегайте преждевременной оптимизации. Сначала сделайте это правильно, затем сделайте это быстро - *если* это еще не достаточно быстро.

Иногда, при принятии инженерных решений, вам приходится обменивать одну форму затрат на другую (например, время обработки и потребление памяти); иногда вы обмениваете затраты на безопасность. Безопасность не обязательно означает риск для человеческих жизней, как это было в примере с мостом. Множество оптимизаций производительности выполняется за счет удобочитаемости или сопровождаемости - чем более “умный” или неочевидный код, тем сложнее его понять и поддерживать. Иногда оптимизация влечет за собой компрометацию хороших принципов объектно-ориентированного проектирования, например, нарушение инкапсуляции; иногда она сопряжена с большим риском ошибок, поскольку более быстрые алгоритмы обычно сложнее. (Если вы не можете определить затраты или риски, вы, вероятно, не продумали всё достаточно тщательно для того, чтобы продолжать.)

Большинство решений касательно производительности включают в себя несколько переменных и очень ситуативны. Прежде чем решить, что один подход “быстрее” другого, задайте себе несколько вопросов:

* Что вы имеете в виду под “быстрее”?
* При каких условиях этот подход будет более быстрым? Под легкой или тяжелой нагрузкой? С большими или маленькими наборами данных? Можете ли вы подкрепить свой ответ измерениями?
* Как часто эти условия могут возникнуть в вашей ситуации? Можете ли вы подкрепить свой ответ измерениями?
* Может ли этот код использоваться в других ситуациях, когда условия могут отличаться?
* Какие скрытые затраты, такие как усложнение разработки или риск в обслуживании, вы готовы обменять на эту улучшенную производительность? Это хороший компромисс?

Эти соображения применимы к любым инженерным решениям, связанным с производительностью, но эта книга о параллелизме. Почему мы рекомендуем такой консервативный подход к оптимизации? *Стремление к производительности, вероятно, является самым большим источником ошибок в параллелизме.* Убеждение в том, что синхронизация была “слишком медленной”, привело к появлению многих умных, но опасных идиом, применяемых для уменьшения синхронизации (таких как двойная проверка блокировки, обсуждаемая в разделе 16.2.4), и часто приводится в качестве оправдания за несоблюдение правил, касающихся синхронизации. Поскольку ошибки параллелизма являются одними сложнейших в плане отслеживания и устранения, все, что несёт риск их введения в код, должно предприниматься с особой тщательностью.

Хуже того, когда вы торгуете безопасностью в угоду производительности, вы можете не получить ни того, ни другого. Особенно, когда дело доходит до параллелизма, интуитивные предположения многих разработчиков о том, в чём заключается проблема с производительностью или какой подход будет быстрее или более масштабируемым, часто неверна. Поэтому крайне важно, чтобы любое занятие по настройке производительности сопровождалось конкретными требованиями к производительности (чтобы вы знали, когда настраивать и когда останавливать настройку), а также программой измерений с использованием реалистичной конфигурации и профиля нагрузки. После проведения настройки вновь проведите измерения, чтобы убедиться, что вы достигли желаемых улучшений. Риски для безопасности и технического обслуживания, связанные с проведением множества оптимизаций, довольно велики - вы не хотите оплачивать эти расходы, если вам это не нужно - и вы определенно не хотите их оплачивать в том случае, если не получаете ожидаемой выгоды.

Измерьте, не догадывайтесь.

На рынке существуют сложные инструменты профилирования для измерения производительности и отслеживания узких мест производительности, но вам не нужно тратить много денег, чтобы понять, что делает ваша программа. Например, бесплатное приложение perfbar может вам помочь получить хорошее представление о том, насколько загружены процессоры, и так как ваша цель, как правило, заключается в том, чтобы держать процессоры загруженными, это очень хороший способ оценить, нужно ли вам проводить настройку производительности или насколько эффективной была ваша настройка.

## [11.2](#page11) Закон Амдала

Некоторые проблемы могут быть решены быстрее за счёт большего количества ресурсов – чем больше рабочей силы используется для уборки урожая, тем быстрее она может быть завершена. Другие задачи принципиально последовательны - никакое количество дополнительных работников не заставит урожай расти быстрее. Если одной из основных причин использования потоков является использование мощности нескольких процессоров, мы также должны убедиться, что проблема поддаётся параллельной декомпозиции и что наша программа эффективно использует доступный для распараллеливания потенциал.

Большинство параллельных программ имеют много общего с фермерством, состоя из смеси параллельных и последовательных частей. *Закон Амдала* описывает, насколько теоретически программа может быть ускорена при добавлении дополнительных вычислительных ресурсов, исходя из соотношения параллельных и последовательных компонентов. Если *F* представляет собой долю вычислений, которая должна выполняться последовательно, то закон Амдала гласит, что на машине с *N* процессорами, мы можем добиться ускорения не более:

|  |  |  |
| --- | --- | --- |
| Speedup <= | 1  F + (1 – F)  N |  |
|  |

Когда значение *N* приближается к бесконечности, максимальное ускорение сходится к значению *1/F*, это означает, что программа, в которой пятьдесят процентов работы должно быть выполнено последовательно, может быть ускорена только в два раза, независимо от того, сколько процессоров доступно, а программа, в которой только десять процентов работы должно быть выполнено последовательно, может быть ускорена не более чем в десять раз. Закон Амдала также позволяет количественно оценить эффективность затрат на последовательное выполнение. С десятью процессорами, программа с 10% последовательно выполняемого кода, может достигнуть максимального увеличения в 5.3 раза (при 53% использования ресурсов), а со 100 процессорами она сможет достичь увеличения в 9.2 раза (при 9% использовании ресурсов). Потребуется множество неэффективно используемых процессоров, но никогда не получится добиться коэффициента равного десяти.
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**Рисунок 11.1** Максимальное использование ресурсов при различных размерах последовательно выполняемой части кода, согласно закону Амдала

В главе 6 рассматриваются вопросы определения логических границ, для разбиения приложений на задачи. Но для того, чтобы предсказать, какого рода ускорение возможно получить при запуске приложения в многопроцессорной системе, необходимо также определить предпосылки возникновения последовательно выполняемого кода в ваших задачах.

Представьте себе приложение, в котором *N* потоков выполняют метод doWork из листинга 11.1, извлекая задачи из общей рабочей очереди и обрабатывая их; предположим, что задачи не зависят от результатов или побочных эффектов, возникающих при выполнении других задач. Проигнорируем на мгновение то, как задачи попадают в очередь, насколько хорошо это приложение будет масштабироваться по мере добавления процессоров? На первый взгляд может показаться, что приложение полностью распараллеливается: задачи не ждут друг друга, и чем больше процессоров, тем больше задач может обрабатываться одновременно. Однако имеется и последовательный компонент - извлечение задач из рабочей очереди. Рабочая очередь совместно используется всеми рабочими потоками, и для обеспечения ее целостности, в условиях параллельного доступа, потребуется некоторая синхронизация. Если для защиты состояния очереди используется блокировка, то в то время как один поток извлекает задачу из очереди, другие потоки, которым нужно извлечь из очереди свою следующую задачу, вынуждены ожидать - и именно в этом месте обработка задачи выполняется последовательным кодом

public class WorkerThread extends Thread { private final BlockingQueue<Runnable> queue;

public WorkerThread(BlockingQueue<Runnable> queue) { this.queue = queue;

}

public void run() {

while (true) {

try {

Runnable task = queue.take();

task.run();

} catch (InterruptedException e) { break; */\** *Allow thread to exit* *\*/*

}

}

}

}

**Листинг 11.1** Последовательный доступ к очереди задач

Время обработки одной задачи включает в себя не только время выполнения задачи, представленной экземпляром Runnable, но и время на извлечение задачи из совместно используемой рабочей очереди. Если рабочая очередь представляет собой реализацию LinkedBlockingQueue, операция извлечения задачи из очереди может блокироваться на меньшее время, чем при использовании синхронизированной реализации LinkedList, поскольку реализация LinkedBlockingQueue использует более масштабируемый алгоритм, но доступ к любой совместно используемой структуре данных фундаментально вводит в программу элемент сериализации.

В этом примере также игнорируется другой распространенный источник последовательно выполняемого кода: обработка результатов. Все полезные вычисления порождают какой-то результат или вызывают побочные эффекты - в противном случае они могут быть исключены как мертвый код. Поскольку интерфейс Runnable не предоставляет возможности явной обработки результатов, выполнение этих задач должно приводить к возникновению каких-то побочных эффектов, например, запись результатов выполнения в файл лога или их помещение в структуру данных. Файлы логов и контейнеры результатов обычно совместно используются несколькими рабочими потоками и поэтому также являются источником источник последовательно выполняемого кода. Если вместо этого каждый поток будет поддерживать свои собственные структуры данных для хранения результатов, которые будут объединяться после выполнения всех задач, то окончательное слияние также будет являться источником последовательно выполняемого кода.

У всех параллельных приложений есть некоторые источники последовательно выполняемого кода; если вы думаете, что у вашего кода их нет, посмотрите снова.

### 11.2.1 Пример: скрытое последовательное выполнение в фреймворках

Чтобы увидеть, как последовательно выполняемый код может быть скрыт в структуре приложения, можно сравнить пропускную способность при добавлении потоков и определить различия в последовательном выполнении на основе наблюдаемых различий в масштабируемости. На рис. 11.2 демонстрируется результат выполнения простого приложения, в котором несколько потоков многократно удаляют элемент из общей очереди и обрабатывают его, аналогично примеру из листинга 11.1. Шаг обработки включает в себя только локальное, относительно потока, вычисление. Если поток обнаруживает, что очередь пуста, он помещает пакет новых элементов в очередь, чтобы другим потокам было что обрабатывать на следующей итерации. Доступ к совместно используемой очереди явным образом влечет за собой некоторую степень последовательного выполнения, но шаг обработки полностью распараллеливается, так как он не включает в себя совместно используемые данные.
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**Рисунок 11.2** Сравнение реализаций очередей

Кривые на рис. 11.2 позволяют сравнить пропускную способность для двух потокобезопасных реализаций очереди: реализации на основе LinkedList, обернутой реализацией synchronizedList, и реализации ConcurrentLinkedQueue. Тесты проводились на 8-ядерной системе Sparc V880, под управлением ОС Solaris. Хотя каждый запуск представляет собой выполнение одинакового объема “работы”, мы видим, что простое изменение реализаций очередей может оказать

Пропускная способность реализации ConcurrentLinkedQueue продолжает улучшаться, пока количество потоков не достигнет количества процессоров, а затем остается почти постоянной. С другой стороны, пропускная способность синхронизированной реализации LinkedList показывает некоторое улучшение до трех потоков, но затем падает по мере нарастания издержек синхронизации. К тому времени, когда количество потоков доберётся до четырех или пяти, конкуренция станет настолько тяжела, что каждая попытка доступа к блокировке очереди будет оспариваться, и в объёме всей пропускной способности начнёт доминировать переключение контекста.

Различие в пропускной способности происходит от различных степеней последовательно выполняемого кода, в двух разных реализациях очередей. Синхронизированная реализация LinkedList защищает всё состояние очереди с помощью единственной блокировки, которая удерживается на протяжении вызовов методов offer или remove; реализация ConcurrentLinkedQueue использует сложный алгоритм неблокирующей очереди (см. раздел [15.4.2](#_15.4.2_A_nonblocking)), который использует атомарные ссылки для обновления отдельных указателей на ссылки. В одном случае - последовательно выполняется вставка или удаление; в другом случае - последовательно выполняется только обновление отдельных указателей.

### 11.2.2 Качественное применение закона Амдала

Закон Амдала количественно определяет возможное ускорение, когда доступно больше вычислительных ресурсов, если мы можем точно оценить долю последовательно выполняемого кода. Хотя прямое измерение доли последовательно выполняемого кода может быть затруднено, закон Амдала всё же может быть полезен и без такого измерения.

Поскольку наши ментальные модели находятся под влиянием окружающей нас среды, многие из нас привыкли думать, что многопроцессорная система, имеет два или четыре процессора, или, может быть (если у нас большой бюджет) несколько десятков таковых, потому что эта технология стала широкодоступна в последние годы. Но по мере того, как многоядерные процессоры станут популярнее, системы будут иметь сотни или даже тысячи процессоров[[112]](#footnote-112). Алгоритмы, которые кажутся масштабируемыми в четырех процессорной системе, могут иметь скрытые узкие места (*bottlenecks*) в масштабируемости, которые еще не были обнаружены.

В процессе оценки алгоритма, размышление “с ограничениями” о том, что произойдет с сотнями или тысячами процессоров, может дать некоторое представление, где могут проявиться ограничения масштабирования. Например, в разделах 11.4.2 и 11.4.3 обсуждается два способа повышения детализации блокировок: разделение блокировок (разделение одной блокировки на две) и чередование блокировок (разделение одной блокировки на несколько блокировок). Глядя на них через призму закона Амдала, мы видим, что разделение блокировки на две части, не сильно приближает нас к использованию множества процессоров, но чередование блокировок кажется гораздо более перспективным, потому что размер набора полос (*stripe*) может быть увеличен по мере увеличения количества процессоров. (Конечно, оптимизация производительности всегда должна рассматриваться в свете фактических требований к производительности; в некоторых случаях, разделения блокировки на две части, для удовлетворения требований, может быть достаточно.)

## [11.3](#page11) Затраты, вводимые потоками

Однопоточные программы не требуют ни планирования, ни синхронизации и не нуждаются в использовании блокировок для сохранения согласованности структур данных. Планирование и координация взаимодействия между потоками требуют затрат производительности; для потоков, предлагающих повышение производительности, преимущества распараллеливания должны перевешивать затраты на обеспечение параллелизма.

### 11.3.1 Переключение контекста

Если основной поток является единственным потоком, выполняемым по расписанию, он почти никогда не будет планироваться. С другой стороны, если количество выполняемых потоков больше, чем количество доступных ЦП, в конечном итоге ОС будет упреждать один поток, чтобы другой мог использовать ЦП. Это вызывает *переключение контекста*, которое требует сохранения контекста текущего потока и восстановления контекста выполнения нового запланированного потока.

Переключение контекста операция не бесплатная; планирование потоков требует манипулирования совместно используемыми структурами данных в ОС и JVM. ОС и JVM используют те же процессоры, что и ваша программа; большее количество времени процессора, потраченного на JVM, и код ОС означает, что вашей программе будет доступно меньше времени. Но деятельность ОС и JVM - это не единственные затраты, возникающие при переключении контекста. Когда происходит переключение на новый поток, данные, в которых он нуждается, вряд ли будут доступны в локальном кэше процессора, таким образом, переключение контекста приведёт к шквалу промахов попадания в кэш, и потоки будут работать немного медленнее в том случае, если их выполнение будет запланировано впервые. Это одна из причин, по которой планировщики дают каждому выполняемому потоку определенный минимальный квант времени, даже когда многие другие потоки вынуждены ожидать: такой подход позволяет амортизировать затраты на переключение контекста и его последствия в течение более длительного времени непрерывного выполнения, улучшая общую пропускную способность (за счет некоторых затрат на отзывчивость).

Когда поток блокируется из-за ожидания конкурирующей блокировки, JVM обычно его приостанавливает и позволяет ему выключиться. Если потоки блокируются часто, они не смогут использовать весь запланированный для выполнения квант времени. Программа, использующая множество блокировок (блокирующий ввод/вывод, ожидание конкурирующих блокировок или ожидание переменных условий), использует больше переключений контекста, чем та, что ограничена только ЦП, что увеличивает затраты на планирование и приводит к снижению пропускной способности. (Неблокирующие алгоритмы также могут помочь в снижении количества переключений контекста; см. главу [15](#_Chapter_15_Atomic).)

Фактические затраты на переключение контекста варьируется от платформы к платформе, но хорошее эмпирическое правило заключается в том, что переключение контекста, для большинства текущих процессоров, по затратам эквивалентно 5,000-10,000 тактам процессора или нескольким микросекундам.

Команда vmstat в системах Unix и средство perfmon в системах Windows позволяют получить отчёт о количестве переключений контекста, и проценте времени, проведенном в ядре. Высокая загрузка ядра (более 10%) часто указывает на интенсивное планирование, которое может быть вызвано блокировками при выполнении операций ввода/вывода или конкуренцией за захват блокировок.

### 11.3.2 Синхронизация памяти

Затраты производительности на синхронизацию берут своё начало из нескольких источников. Гарантии видимости, предоставляемые операторами synchronized и volatile, могут повлечь за собой использование специальных инструкций, называемых *барьерами памяти* (*memory barriers*), которые могут сбрасывать или аннулировать кэши, сбрасывать аппаратные буферы на запись и останавливать выполняющие конвейеры. Использование барьеров памяти также может иметь косвенные последствия для производительности, поскольку они препятствуют проведению оптимизаций, выполняемых компиляторами; большинство операций нельзя переупорядочить, когда используются барьеры памяти.

При оценке влияния синхронизации на производительность, важно различать *конкурентную* (*contended*) и *неконкурентную* (*uncontended*) синхронизацию. Механизм synchronized оптимизирован для неконкурентного случая (оператор volatile всегда неконкурентен), и на момент написания этих строк, затраты на выполнение “кратчайшего варианта” неконкурентной синхронизации, для большинства систем, колеблются в пределах от 20 до 250 тактов процессора. Хотя это, конечно, не ноль, эффект необходимой, незапланированной синхронизации редко оказывает значимое влияние на общую производительность приложения, в свою очередь, альтернатива включает в себя угрозу безопасности и потенциальное обречение себя (или вашего преемника), в будущем, на очень болезненный поиск ошибок

Современные среды JVM могут снижать затраты на случайную синхронизацию, проводя оптимизацию блокировок, за которые, как доказано, никогда не будет конкуренции. Если объект блокировки доступен только текущему потоку, среде JVM разрешено оптимизировать захват блокировки, поскольку нет никакого способа, которым другой поток мог бы синхронизироваться на той же самой блокировке. Например, захват блокировки, как показано в листинге 11.2, всегда может быть устранен средой JVM.
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synchronized (new Object()) {

*// do something*

}

**Листинг 11.2** Синхронизация, не оказывающая никакого эффекта. Не делайте так

Более сложные среды JVM могут использовать последовательный анализ для определения того, что ссылка на локальный объект никогда не публикуется в куче и поэтому является локальной для потока. В методе getStoogeNames из листинга 11.3, единственной ссылкой на список является локальная переменная stooges, а переменные, ограниченные стеком, автоматически являются локальными для потока. Наивное выполнение метода getStoogeNames захватывает и освобождает блокировку на экземпляре Vector четыре раза, по одному разу для каждого вызова add или toString. Тем не менее, умный компилятор среды выполнения может встроить эти вызовы, а затем увидеть, что переменная stooges и её внутреннее состояние никогда не сбегают, и, следовательно, что все четыре захвата блокировок могут быть устранены[[113]](#footnote-113).

public String getStoogeNames() {

List<String> stooges = new Vector<String>();

stooges.add("Moe");

stooges.add("Larry");

stooges.add("Curly");

return stooges.toString();

}

**Листинг 11.3** Кандидат на оптимизацию *lock elision*

Даже без обращения к последовательному анализу, компиляторы также могут выполнять укрупнение блокировок, путём слияния соседних блоков synchronized с использованием одной и той же блокировки. В случае метода getStoogeNames, среда JVM, выполняющая укрупнение блокировки, может объединить три вызова метода add и вызов метода toString в один блок захвата и освобождения блокировки, используя эвристику относительных затрат на синхронизацию по сравнению с инструкциями внутри блока synchronized.[[114]](#footnote-114) Это не только снижает затраты на синхронизацию, но и предоставляет оптимизатору гораздо больший блок для работы, что, вероятно, позволяет выполнять и другие оптимизации.

Не стоит чрезмерно беспокоиться о стоимости неконкурентной синхронизации. Базовый механизм уже достаточно быстр, и среды JVM могут выполнять дополнительные оптимизации, которые еще больше уменьшают или устраняют затраты. Вместо этого сосредоточьте усилия по оптимизации на тех областях, в которых фактически происходит конфликт блокировок.

Синхронизация в одном потоке также может повлиять на производительность других потоков. Синхронизация создает трафик в шине совместно используемой памяти; эта шина имеет ограниченную пропускную способность и совместно используется всеми процессорами. Если потоки вынуждены конкурировать за пропускную способность синхронизации, все потоки, использующие синхронизацию, будут страдать.[[115]](#footnote-115)

### 11.3.3 Блокирование

Неконкурирующая синхронизация может быть полностью обработана в среде JVM (Bacon et al., 1998); для конкурирующей синхронизации может потребоваться вмешательство ОС, что приводит к увеличению затрат. В случае, если блокировка конкурирующая, проигравший поток должен быть заблокирован. Среда JVM может реализовать блокировку или через *spin-waiting* (многократная попытка захвата блокировки, пока захват не завершится успехом) или путем *приостановки* (*suspending*) заблокированного потока средствами операционной системы. Что является более эффективным, зависит от отношения между накладными расходами на переключение контекста и временем, в течение которого блокировка будет доступна; механизм spin-waiting предпочтительнее для короткого ожидания, а приостановка предпочтительнее для длительного ожидания. Некоторые среды JVM выбирают между обоими вариантами адаптивно, основывая своё решение на данных профилирования прошлых периодов ожидания, но большинство просто приостанавливают выполнение потоков, ожидающих блокировку.

Приостановка потока, из-за того, что он не может получить блокировку, или из-за того, что он заблокирован в состоянии ожидания или заблокирован при выполнении операций ввода/вывода, влечёт за собой два дополнительных переключения контекста и всю сопровождающую активность операционной системы и кэша: блокированный поток выключается, прежде чем истечёт выделенный ему квант времени, и затем, позже, переключается обратно, когда блокировка или другой необходимый ресурс становятся доступны. (Блокировка из-за конфликта блокировок также приводит к затратам потока, удерживающего блокировку: когда он освобождает блокировку, он должен затем попросить ОС возобновить выполнение заблокированного потока.)

## [11.4](#page11) Уменьшение конкуренции за блокировку

Мы видели, что последовательно выполняемый код ухудшает масштабируемость, а переключение контекста - производительность. Конкурирующая блокировка является причиной возникновения обоих случаев, поэтому уменьшение конкуренции может улучшить и производительность, и масштабируемость.

Доступ к ресурсам, защищаемым монопольной блокировкой, строго последователен - одновременно только один поток может получить к ним доступ. Конечно, мы используем блокировки по уважительным причинам, таким как предотвращение повреждения данных, но эта безопасность имеет свою цену. Постоянная конкуренция за захват блокировки ограничивает масштабируемость.

Основной угрозой масштабируемости в параллельных приложениях является монопольная блокировка ресурсов.

Вероятность возникновения конкуренции за блокировку зависит от двух факторов: частоты захвата блокировки и времени её удержания после захвата[[116]](#footnote-116). Если произведение этих факторов достаточно мало, то большинство попыток захвата блокировки не будет приводить к конкуренции, и конфликт блокировок не будет создавать значительных препятствий для масштабируемости. В том случае, если блокировка востребована достаточно сильно, потоки будут блокироваться в ожидании её; в крайнем случае, процессоры будут простаивать, даже если есть множество работы.

Существует три способа уменьшения конкуренции за блокировку:

* Сокращение времени, в течение которого удерживается блокировка;
* Уменьшение частоты, с которой захватываются блокировки; или
* Замена монопольных блокировок механизмами координации, обеспечивающими больший параллелизм.

### 11.4.1 Сужение области действия блокировки (“Get in, get out”)

Эффективным подходом в снижении вероятности возникновения конкуренции, является удержание блокировки настолько краткое время, насколько это возможно. Этого можно добиться за счёт перемещения кода, не требующего блокировки в блоках synchronized, особенно дорогостоящих операций и потенциально блокирующих операций, таких как операции ввода/вывода.

Легко заметить, что слишком длительное удержание “горячей” блокировки может ограничить масштабируемость; мы видели пример демонстрирующий подобную ситуацию в классе SynchronizedFactorizer, приведённом в главе 2. Если операция удерживает блокировку в течение 2 миллисекунд и для каждой операции требуется эта блокировка, пропускная способность не сможет превысить 500 операций в секунду, независимо от количества доступных процессоров. Уменьшение времени удержания блокировки до 1 миллисекунды повышает предел ограниченной блокировкой пропускной способности до 1000 операций в секунду.[[117]](#footnote-117)

В классе AttributeStore из листинга 11.4, демонстрируется пример, в котором блокировка удерживается дольше, чем это необходимо. Метод userLocationMatches ищет местоположение пользователя в экземпляре Map и использует соответствие регулярному выражению, чтобы определить, соответствует ли полученное значение предоставленному шаблону. Метод userLocationMatches в целом определён как synchronized, но единственная часть кода, которая действительно нуждается в блокировке, - это вызов Map.get.

@ThreadSafe

![](data:image/jpeg;base64,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)

public class AttributeStore {

@GuardedBy("this") private final Map<String, String> attributes = new HashMap<String, String>();

public **synchronized** boolean userLocationMatches(String name, String regexp) {

String key = "users." + name + ".location"; String location = attributes.get(key); if (location == null)

return false;

else

return Pattern.matches(regexp, location);

}

}

**Листинг 11.4** Удержание блокировки дольше, чем это необходимо

В классе BetterAttributeStore, приведённом в листинге 11.5, переписан метод из класса AttributeStore, в целях значительного сокращения времени удержания блокировки. Первый шаг заключается в том, чтобы сформировать ключ - строку вида users.*name*.location - для экземпляра Map, связанного с местоположением пользователя. Это влечет за собой создание экземпляра объекта StringBuilder, добавление к нему нескольких строк и формирование результата в виде экземпляра String. После извлечения расположения, регулярное выражение сопоставляется с результирующей строкой местоположения. Поскольку построение строки-ключа и обработка регулярного выражения не имеют доступа к совместно используемому состоянию, они не нуждаются в выполнении с удерживаемой блокировкой. Класс BetterAttributeStore учитывает эти шаги вне блока synchronized, тем самым уменьшая время удержания блокировки.

@ThreadSafe

public class BetterAttributeStore {

@GuardedBy("this") private final Map<String, String>

attributes = new HashMap<String, String>();

public boolean userLocationMatches(String name, String regexp) { String key = "users." + name + ".location";

String location;

**synchronized (this)** {

location = attributes.get(key);

}

if (location == null)

return false;

else

return Pattern.matches(regexp, location);

}

}

**Листинг 11.5** Сокращение времени удержания блокировки

Уменьшение области действия блокировки в методе userLocationMatches сокращает количество инструкций, выполняемых с удерживаемой блокировкой. Согласно закону Амдала, это приводит к устранению препятствий для масштабируемости, так как уменьшается объем последовательно выполняемого кода.

Поскольку класс AttributeStore имеет только одну переменную состояния, переменную attributes, мы можем в дальнейшем улучшить его, с использованием подхода заключающегося в *делегирования потокобезопасности* (*delegating thread safety*, раздел 4.3). С помощью замены переменной attributes потокобезопасной реализацией Map (Hashtable, synchronizedMap, или ConcurrentHashMap), класс AttributeStore может делегировать все свои обязательств по обеспечению потокобезопасности нижележащей потокобезопасной коллекции. Этот подход устраняет необходимость использования явной синхронизации в классе AttributeStore, уменьшает область и продолжительность действия блокировки, при получении доступа к экземпляру Map, и устраняет риск того, что те, кто будут в будущем сопровождать этот код, нарушат потокобезопасность, забыв получить соответствующую блокировку перед доступом к переменной attributes.

Хотя сжатие блоков synchronized может улучшить масштабируемость, блок synchronized может быть *слишком* маленьким - операции, которые должны быть атомарными (например, обновление нескольких переменных, участвующих в инварианте), должны содержаться в одном синхронизированном блоке. В связи с тем, что затраты на синхронизацию не равны нулю, разбиение одного блока synchronized на несколько блоков synchronized (при условии корректности) в какой-то момент становится контрпродуктивным, если смотреть с точки зрения производительности.[[118]](#footnote-118) Идеальный баланс, конечно, зависит от платформы, но на практике имеет смысл беспокоиться о размере синхронизированного блока только тогда, когда за его пределы можно вынести “существенные” вычисления или блокирующие операции.

### 11.4.2 Уменьшение детализации блокировки

Другим способом уменьшить долю времени, в течение которого удерживается блокировка (и, следовательно, вероятность того, что возникнет конкуренция) заключается в том, чтобы потоки обращались к ней реже. Это может быть выполнено путем *разделения* (*lock splitting*) и *чередования блокировок* (*lock striping*), что приводит к использованию отдельных блокировок для защиты нескольких независимых переменных состояния, ранее защищенных одной блокировкой. Эти подходы позволяют уменьшить степень детализации, при которой происходит блокировка, что потенциально позволяет повысить масштабируемость, но использование большего количества блокировок также увеличивает риск возникновения взаимоблокировки.

В качестве мысленного эксперимента представьте, что произойдет, если для всего приложения будет существовать *только одна* блокировка, вместо отдельной блокировки для каждого объекта. Выполнение всех блоков synchronized, независимо от их блокировки, будет обрабатываться последовательным кодом. Поскольку множество потоков конкурирует за глобальную блокировку, вероятность того, что двум потокам одновременно понадобится блокировка, существенно возрастает, что приводит к большему количеству конфликтов. Поэтому, если бы запросы на захват блокировок были бы распределены по большему набору блокировок, было бы меньше конфликтов. Меньшее количество потоков блокировалось бы в ожидании доступности блокировок, что повысило бы масштабируемость.

Если блокировка защищает несколько *независимых* переменных состояния, можно улучшить масштабируемость, разделив ее на несколько отдельных блокировок, каждая из которых бы защищала разные переменные. В результате, обращение к каждой блокировке происходило бы реже.

Класс ServerStatus в листинге 11.6 демонстрируют часть интерфейса системы мониторинга сервера баз данных, поддерживающей набор пользователей, вошедших в систему, и набор запросов, выполняемых в данный момент. Когда пользователь входит в систему или выходит из неё, или начинается или завершается выполнение запроса, состояние объекта ServerStatus обновляется путем вызова соответствующего метода add или remove. Эти два типа информации полностью независимы; класс ServerStatus можно даже разделить на два отдельных класса, без потери функциональности.

@ThreadSafe

public class ServerStatus {

@GuardedBy("this") public final Set<String> users; @GuardedBy("this") public final Set<String> queries; ...

public synchronized void addUser(String u) { users.add(u); } public synchronized void addQuery(String q) { queries.add(q); } public synchronized void removeUser(String u) {

users.remove(u);

}

public synchronized void removeQuery(String q) { queries.remove(q);

}

}

**Листинг 11.6** Кандидат на разделение блокировки

Вместо защиты как переменной users, так и переменной queries с помощью блокировки на классе ServerStatus, мы можем защитить каждую из них отдельной блокировкой, как показано в листинге 11.7. После разделения блокировки, каждая из новых, более детальных блокировок будет видеть меньше трафика блокировок, чем исходная, более грубая блокировка. (Делегирование обеспечения потокобезопасности переменных users и queries реализации Set, вместо использования явной синхронизации, будет неявно обеспечивать разделение блокировок, так как каждый из экземпляров Set, для защиты собственного состояния, будет использовать отдельную блокировку.)

@ThreadSafe

public class ServerStatus {

@GuardedBy("users") public final Set<String> users; @GuardedBy("queries") public final Set<String> queries; ...

public void addUser(String u) {

**synchronized** (users) {

users.add(u);

}

}

public void addQuery(String q) {

**synchronized** (queries) {

queries.add(q);

}

}

*// remove methods similarly refactored to use split locks*

}

**Листинг 11.7** Класс ServerStatus отрефакторенный с использованием разделения блокировок

Разделение блокировки на две предлагает наибольшие возможности для улучшения, когда блокировка испытывает умеренную, но не тяжелую конкуренцию. Разделение блокировок, которые испытывают небольшую конкуренцию, на выходе дает небольшое улучшение производительности или пропускной способности, хотя также может быть увеличен порог загрузки, при котором производительность начинает ухудшаться из-за влияния конкуренции. Разделение блокировок, испытывающих умеренную конкуренцию, может фактически превратить их в неконкурентные блокировки, что является наиболее желательным результатом, как для производительности, так и для масштабируемости.

### 11.4.3 Чередование блокировок

Разделение жёстко конкурентной блокировки на две, вероятнее всего приведет к получению двух жёстко конкурентных блокировок. Несмотря на то, что это приведет к небольшому улучшению масштабируемости, позволяя двум потокам выполняться одновременно, вместо выполнения по одному, это все еще не приведёт к значительному улучшению перспектив параллелизма в системе со многими процессорами. Пример разделения блокировки в классе ServerStatus не предполагает очевидной возможности для дальнейшего разделения блокировок.

Разделение блокировок иногда может быть расширено для секционирования блокировки на наборе независимых объектов переменного размера, и в этом случае называется *чередованием блокировок* (*lock striping*). Например, реализация ConcurrentHashMap использует массив из 16 блокировок, каждая из которых защищает 1/16 часть сегментов (*bucket*) хэша; сегмент *N* защищен блокировкой *N* mod *16*. Предположим, что хэш-функция обеспечивает разумные характеристики распределения, а ключи доступны равномерно, это должно уменьшить спрос на любую заданную блокировку примерно в 16 раз. Именно этот метод позволяет классу ConcurrentHashMap поддерживать до 16 параллельных писателей. (Число блокировок может быть увеличено, чтобы обеспечить еще лучший параллелизм при интенсивном доступе, в системах с высоким числом процессоров, но число полос должно увеличиваться выше значения по умолчанию 16, только если у вас есть доказательства того, что параллельные записывающие операции генерируют конкуренцию в достаточной степени, чтобы гарантировать повышение предела.)

Один из недостатков чередования блокировок заключается в том, что блокировка коллекции для эксклюзивного доступа сложнее и затратнее, чем с использованием одиночной блокировки. Как правило, операцию можно выполнить, захватив не более одной блокировки, но иногда необходимо заблокировать всю коллекцию, например, когда классу ConcurrentHashMap необходимо расширить экземпляр Map и перехешировать значения в больший набор блоков. Обычно это осуществляется с помощью захвата всех блокировок в наборе полос.[[119]](#footnote-119)

Класс StripedMap приведённый в листинге 11.8, иллюстрирует основанную, с помощью чередования блокировок, на хэше реализацию Map. Есть N\_LOCKS блокировок, каждая защищает собственный поднабор сегментов. Большинство методов, подобных get, нуждаются в получении блокировки только для одного сегмента. Некоторым методам может требоваться захват всех блокировок, но, как и в случае реализации метода clear, может быть не обязательно захватывать их все одновременно[[120]](#footnote-120).

@ThreadSafe

public class StripedMap {

* *Synchronization policy: buckets[n] guarded by locks[n%N\_LOCKS]* private static final int N\_LOCKS = 16;

private final Node[] buckets; private final Object[] locks;

private static class Node { ... }

public StripedMap(int numBuckets) { buckets = new Node[numBuckets]; locks = new Object[N\_LOCKS];

for (int i = 0; i < N\_LOCKS; i++)

locks[i] = new Object();

}

private final int hash(Object key) {

return Math.abs(key.hashCode() % buckets.length);

}

public Object get(Object key) {

int hash = hash(key);

synchronized (locks[hash % N\_LOCKS]) {

for (Node m = buckets[hash]; m != null; m = m.next)

if (m.key.equals(key))

return m.value;

}

return null;

}

public void clear() {

for (int i = 0; i < buckets.length; i++) { synchronized (locks[i % N\_LOCKS]) {

buckets[i] = null;

}

}

}

...

}

**Листинг 11.8** Основанная на хэше реализация Map с чередованием блокировок

### 11.4.4 Как избежать использования “горячих полей”

Разделение и чередование блокировок может улучшить масштабируемость, поскольку оно позволяют разным потокам работать с разными данными (или разными частями одной и той же структуры данных), не создавая помех друг другу. Программа, которая выиграла бы от разделения блокировок, чаще проявляет конкуренцию за захват *блокировок*, чем конкуренцию за доступ к *данным*, защищаемым этими блокировками. Если блокировка защищает две независимые переменные: ***X*** и ***Y***, и поток ***A*** хочет захватить блокировку для доступа к переменной ***X***, в то время как поток ***B*** хочет захватить блокировку для доступа к переменной ***Y*** (как было бы в том случае, если бы один поток вызывал метод addUser, в то время как другой поток вызвал метод addQuery в классе ServerStatus), то эти два потока не будут конкурировать за любые данные, даже если они будут конкурировать за блокировку.

Детализацию блокировки нельзя уменьшить, если для каждой операции требуются переменные. Это еще одна область, где “сырая” (*raw*) производительность и масштабируемость часто расходятся друг с другом; распространённые оптимизации, такие как кэширование часто вычисляемых значений, могут ввести “*горячие поля*” (*hot fields*), что приводит к ограничению масштабируемости.

Если бы вы реализовывали класс HashMap, перед вами встал бы выбор того, каким образом метод size должен был бы вычислять количество записей в экземпляре Map. Простейший способ реализации метода - подсчитывать количество записей при каждом вызове. Распространённая оптимизация заключается в обновлении отдельного счетчика, по мере добавления или удаления записей; это немного увеличивает затраты на вызовы методов put или remove, за счёт необходимости поддержания счетчика в актуальном состоянии, но снижает затраты на вызов метода size с *O*(*n*) до *O*(1).

Сохранение отдельного счетчика для ускорения операций, подобных size и isEmpty, отлично работает в однопоточной или полностью синхронизированной реализации, но значительно затрудняет улучшение масштабируемости реализации, поскольку каждая операция, изменяющая данные в экземпляре Map, также должна обновлять совместно используемый счетчик. Даже если вы используете чередование блокировок для цепочек хэшей, синхронизация доступа к счетчику вновь поднимает проблему масштабируемости эксклюзивной блокировки. То, что выглядело как оптимизация производительности - кэширование результатов операции size - превратилось в ответственность за масштабируемость. В этом случае, счетчик называется *горячим полем (hot field)*, потому что каждая операция изменения данных должна получать к нему доступ.

Класс ConcurrentHashMap позволяет избежать этой проблемы, за счёт наличия метода size, перечисляющего размеры полос (*stripes*) и увеличивающего возвращаемое количество за счёт добавления элементов в каждой полосе, вместо поддержки глобального счётчика. Чтобы избежать перечисления каждого элемента, класс ConcurrentHashMap поддерживает, для каждой полосы, отдельное поле счётчика, также защищенное блокировкой полосы.[[121]](#footnote-121)

### 11.4.5 Альтернативы монопольным блокировкам

Третий способ смягчения последствий при возникновении конкуренции за доступ к блокировкам заключается в отказе от использования монопольных блокировок в пользу более удобных, для обеспечения параллелизма, средств управления совместно используемым состоянием. К ним относятся параллельные коллекции, блокировки на чтение-запись, неизменяемые объекты и атомарные переменные.

Интерфейс ReadWriteLock (см. главу [13](#_Глава_13_Явные)) обеспечивает соблюдение дисциплины блокировки с несколькими читателями и одним писателем: несколько читателей могут параллельно получать доступ к совместно используемому ресурсу, пока никто из них не захочет его изменить, но писатели должны захватывать блокировку монопольно. Для структур данных, используемых в основном для чтения, интерфейс ReadWriteLock может предложить большую степень параллелизма, чем предлагает монопольная блокировка; в структурах данных, используемых только для чтения, неизменяемость может в целом устранить необходимость в захвате блокировки.

Атомарные переменные (см. главу [15](#_Chapter_15_Atomic)) позволяют снизить затраты на обновление “горячих полей”, таких как статистические счётчики, генераторы последовательностей или ссылки на первые узлы в связанных структурах данных. (Мы использовали класс AtomicLong для сохранения счётчика попаданий в примере с сервлетом, приведённом в главе [2](#page43).) Классы атомарных переменных обеспечивают очень детальные (и, следовательно, более масштабируемые) атомарные операции над целыми числами или ссылками на объекты и реализуются с использованием примитивов параллелизма низкого уровня (таких как операция проверить-затем-поменять, *compare-and-swap*), предоставляемых большинством современных процессоров. Если ваш класс имеет небольшое количество горячих полей, которые не участвуют в инвариантах с другими переменными, их замена атомарными переменными может улучшить масштабируемость. (Изменение вашего алгоритма для использования меньшего количества горячих полей может улучшить масштабируемость еще больше - атомарные переменные уменьшают затраты на обновление горячих полей, но не устраняют их.)

### 11.4.6 Мониторинг использования CPU

При тестировании на масштабируемость, целью обычно является полное использование процессоров. Такие инструменты, как vmstat и mpstat в системах Unix или perfmon в системах Windows, могут рассказать вам о том, насколько “горячо” процессоры работают.

Если процессоры используются асимметрично (некоторые процессоры раскалены под нагрузкой, а другие нет), вашей первой целью должен стать поиск возросшего параллелизма в вашей программе. Асимметричное использование означает, что большая часть вычислений выполняется в небольшом наборе потоков, и приложение не может воспользоваться преимуществами, предоставляемыми дополнительными процессорами.

Если процессоры используются не полностью, необходимо выяснить, почему. Существует несколько вероятных причин:

**Недостаточная нагрузка.** Может оказаться, что тестируемое приложение просто не подвергается достаточной нагрузке. Это можно проверить с помощью увеличения нагрузки и измерения показателей использования, времени отклика или времени обслуживания. Создание достаточной нагрузки для насыщения приложения может потребовать значительных вычислительных ресурсов; проблема может заключаться в том, что клиентские системы, а не тестируемая система, работают на полную мощность.

**Ограничения ввода/вывода.** Можно определить, ограничено ли приложение дисковой подсистемой, с помощью утилит iostat или perfmon, а также ограничена ли пропускная способность, за счёт мониторинга уровня трафика в сети.

**Внешние ограничения.** Если приложение зависит от внешних служб, таких как база данных или веб-служба, узкое место может быть не в вашем коде. Это можно проверить с помощью профилировщика или инструментов администрирования базы данных, чтобы определить, сколько времени тратится на ожидание ответов от внешней службы.

**Конфликт блокировок.** Инструменты профилирования могут определить, сколько конфликтов блокировок возникает в приложении и какие блокировки являются “горячими”. Часто можно получить ту же информацию и без профилировщика, путем случайной выборки, снимая несколько дампов потоков и ища потоки, конкурирующие за блокировки. Если поток заблокирован в ожидании блокировки, соответствующий кадр стека в дампе потока указывает на “ожидание блокировки монитора...”. Блокировки, которые в основном являются неконкурентными, редко появляются в дампе потока; высоко конкурентные блокировки, почти всегда имеют хотя бы один поток, ожидающий возможности захвата, и таким образом часто появляются в дампах потоков.

Если приложение поддерживает достаточно высокую температуру процессоров, можно использовать инструменты мониторинга, чтобы сделать выводы, даёт ли выигрыш в производительности использование дополнительных процессоров. Программа, имеющая четыре потока, может быть в состоянии полностью загрузить 4-процессорную систему, но маловероятно, что мы увидим повышение производительности при перемещении программы в 8-процессорную систему, так как возникнет необходимость в ожидании выполняемых потоков, чтобы воспользоваться преимуществами, предоставляемыми дополнительными процессорами. (Вы также можете перенастроить программу, чтобы разделить ее рабочую нагрузку на большее количество потоков, например, настроить размер пула потоков.) Один из столбцов, публикуемых утилитой vmstat, - это число потоков, которые могли бы выполняться, но не выполняются в данный момент, поскольку CPU недоступен; если загрузка CPU высока и всегда есть выполняемые потоки, ожидающие CPU, ваше приложение, вероятно, выиграет от увеличения числа процессоров.

### 11.4.7 Просто скажите “нет” помещению объектов в пул

В ранних версиях JVM, операции выделения памяти под объект и сборка мусора были медленными[[122]](#footnote-122), но с тех пор их производительность существенно улучшилась. На самом деле, выделение памяти в Java теперь быстрее, чем вызов функции malloc в C: общее в ветках кода, выполняющих команду new Object в HotSpot 1.4.x и 5.0 составляет примерно десять машинных команд.

Чтобы обойти “медленные” жизненные циклы объектов, многие разработчики обращаются к пулу объектов, в котором объекты перерабатываются (*recycled*), вместо сборки мусора и выделения заново при необходимости. Даже принимая во внимание снижение издержек на сборку мусора, было показано, что помещение объектов в пул приводит к потерям быстродействия[[123]](#footnote-123) во всех случаях, кроме самых дорогостоящих объектов (и к серьезным потерям для объектов с легким и средним весом) в однопоточных программах (Click, 2005).

В параллельных приложениях “тарифы” за размещение в пуле еще хуже. Когда потоки выделяют (*allocate*) новые объекты, межпоточная координация требуется в очень малой степени, так как координаторы (*allocators*), отвечающие за выделение памяти, обычно используют локальные для потоков блоки выделения (*allocation blocks*), для устранения большей части синхронизации в структурах данных кучи. Но если потоки вместо этого запрашивают получение объекта из пула, необходима некоторая синхронизация для координации доступа к структуре данных пула, что приводит к возникновению возможности блокировки потока. Поскольку блокировка потока из-за конфликта блокировок в сотни раз дороже, чем операция выделения памяти, даже небольшое количество конфликтов, связанных с пулом, приведёт к возникновению узкого места в масштабируемости. (Даже неконкурентная синхронизация обычно обходится дороже, чем выделение объекта.) Это еще один подход, предназначенный для оптимизации производительности, но превратившийся в угрозу масштабируемости. Помещение объектов в пул находит своё применение[[124]](#footnote-124), но имеет достаточно ограниченную полезность, в качестве средства оптимизации производительности.

Выделение объектов обычно дешевле, чем синхронизация.

## [11.5](#page12) [Пример: Сравнение производительности реализаций Map](#page12)

Однопоточная производительность класса ConcurrentHashMap немного лучше, чем у синхронизированной реализации HashMap, но при параллельном использовании, она проявляет себя во всей красе. Реализация ConcurrentHashMap предполагает, что наиболее распространенной операцией является получение уже существующего значения, и поэтому оптимизирована для обеспечения максимальной производительности и параллелизма при выполнении успешных операций get.

Основным препятствием для обеспечения масштабируемости в синхронизированных реализациях Map, является наличие единственной блокировки для всего экземпляра Map, поэтому одновременно только один поток может получить доступ к экземпляру Map. С другой стороны, класс ConcurrentHashMap не накладывает блокировку в большинстве случаев успешных операций чтения и использует чередование блокировок для операций записи и тех немногих операций чтения, которые нуждаются в блокировке. В результате, несколько потоков могут одновременно получить доступ к экземпляру Map, без возникновения блокировки.

На рисунке 11.3 иллюстрируются различия в масштабируемости между несколькими реализациями интерфейса Map: ConcurrentHashMap, ConcurrentSkipListMap, и обёрнутые с помощью метода synchronizedMap реализации HashMap и TreeMap. Первые две реализации имеют потокобезопасный дизайн; последние две сделаны потокобезопасными с помощью синхронизирующей обёртки. При каждом запуске, *N* потоков одновременно выполняют цикл нагрузочных операций, в котором выбирается случайный ключ и производится попытка получения значения, соответствующего этому ключу. Если значение отсутствует, оно добавляется в экземпляр Map с вероятностью *p* = 0.6, и если оно присутствует, удаляется с вероятностью *p* = 0.02. Тесты проводились в пред релизной сборке Java 6 на 8-ядерном процессоре Sparc V880, и график отражает пропускную способность, нормализованную к случаю использования одного потока в классе ConcurrentHashMap. (Разрыв масштабируемости между параллельными и синхронизированными коллекциями даже больше чем в Java 5.0.)

![](data:image/png;base64,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)

**Рисунок 11.3**. Сравнение производительности реализаций интерфейса Map

Данные для классов ConcurrentHashMap и ConcurrentSkipListMap показывают, что они хорошо масштабируются для большого числа потоков; пропускная способность продолжает улучшаться по мере добавления потоков. Хотя количество потоков, представленных на рис. 11.3 может показаться небольшим, эта тестовая программа создает большее количество конфликтов, в пересчёте на каждый поток, чем типичное приложение, так как она делает немного больше, чем заполнение экземпляра Map; реальная программа будет выполнять некоторую дополнительную, локальную для потока, работу в каждой итерации.

Цифры по синхронизированным коллекциям не столь обнадеживающие. Производительность для однопоточного случая сравнима с производительностью класса ConcurrentHashMap, но как только происходит переход нагрузки от “в основном неконкурентной” до “в основном конкурентной” - что происходит в приведённом в примере случае уже при двух потоках - производительность синхронизированных коллекций сильно страдает. Для кода, масштабируемость которого ограничивается конкуренцией за захват блокировок, это обычное явление. До тех пор, пока уровень конкуренции низок, во времени выполнения операции преобладает время фактически выполняемой работы, и пропускная способность может улучшаться по мере добавления потоков. Как только конкуренция становится существенной, во времени выполнения операции начинает преобладать время переключения контекста и задержки, вызванные затратами на планирование, и добавление большего количества потоков оказывает слабое влияние на пропускную способность.

## [11.6](#page12) Сокращение накладных расходов на переключение контекста

Множество задач включает операции, которые могут быть заблокированы; переход между состояниями выполнения (*running*) и блокировки (*blocked*) влечет за собой переключение контекста. Одним из источников блокировки в серверных приложениях является создание сообщений в логах, в процессе обработки запросов; чтобы проиллюстрировать, как можно повысить пропускную способность за счет уменьшения переключений контекста, мы проанализируем планируемое поведение двух подходов к логированию.

Большинство фреймворков логирования представляют собой тонкие обёртки вокруг вызова println; когда у вас есть что-то, предназначенное для логирования, просто пишите это прямо здесь и сейчас. Другой подход был продемонстрирован в классе LogWriter (см. раздел [7.2.1](#_7.2.1_Пример:_Сервис)): логирование выполняется в выделенном фоновом потоке, вместо потока, инициировавшего запрос. С точки зрения разработчика, оба подхода примерно равноценны. Однако производительность может различаться в зависимости от объема логируемой информации, количества потоков, выполняющих ведение журнала, и других факторов, таких как затраты на переключение контекста[[125]](#footnote-125).

Время обслуживания для операции ведения журнала включает в себя все вычисления, связанные с классами потоков ввода/вывода; если операция ввода/вывода блокируется, она также включает в себя время, в течение которого поток был заблокирован. Операционная система приостанавливает плановое выполнение заблокированного потока до завершения операции ввода/вывода и, возможно, немного дольше. Когда операция ввода/вывода завершается, другие потоки, вероятнее всего, активируются и им будет позволено завершить выполнение в отведённых им квантах планирования, и потоки, возможно, уже будут ожидать впереди очереди планирования - дальнейшее прибавка к времени обслуживания. В качестве альтернативы, если несколько потоков одновременно выполняют операцию логирования, может возникнуть конкуренция за блокировку выходного потока, и в этом случае результат будет таким же, как и при блокировке операции ввода/вывода - поток блокируется в ожидании блокировки и переключается. Встроенное логирование включает в себя операции ввода/вывода и блокировку, что может привести к увеличению переключения контекста и, следовательно, увеличению времени обслуживания.

Увеличение времени обслуживания запросов нежелательно по нескольким причинам. Во-первых, время обслуживания оказывает влияние на качество обслуживания: более длительное время обслуживания означает, что кто-то ждет результата дольше. Но что более важно, более длительное время обслуживания, в этом случае, означает, что происходит больше конфликтов за захват блокировок. Принцип “войти, выйти” (*get in, get out*), представленный в разделе [11.4.1](#_11.4.1_Сужение_области), диктует нам, что мы должны освобождать блокировки как можно скорее, потому что чем дольше удерживается блокировка, тем больше вероятность того, что за возможность захвата блокировки возникнет конкуренция. Если поток блокируется на ожидании операций ввода/вывода, и в то же время удерживает другую блокировку, весьма вероятно, что другому потоку, также понадобится блокировка, удерживаемая первым потоком. Параллельные системы работают намного лучше, когда большинство операций захвата блокировок не конкуренты, поскольку захват блокировки на конкурентной основе означает большее количество переключений контекста. Стиль кодирования, который поощряет большее количество переключений контекста, в результате приводит к более низкой общей пропускной способности.

Перемещение операций ввода/вывода из обрабатывающего запросы потока может сократить среднее время обслуживания обработки запросов. Потоки, вызывающие метод log, больше не блокируются в ожидании блокировки выходного потока или в ожидании завершения операций ввода/вывода; им нужно только поместить сообщение в очередь, а затем вернуться к своей задаче. С другой стороны, мы ввели возможность возникновения конкуренции за доступ к очереди сообщений, но операция put имеет меньший вес, чем логирующий ввод/вывод (который может потребовать системных вызовов), и поэтому с меньшей вероятностью будет блокироваться при фактическом использовании (пока очередь не заполнена). Поскольку поток, инициировавший запрос, теперь с меньшей вероятностью будет блокироваться, вероятность переключения контекста в середине выполнения запроса снижается. То, что мы сделали, превратило сложную и неопределенную ветку исполнения кода, включающую в себя операции ввода/вывода и возможное возникновение конкуренции за блокировки, в достаточно прямолинейную ветку исполняемого кода.

В какой-то степени мы просто перемещаем работу, за счёт перемещения операций ввода/вывода в поток, в котором затраты на них не будут восприниматься пользователем (что само по себе может быть выигрышем). Но, перемещая *все* операции ввода/вывода логов в один поток, мы также исключаем вероятность возникновения конкуренции за выходной поток и, таким образом, устраняем источник блокировки. Это повышает общую пропускную способность, поскольку на планирование, переключение контекста и управление блокировками расходуется меньше ресурсов.

Перемещение операций ввода/вывода из множества обрабатывающих запросы на логирование потоков в один логирующий поток, аналогично различию между бригадой с ведрами и группой лиц, борющихся с пожаром. С подходом "сто парней, бегающих с ведрами", у вас больше шансов на возникновение конкуренции за доступ к источнику с водой и к пламени (в результате чего к пламени будет доставлено меньшее количество воды), плюс большая неэффективность, потому что каждый работник постоянно переключает режимы (заполнение, бег, сброс, бег и т. д.). При Ведёрно-бригадном подходе, поток воды от источника к горящему зданию постоянный, затрачивается меньше энергии на транспортировку воды к огню, и каждый работник непрерывно сосредотачивается на выполнении одной работы. Точно так же, как прерывания разрушительны и снижают производительность людей, блокировка и переключение контекста разрушительны для потоков.

## 11.7 Итоги

Поскольку одной из наиболее распространенных причин использования потоков является желание использовать несколько процессоров, при обсуждении производительности параллельных приложений нас обычно больше беспокоит пропускная способность или масштабируемость, чем “сырое” время обслуживания. Закон Амдала гласит, что масштабируемость приложения пропорциональна доле последовательно выполняемого кода. Поскольку основным источником последовательно выполняемого кода, в программах Java, является монопольная блокировка ресурсов, масштабируемость часто можно улучшить, затрачивая меньше времени на удержание блокировок, либо уменьшая степень детализации блокировок, уменьшая продолжительность удержания блокировок, либо заменяя монопольные блокировки не монопольными или неблокирующими альтернативами.

# [Глава 12](#page12) Тестирование параллельных программ

Параллельные программы используют принципы проектирования и шаблоны, подобные тем, что используются в последовательных программах. Разница в том, что параллельные программы, в отличие от последовательных, обладают некоторой степенью недетерминированности, что приводит к увеличению количества потенциальных взаимодействий и ситуаций, в которых происходят сбои, и это должно быть проанализировано и предусмотрено.

Аналогично, тестирование параллельных программ использует и расширяет идеи, подчерпнутые из тестирования последовательных программ. Те же самые методы, что применяются для проверки корректности и производительности в последовательных программах, могут быть применены к параллельным программам, но с параллельными программами пространство вариантов, которые могут пойти не так, как было запланировано, гораздо больше. Основная проблема при построении тестов для параллельных программ заключается в том, что потенциальные сбои могут быть, с большой вероятностью, редкими, а не детерминированными; тесты, раскрывающие такие сбои, должны быть более обширными и выполняться дольше, чем типичные последовательные тесты.

Большинство тестов параллельных классов подпадают под одну или обе классические категории: *безопасность* и *живучесть*. В главе [1](#_1.3.2_Угрозы_живучести) мы определили безопасность, как “ничего плохого никогда не случается”, а живость как “что-то хорошее когда-нибудь случается”.

Тесты на безопасность, которые проверяют, что поведение класса соответствует его спецификации, обычно принимают форму тестирования инвариантов. Например, в реализации связанного списка, которая кэширует размер списка при каждом его изменении, одним из тестов на безопасность будет сравнение кэшированного количества с фактическим количеством элементов в списке. В однопоточной программе это легко, так как содержимое списка не изменяется при тестировании его свойств. Но в параллельной программе такой тест, вероятно, будет чреват гонками, если вы не сможете наблюдать состояние поля подсчета и подсчитывать элементы в одной атомной операции. Это можно выполнить, заблокировав список для монопольного доступа, и применив какую-то функцию, предоставляемую реализацией, для создания “атомарного моментального снимка” (*atomic snapshot*) или используя “тестовые точки”, предоставляемые реализацией, которые позволяют тестам утверждать состояние инвариантов (*assert invariants*) или выполнять тестовый код атомарно.

В этой книге мы использовали временные диаграммы, чтобы изобразить “неудачные” взаимодействия, которые могут приводить к сбоям в неправильно построенных классах; тестовые программы пытаются подобрать достаточное пространство состояний, в котором, в конечном итоге, и случается неудача. К сожалению, тестовый код может вводить задержки или артефакты синхронизации, которые могут приводить к маскировке ошибок, которые, в противном случае, могли бы проявляться[[126]](#footnote-126).

Свойства живучести представляют тестированию свои собственные вызовы. Тесты на живучесть включают в себя тесты на достижение прогресса и на отсутствие прогресса, которые трудно оценить количественно - как вы можете проверить, что метод блокируется, а не просто медленно работает? Аналогично, каким образом проверить, что алгоритм *не* попадает в состояние взаимоблокировки? Сколько вы должны ожидать, прежде чем объявить, что тест провален?

С тестами на живучесть связаны тесты производительности. Производительность можно измерить несколькими способами, в том числе:

**Пропускная способность:** скорость выполнения набора параллельных задач;

**Отзывчивость:** задержка между моментом поступления запроса и выполнением какого-либо действия (также называемая “*временем ожидания*”, *latency*); или

**Масштабируемость:** улучшение пропускной способности (или отсутствие такового) по мере увеличения доступности ресурсов (обычно ЦП).

## [12.1](#page12) [Тестирование на](#page12) корректность

Разработка модульных тестов для параллельного класса начинается с проведения того же анализа, что и для последовательного класса - определения инвариантов и постусловий, поддающихся механической проверке. Если вам повезёт, многие из них присутствуют в спецификации; в остальное время написание тестов - это приключение по итеративному разбору спецификации.

В качестве конкретной иллюстрации мы создадим набор тестовых случаев для ограниченного буфера. В листинге 12.1 показана реализация класса BoundedBuffer, использующая экземпляр Semaphore для реализации требуемого ограничения и блокировки.

@ThreadSafe

public class BoundedBuffer<E> {

private final Semaphore availableItems, availableSpaces;

@GuardedBy("this") private final E[] items;

@GuardedBy("this") private int putPosition = 0, takePosition = 0;

public BoundedBuffer(int capacity) { availableItems = new Semaphore(0); availableSpaces = new Semaphore(capacity); items = (E[]) new Object[capacity];

}

public boolean isEmpty() {

return availableItems.availablePermits() == 0;

}

public boolean isFull() {

return availableSpaces.availablePermits() == 0;

}

public void put(E x) throws InterruptedException { availableSpaces.acquire();

doInsert(x);

availableItems.release();

}

public E take() throws InterruptedException { availableItems.acquire();

E item = doExtract();

availableSpaces.release();

return item;

}

private **synchronized** void doInsert(E x) { int i = putPosition;

items[i] = x;

putPosition = (++i == items.length)? 0 : i;

}

private **synchronized** E doExtract() { int i = takePosition;

E x = items[i];

items[i] = null;

takePosition = (++i == items.length)? 0 : i; return x;

}

}

**Листинг 12.1** Ограниченный буфер с использованием экземпляра Semaphore

Класс BoundedBuffer реализует очередь на основе массива фиксированной длины с блокирующими методами put и take, управляемыми парой подсчитывающих семафоров. Семафор availableItems представляет собой количество элементов, которое может быть *удалено* из буфера, и изначально равен нулю (так как буфер изначально пуст). Аналогично, семафор availableSpaces представляет собой количество элементов, которое может быть *добавлено* в буфер, и инициализируется размером буфера.

Операция take требует, чтобы сначала было получено разрешение от семафора availableItems. Эта операция выполняется немедленно, если буфер не пустой, в противном случае операция блокируется, до появления элементов в буфере. Как только разрешение получено, следующий элемент из буфера удаляется, и освобождается разрешение семафора availableSpaces[[127]](#footnote-127). Операция put определяется обратным образом, так что при выходе из методов put или take сумма счетчиков обоих семафоров всегда равна значению границы. (На практике, если вам нужен ограниченный буфер, вы должны использовать классы ArrayBlockingQueue или LinkedBlockingQueue, а не писать своё собственное решение, но используемый здесь подход иллюстрирует, как вставки и удаления могут контролироваться и в других структурах данных.)

### 12.1.1 Простые модульные тесты

Самые основные модульные тесты для класса BoundedBuffer похожи на те, что мы используем в последовательном контексте - создаем ограниченный буфер, вызываем его методы и выполняем утверждение постусловий и инвариантов. Некоторые инварианты из тех, что быстрее всего приходят на ум, это то, что только что созданный буфер должен идентифицировать себя и как пустой, и как не полный. Аналогичен, но чуть более сложен, тест на безопасность при вставке *N* элементов в буфер с емкостью *N* (который должен успешно завершиться без блокировки), и проверить, что буфер распознает, что он полон (а не является пустым). Тестовые методы JUnit для этих свойств показаны в листинге 12.2.

class BoundedBufferTest extends TestCase { void testIsEmptyWhenConstructed() {

BoundedBuffer<Integer> bb = new BoundedBuffer<Integer>(10);

assertTrue(bb.isEmpty());

assertFalse(bb.isFull());

}

void testIsFullAfterPuts() throws InterruptedException { BoundedBuffer<Integer> bb = new BoundedBuffer<Integer>(10); for (int i = 0; i < 10; i++)

bb.put(i);

assertTrue(bb.isFull());

assertFalse(bb.isEmpty());

}

}

Листинг 12.2 Простой модульный тест для класса BoundedBuffer

Эти простые тестовые методы полностью последовательны. Включение набора последовательных тестов в ваш набор тестов часто полезно, так как они могут раскрывать ситуации, когда проблема *не* связана с проблемами параллелизма, перед началом поиска гонок данных

### 12.1.2 Тестирование блокирующих операций

Для проверки основных свойств параллелизма требуется введение нескольких потоков. Большинство фреймворков для тестирования не очень дружелюбны по отношению к параллелизму: они редко включают средства для создания потоков или мониторинга их состояния, чтобы гарантировать, что не происходит непредвиденного завершения. Если вспомогательный поток, созданный тестовым случаем, натыкается на сбой, фреймворк обычно не знает, с каким тестом связан поток, таким образом, для того, чтобы соотнести информацию об успехе или неудаче, могут потребоваться некоторые дополнительные усилия, для предоставления данных, при возврате к главному, выполняющему тесты, потоку, в удобном для составления отчётов виде.

Для соответствия тестов пакету java.util.concurrent, очень важно, чтобы сбои четко соотносились с конкретным тестом. Поэтому, группой экспертов, разрабатывающей JSR 166, был создан базовый класс[[128]](#footnote-128), предоставивший методы для передачи и формирования отчётов об ошибках, во время выполнения метода tearDown, следуя соглашению, о том, что каждый тест должен ожидать, пока не завершатся все созданные им потоки. Скорее всего, вам нет нужды так глубоко погружаться в вопрос; основное требование заключаются в том, чтобы было ясно, успешно ли были выполнены тесты, и что информация о сбое куда-то отправляется, для использования при диагностике проблемы.

Если предполагается, что метод блокируется при определенных условиях, то проверка такого поведения должна завершиться успешно только в том случае, если поток *не* выполняется. Проверка того, что метод блокируется, подобна проверке того, что метод бросает исключение; если метод возвращает управление нормально, выполнение теста провалено.

Тестирование на предмет того, что метод блокируется, вводит дополнительные сложности: как только метод успешно блокируется, вы должны вынудить его каким-то образом разблокироваться. Очевидным способом сделать это, является использование прерывания - запустить блокирующее действие в отдельном потоке, подождать, пока поток не заблокируется, прервать его, а затем выдвинуть утверждение (*assert*), что блокирующая операция завершена. Конечно, это требует, чтобы ваши блокирующие методы реагировали на прерывания, раньше возвращая управление или бросая исключение InterruptedException.

Про часть “ждать, пока поток заблокирован” легче сказать, чем сделать; на практике вы должны принять произвольное решение о том, сколько времени может занять выполнение нескольких инструкций, и ждать дольше. Вы должны быть готовы увеличить это значение, если вы не правы (в этом случае вы увидите ложные сбои в процессе тестирования).

В листинге 12.3 демонстрируется подход к тестированию блокирующих операций. В нём создаётся поток “получателя”, который пытается взять элемент из пустого буфера. Если метод take выполняется успешно, то поток регистрирует сбой. Выполняющий тесты поток запускает поток получателя, ожидает долгое время, а затем прерывает его. Если поток получателя корректно заблокирован в операции take, будет брошено исключение InterruptedException, и блок catch, для этого исключения, будет рассматривать его как успешное прохождение теста, и позволит потоку вернуть управление. Затем, основной выполняющий тесты поток пытается выполнить метод join потока получателя и проверяет, что возврат управления из метода join произошёл успешно, путем вызова метода Thread.isAlive; если поток получателя среагировал на прерывание, выполнение метода join должно завершиться быстро.

void testTakeBlocksWhenEmpty() {

final BoundedBuffer<Integer> bb = new BoundedBuffer<Integer>(10); Thread taker = new Thread() {

public void run() {

try {

int unused = bb.take();

fail(); *// if we get here, it’s an error* } catch (InterruptedException success) { }

}};

try {

taker.start();

Thread.sleep(LOCKUP\_DETECT\_TIMEOUT);

taker.interrupt();

taker.join(LOCKUP\_DETECT\_TIMEOUT);

assertFalse(taker.isAlive());

} catch (Exception unexpected) {

fail();

}

}

**Листинг 12.3** Тестирование блокировки и отзывчивости на прерывание

Ограниченная по времени версия метода join гарантирует, что тест завершится, даже если выполнение метода take каким-то неожиданным образом застопорится. Этот тестовый метод проверяет несколько свойств метода take - не только то, что он блокируется, но и то, что при прерывании он бросает исключение InterruptedException. Это один из тех немногих случаев, при которых уместно явно использовать подкласс класса Thread, вместо использования экземпляра Runnable в пуле: для тестирования надлежащего завершения с использованием метода join. Подобный подход можно также использовать для проверки разблокировки потока получателя, после помещения элемента в очередь основным потоком.

Заманчиво использовать метод Thread.getState, для проверки того, что поток фактически заблокирован на условии ожидания, но этот подход не надежен. Нет такого требования, чтобы заблокированный поток всегда входил в состояние WAITING или TIMED\_WAITING, так как JVM, вместо этого, может выбрать для реализации блокировки ожидание спина. Точно так же, в связи с тем, что разрешены ложные пробуждения (*spurious wakeups*) при выполнении методов Object.wait или Condition.await (см. главу [14](#_Chapter_14_Building)), поток, находящийся в состоянии WAITING или TIMED\_WAITING, может временно перейти в состояние RUNNABLE, даже если условие, выполнение которого он ожидает, еще не истинно. Даже игнорируя эти параметры реализации, целевому потоку может потребоваться некоторое время для перехода в заблокированное состояние. *Результат, возвращаемый методом Thread.getState, не должен использоваться для управления параллелизмом, и имеет ограниченную полезность для тестирования - его основная утилита является источником отладочной информации.*

### 12.1.3 Тестирование безопасности

Тесты, приведённые в листингах 12.2 и 12.3, проверяют важные свойства ограниченного буфера, но вряд ли позволят выявить ошибки, связанные с гонками данных. Чтобы проверить, что параллельный класс работает правильно при непредсказуемом параллельном доступе, нам нужно настроить несколько потоков, выполняющих операции put и take в течение некоторого времени, а затем как-то проверить, что всё прошло так, как было запланировано.

Построение тестов для выявления ошибок безопасности в параллельных классах является проблемой “курицы и яйца”: тестовые программы сами по себе являются параллельными программами. Разработка хороших параллельных тестов может оказаться сложнее разработки классов, которые они тестируют.

Задача построения эффективных тестов на безопасность, для параллельных классов, заключается в определении легко проверяемых свойств, которые с высокой вероятностью завершатся неудачей, если что-то пойдет не так, и в то же время не позволят коду, выполняющему аудит отказов, искусственно ограничить параллелизм. Лучше всего, если проверка тестируемого свойства не требует синхронизации.

Один подход, который хорошо работает с классами, используемыми в шаблоне производитель-потребитель (подобным классу BoundedBuffer) заключается в том, чтобы проверить, что все, что помещается в очередь или буфер покидает её, и что больше ничего не происходит. Наивная реализация этого подхода будет помещать элемент в “теневой” (*shadow*) список, когда он помещается в очередь, удалять его из списка, когда он удаляется из очереди, и выдвинет утверждение, что теневой список пуст, когда тест будет завершен. Но такой подход исказит расписание запуска тестовых потоков, поскольку для изменения теневого списка потребуется синхронизация и, возможно, блокировка.

Распространение этого подхода на ситуацию с несколькими производителями и потребителями требует использования функции, вычисляющей контрольную сумму, *нечувствительную* к порядку, в котором элементы объединяются, чтобы после завершения теста можно было объединить несколько контрольных сумм. В противном случае, синхронизация доступа к совместно используемому полю контрольной суммы может стать узким местом параллелизма или исказить время выполнения теста. (Любые коммутативные операции, такие как сложение или XOR, отвечают этим требованиям.)

Чтобы убедиться, что ваш тест действительно проверяет то, о чём вы думаете, важно, чтобы сами контрольные суммы не были угадываемыми компилятором. Было бы плохой идеей использовать последовательные целые числа в качестве тестовых данных, потому что тогда результат всегда будет одинаковым, и умный компилятор мог бы просто предварительно вычислить его.

Чтобы избежать этой проблемы, тестовые данные должны генерироваться случайным образом, но многие другие эффективные тесты компрометируются плохим выбором генератора случайных чисел (*random number generator*, *RNG*). Генерация случайных чисел может создавать связи между классами и артефактами синхронизации, так как большинство классов генераторов случайных чисел потокобезопасны и поэтому обеспечивают дополнительную синхронизацию[[129]](#footnote-129). Предоставление каждому потоку собственного экземпляра *RNG*, позволяет использовать *RNG*, не являющиеся потокобезопасными.

Вместо использования RNG общего назначения лучше использовать простые псевдослучайные функции. Вам не нужна высококачественная степень случайности; все, что вам нужно, это достаточно случайное значение, чтобы обеспечить изменение чисел от запуска к запуску. Функция xorShift в листинге 12.4, (Marsaglia, 2003) среди самых дешевых функций генерирующих случайные числа среднего качества. Её запуск со значениями, основанными на результатах методов hashCode и nanoTime, делает суммы как неочевидными, так и почти всегда отличными, для каждого последующего запуска.

static int xorShift(int y) {

y ^= (y << 6);

y ^= (y >>> 21);

y ^= (y << 7);

return y;

}

**Листинг 12.4** Генератор случайных чисел среднего качества, подходящий для тестирования

Класс PutTakeTest, представленный в листингах 12.5 и 12.6, запускает *N* потоков-производителей, которые генерируют элементы и помещают их в очередь, и *N* потоков-потребителей, которые извлекают элементы из очереди. Каждый поток обновляет контрольную сумму элементов по мере их поступления или изъятия, используя индивидуальную, для каждого потока, контрольную сумму, которая объединяется в конце выполнения теста, чтобы не добавлять больше синхронизации или конкуренции, чем требуется для тестирования буфера.

public class PutTakeTest {

private static final ExecutorService pool = Executors.newCachedThreadPool();

private final AtomicInteger putSum = new AtomicInteger(0); private final AtomicInteger takeSum = new AtomicInteger(0); private final CyclicBarrier barrier;

private final BoundedBuffer<Integer> bb; private final int nTrials, nPairs;

public static void main(String[] args) {

new PutTakeTest(10, 10, 100000).test(); *// sample parameters* pool.shutdown();

}

PutTakeTest(int capacity, int npairs, int ntrials) { this.bb = new BoundedBuffer<Integer>(capacity); this.nTrials = ntrials;

this.nPairs = npairs;

this.barrier = new CyclicBarrier(npairs \* 2 + 1);

}

void test() {

try {

for (int i = 0; i < nPairs; i++) {

pool.execute(new Producer());

pool.execute(new Consumer());

}

barrier.await(); *// wait for all threads to be ready* barrier.await(); *// wait for all threads to finish* assertEquals(putSum.get(), takeSum.get());

} catch (Exception e) {

throw new RuntimeException(e);

}

}

class Producer implements Runnable { */\** *Listing 12.6* *\*/* }

class Consumer implements Runnable { */\** *Listing 12.6* *\*/* }

}

**Листинг 12.5** Тест на основе шаблона производитель-потребитель, для класса BoundedBuffer

В зависимости от платформы создание и запуск потока может быть умеренно тяжелой операцией. Если ваш поток является кратковременным, и вы запускаете несколько потоков в цикле, в худшем случае потоки выполняются последовательно, а не параллельно. Тот факт, что даже не в самом худшем случае первый поток имеет преимущество над другими, означает, что вы можете получить меньше наложений, чем ожидалось: первый поток выполняется сам по себе в течение некоторого времени, а затем первые два потока, в течение некоторого времени, выполняются параллельно, и только со временем все потоки начинают работать параллельно. (То же самое происходит и в конце выполнения: потоки, которые получили фору, также завершаются раньше.)

*/\* inner classes of PutTakeTest (Listing 12.5) \*/* class Producer implements Runnable {

public void run() {

try {

int seed = (this.hashCode() ^ (int)System.nanoTime());

int sum = 0;

barrier.await();

for (int i = nTrials; i > 0; --i) { bb.put(seed);

sum += seed;

seed = xorShift(seed);

}

putSum.getAndAdd(sum);

barrier.await();

} catch (Exception e) {

throw new RuntimeException(e);

}

}

}

class Consumer implements Runnable { public void run() {

try {

barrier.await();

int sum = 0;

for (int i = nTrials; i > 0; --i) { sum += bb.take();

}

takeSum.getAndAdd(sum);

barrier.await();

} catch (Exception e) {

throw new RuntimeException(e);

}

}

}

**Листинг 12.6** Классы производитель и потребитель, используемые в классе PutTakeTest

Мы представили подход для смягчения этой проблемы в разделе [5.5.1](#_5.5.1_Защёлки), используя один экземпляр CountDownLatch в качестве начального затвора, а другой - в качестве конечного. Другой способ получить тот же эффект заключается в том, чтобы использовать класс CyclicBarrier, инициализированный числом рабочих потоков плюс один, и имеющиеся рабочие потоки и тестовый драйвер, ожидающие у барьера в моменты начала и завершения выполнения. Это гарантирует, что все потоки запускаются и находятся в рабочем состоянии, до фактического начала выполнения работы. Класс PutTakeTest использует этот подход, чтобы координировать запуск и остановку рабочих потоков, потенциально создавая большее количество чередований параллелизма. Мы все еще не можем гарантировать, что планировщик не будет обрабатывать каждый поток последовательно, до самого завершения, но сделав выполнение достаточно длительным, мы уменьшили степень, с которой планирование вносит искажение в наши результаты.

Последним трюком, использованным классом PutTakeTest, является использование детерминированного критерия завершения, так что никакой дополнительной координации между потоками, для выяснения, завершён ли тест, не требуется. Метод тестирования запускает ровно тоже количество производителей, как и потребителей, и каждый из них отправляет (*put*) или принимает (*take*) одинаковое количество элементов, поэтому общее количество добавленных и удаленных элементов одинаково.

Тесты, подобные классу PutTakeTest, как правило, хороши при поиске нарушений безопасности. Например, распространенная ошибка при реализации буферов, управляемых семафорами, заключаются в том, что забывают о том, что код, фактически выполняющий вставку и извлечение, требует взаимного исключения (с помощью блока synchronized или с использованием класса ReentrantLock). Пример запуска класса PutTakeTest с версией класса BoundedBuffer, в которой опущена синхронизация методов doInsert и doExtract, довольно быстро терпит неудачу. Запуск класса PutTakeTest с несколькими десятками потоков, выполняющими итерацию несколько миллионов раз на буферах различной мощности, в различных системах, повышает нашу уверенность в отсутствии повреждения данных в методах put и take.

Тесты должны выполняться на многопроцессорных системах для потенциального увеличения разнообразия чередования. Однако наличие более чем нескольких процессоров не обязательно делает тесты более эффективными. Чтобы максимально увеличить вероятность обнаружения гонки данных, зависящей от момента времени, должно быть больше активных потоков, чем кол-во доступных ЦП, чтобы в любой момент времени некоторые потоки выполнялись, а некоторые отключались, что снижает предсказуемость взаимодействий между потоками.

Для тестов, выполняемых до тех пор, пока не будет выполнено фиксированное число операций, возможна ситуация, при которой тестовый случай никогда не завершится, если тестируемый код поймает исключение из-за возникновения ошибки. Самый распространенный способ это исправить заключается в том, чтобы тестовый фреймворк прерывал процесс тестирования, который не завершается в течение определенного промежутка времени; сколько времени ожидать завершения, следует определять опытным путем, а сбои должны быть проанализированы, чтобы убедиться, что проблема заключается не в том, что вы ждёте не достаточно долго. (Эта проблема не является уникальной для процесса тестирования параллельных классов; последовательные тесты также должны различать длительные и бесконечные циклы.)

### 12.1.4 Тестирование управления ресурсами

Тесты до сих пор были связаны с соблюдением классом его спецификации – контроль того, что он делает то, что он должен делать. Второстепенным аспектом тестирования является проверка того, что он *не* делает тех вещей, которые он *не* должен делать, например, такие как утечка ресурсов. Любой объект, который содержит другие объекты или управляет ими, не должен продолжать удерживать ссылки на эти объекты дольше, чем необходимо. Такие утечки памяти не позволяют сборщикам мусора освобождать память (или потоки, дескрипторы файлов, сокеты, подключения к базе данных или другие ограниченные ресурсы) и могут привести к исчерпанию ресурсов и сбою приложения.

Проблемы управления ресурсами особенно важны для классов, подобных классу BoundedBuffer – в целом причина ограничения буфера заключается в предотвращении сбоя приложения из-за исчерпания ресурсов, когда производители слишком опережают потребителей. Ограничение заставляет чрезмерно продуктивных производителей блокироваться, а не продолжать создавать работу, которая будет потреблять все больше и больше памяти или других ресурсов.

Нежелательное удержание памяти можно легко протестировать с помощью инструментов проверки кучи, которые измеряют использование памяти приложением; это можно сделать с помощью различных коммерческих инструментов профилирования кучи, или с помощью инструментов с открытым исходным кодом. Метод testLeak в листинге 12.7 содержит маркеры для создания снимка кучи инструментом инспектирования кучи, который принудительно запускает сборщик мусора[[130]](#footnote-130), а затем записывает информацию о размере кучи и использовании памяти.

class Big { double[] data = new double[100000]; }

void testLeak() throws InterruptedException { BoundedBuffer<Big> bb = new BoundedBuffer<Big>(CAPACITY); int heapSize1 = */\** *snapshot heap* *\*/*;

for (int i = 0; i < CAPACITY; i++)

bb.put(new Big());

for (int i = 0; i < CAPACITY; i++)

bb.take();

int heapSize2 = */\** *snapshot heap* *\*/*; assertTrue(Math.abs(heapSize1-heapSize2) < THRESHOLD);

}

**Листинг 12.7** Тестирование на предмет утечек ресурсов

Метод testLeak вставляет несколько больших объектов в ограниченный буфер, а затем удаляет их; использование памяти в моментальном снимке кучи #2 должно быть примерно таким же, как в моментальном снимке кучи #1. С другой стороны, если метод doExtract забыл обнулить ссылку на возвращаемый элемент (items[i]=null), использование памяти в двух моментальных снимках, определенно, не будет одинаковым. (Это один из немногих случаев, когда необходимо явное обнуление; большую часть времени оно либо не полезно, либо фактически вредно [EJ пункт 5].)

### 12.1.5 Использование обратных вызовов

Обратные вызовы к клиентскому коду могут быть полезны при построении тестовых случаев; обратные вызовы часто выполняются в известных точках жизненного цикла объекта, которые предоставляют хорошие возможностями для утверждения инвариантов. Например, класс ThreadPoolExecutor выполняет вызовы задач - экземпляров Runnable, а также экземпляра ThreadFactory.

Тестирование пула потоков включает в себя тестирование ряда элементов политики выполнения: проверка того, что дополнительные потоки создаются только тогда, когда это ожидается, но не тогда, когда они не ожидаются; что простаивающие потоки пожинаются, когда это необходимо, и т.д. Создание комплексного набора тестов, охватывающего все возможности, является серьезной задачей, но многие аспекты могут быть достаточно просто протестированы индивидуально.

Мы можем инструментировать создание потока, путем использования собственной фабрики потока. Класс TestingThreadFactory представленный в листинге 12.8, поддерживает подсчёт количества созданных потоков; затем тестовые случаи могут проверить количество потоков, созданных во время тестового запуска. Класс TestingThreadFactory может быть расширен, чтобы вернуть собственную реализацию класса Thread, который также записывает, когда поток завершается, так что тестовые случаи могут проверить, что потоки пожинаются в соответствии с политикой выполнения.

class TestingThreadFactory implements ThreadFactory {

public final AtomicInteger numCreated = new AtomicInteger(); private final ThreadFactory factory

= Executors.defaultThreadFactory();

public Thread newThread(Runnable r) {

numCreated.incrementAndGet();

return factory.newThread(r);

}

}

**Листинг 12.8** Фабрика потоков для тестирования класса ThreadPoolExecutor

Если корневой размер пула меньше максимального размера, размер пула потоков должен увеличиваться по мере увеличения спроса на выполнение. При отправке долговременных задач в пул потоков, количество выполняемых задач остается постоянным достаточно долго, так что можно сделать несколько утверждений, например, что пул расширяется должным образом, как показано в листинге 12.9.

public void testPoolExpansion() throws InterruptedException { int MAX\_SIZE = 10;

ExecutorService exec = Executors.newFixedThreadPool(MAX\_SIZE);

for (int i = 0; i < 10 \* MAX\_SIZE; i++)

exec.execute(new Runnable() {

public void run() {

try {

Thread.sleep(Long.MAX\_VALUE);

} catch (InterruptedException e) { Thread.currentThread().interrupt();

}

}

});

for (int i = 0;

i < 20 && threadFactory.numCreated.get() < MAX\_SIZE; i++)

Thread.sleep(100);

assertEquals(threadFactory.numCreated.get(), MAX\_SIZE);

exec.shutdownNow();

}

**Листинг 12.9** Тестовый метод для проверки расширения пула потоков

### 12.1.6 Увеличение степени чередования

Поскольку многие из потенциальных сбоев в параллельном коде являются маловероятными событиями, тестирование на наличие ошибок параллелизма - это игра чисел, но есть некоторые вещи, которые вы можете сделать, чтобы улучшить свои шансы. Мы уже упоминали о том, что работа на многопроцессорных системах с меньшим количеством процессоров, чем количество активных потоки, может генерировать больше чередований, чем в случае однопроцессорной системы или одного потока со многими процессорами. Аналогичным образом, тестирование на множестве систем с разным количеством процессоров, операционных систем и процессорных архитектур может выявить проблемы, которые могут возникать не во всех системах.

Полезный трюк для увеличения числа чередований и, следовательно, более эффективного изучения пространства состояний ваших программ, заключается в использовании метода Thread.yield, для поощрения большего количества переключений контекста во время операций, которые обращаются к совместно используемому состоянию. (Эффективность этого метода зависит от платформы, так как JVM свободна в своём решении, обрабатывать вызов Thread.yield как no-op [JLS 17.9]; использование короткого, но ненулевого вызова sleep было бы медленнее, но более надежным.) Метод, представленный в листинге 12.10, осуществляет передачу кредитов с одного счета на другой; между двумя операциями обновления, инварианты подобные “сумма всех счетов равна нулю” не проводятся[[131]](#footnote-131). Иногда, уступая в процессе выполнения операции, вы можете активировать чувствительные ко времени ошибки в коде, который не использует адекватную синхронизацию для доступа к состоянию. Неудобство добавления этих вызовов для тестирования и удаления их в продуктиве может быть уменьшено, путем добавления их с помощью инструментов аспектно-ориентированного программирования (AOP).

public synchronized void transferCredits(Account from,

Account to,

int amount) {

from.setBalance(from.getBalance() - amount); if (random.nextInt(1000) > THRESHOLD)

Thread.yield();

to.setBalance(to.getBalance() + amount);

}

**Листинг 12.10** Использование метода Thread.yield для увеличения степени чередования

## [12.2](#page12) Тестирование производительности

Тесты производительности часто представляют собой расширенные версии тестов функциональности. На самом деле, почти всегда стоит включать в тесты производительности базовое тестирование функциональности, чтобы убедиться, что вы не тестируете производительность сломанного кода.

Хотя между тестами производительности и функциональными тестами определенно есть перекрытие, у них разное предназначение. Тесты производительности предназначены для измерения сквозных показателей производительности для репрезентативных вариантов использования. Выбор разумного набора сценариев использования не всегда прост; в идеале тесты должны отражать фактическое использование тестируемых объектов в приложении.

В некоторых случаях соответствующий сценарий тестирования очевиден. Ограниченные буферы почти всегда используются в дизайне производитель-потребитель, поэтому имеет смысл измерять пропускную способность производителей, передающих данные потребителям. Мы можем легко расширить класс PutTakeTest, чтобы превратить его в тест производительности для предложенного сценария.

Общая вторичная цель тестирования производительности заключается в эмпирическом выборе размеров, для различных граничных условий - количества потоков, ёмкости буфера и т. д. Хотя эти значения могут оказаться достаточно чувствительными к характеристикам платформы (таким как тип процессора или даже уровень пошагового выполнения процессора, количеству ЦП или объему памяти) и требовать динамической конфигурации, разумные варианты для этих значений достаточно часто хорошо работают в широком диапазоне систем.

### 12.2.1 Расширение класса PutTakeTest с добавлением учёта времени

Основное расширение, которое мы должны сделать в классе PutTakeTest, это добавить возможность измерения времени, затрачиваемого на выполнение. Вместо того, чтобы пытаться измерить время, затрачиваемое на выполнение одной операции, мы получаем более точное измерение, путем учёта времени, в целом затрачиваемого на выполнение и деления полученного значения на количество операций, чтобы рассчитать время, затрачиваемое на выполнение одной операции. Ранее мы уже использовали класс CyclicBarrier для запуска и остановки рабочих потоков, поэтому мы можем расширить его с помощью барьерного действия, измеряющего время начала и окончания выполнения, как показано в листинге 12.11.

public class BarrierTimer implements Runnable { private boolean started;

private long startTime, endTime;

public synchronized void run() {

long t = System.nanoTime();

if (!started) {

started = true;

startTime = t;

} else

endTime = t;

}

public synchronized void clear() {

started = false;

}

public synchronized long getTime() { return endTime - startTime;

}

}

**Листинг 12.11** Барьерный таймер

Мы можем изменить инициализацию барьера, чтобы использовать это барьерное действие, с помощью конструктора класса CyclicBarrier, принимающего в качестве параметра барьерное действие:

this.timer = new BarrierTimer();

this.barrier = new CyclicBarrier(npairs \* 2 + 1, timer);

В листинге 12.12 представлен модифицированный тестовый метод, переписанный с использованием барьерного таймера. Запустив выполнение класса TimedPutTakeTest, мы можем выяснить несколько вещей. Одна из них – величина пропускной способности операции передачи при использовании шаблона производитель-потребитель, с различными комбинациями параметров; другая – величина масштабирования ограниченного буфера с различным числом потоков; третья – каким образом мы можем выбрать размер ограничения.

public void test() {

try {

timer.clear();

for (int i = 0; i < nPairs; i++) {

pool.execute(new Producer());

pool.execute(new Consumer());

}

barrier.await();

barrier.await();

long nsPerItem = timer.getTime() / (nPairs \* (long)nTrials); System.out.print("Throughput: " + nsPerItem + " ns/item"); assertEquals(putSum.get(), takeSum.get());

} catch (Exception e) {

throw new RuntimeException(e);

}

}

**Листинг 12.12** Тестирование с использованием барьерного таймера

Для ответа на эти вопросы необходимо выполнить тест с различными комбинациями параметров, для этого нам понадобится основной тестовый драйвер, приведённый в листинге 12.13.

public static void main(String[] args) throws Exception { int tpt = 100000; *// trials per thread*

for (int cap = 1; cap <= 1000; cap \*= 10) { System.out.println("Capacity: " + cap);

for (int pairs = 1; pairs <= 128; pairs \*= 2) { TimedPutTakeTest t =

new TimedPutTakeTest(cap, pairs, tpt);

System.out.print("Pairs: " + pairs + "\t");

t.test();

System.out.print("\t");

Thread.sleep(1000);

t.test();

System.out.println();

Thread.sleep(1000);

}

}

pool.shutdown();

}

**Листинг 12.13** Программа драйвера для класса TimedPutTakeTest.

На рис. 12.1 приведён пример результатов, полученных на четырех ядерной машине, с емкостями буфера 1, 10, 100 и 1000 элементов. Мы сразу видим, что размер буфера равный единице приводит к очень низкой пропускной способности; это происходит от того, что каждый поток может выполнить только крошечный бит работы, тем самым едва увеличив прогресс, перед блокировкой и ожиданием другого потока. Увеличение размера буфера до десяти элементов, значительно увеличивает пропускную способность, но увеличение размера буфера выше значения в десять элементов, приводит к снижению пропускной способности.
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**Рисунок 12.1** Запуск TimedPutTakeTest с различной ёмкостью буфера

На первый взгляд может несколько озадачивать, что добавление большего количества потоков достаточно слабо снижает производительность. Причину такого поведения трудно понять, рассматривая только данные, но легко понять, если во время выполнения теста также смотреть на измерения производительности процессора, например, с помощью утилиты perfbar: даже с множеством потоков производится не так уж и много вычислений, и большая их часть тратится на блокирование и разблокирование потоков. Таким образом, достаточно слабый CPU будет выполнять то же самое, без значительного ущерба производительности.

Однако будьте осторожны, делая выводы из этих данных, потому что вы всегда можете добавить большее количество потоков в программу, реализующую шаблон производитель-потребитель и использующую ограниченный буфер. Этот тест достаточно искусственен в том, что касается имитации *работы приложения*; производители почти не выполняют работу по созданию элемента, помещаемого в очередь, а потребители почти не выполняют никакой работы с получаемым элементом. Если рабочие потоки в реальном приложении, реализующем шаблон производитель-потребитель, выполняют некоторую нетривиальную работу по созданию и потреблению элементов (как это обычно и бывает), то эта слабина исчезнет, и последствия наличия слишком большого количества потоков могут стать очень заметными. Основная цель этого теста состоит в том, чтобы измерить, какие ограничения накладываются на общую пропускную способность при реализации шаблона производитель-потребитель с передачей данных с использованием ограниченного буфера.

### 12.2.2 Сравнение нескольких алгоритмов

Хотя реализация класса BoundedBuffer является достаточно надёжной и работающей достаточно хорошо, оказывается, что она не подходит ни для реализации ArrayBlockingQueue, ни для реализации LinkedBlockingQueue (это объясняет, почему этот алгоритм буфера не был выбран для включения в библиотеку классов). Алгоритмы в пакете java.util.concurrent были выбраны и настроены, частично с использованием тестов, подобных описанным выше, чтобы быть столь же эффективными, как те, превращение которых нам известно, но, в то же время, предлагая широчайший спектр функциональных возможностей.[[132]](#footnote-132) Главная причина, по которой класс BoundedBuffer работает плохо, заключается в том, что каждый из методов put и take имеет несколько операций, которые могут сталкиваться с конкуренцией - захват семафора, захват блокировки, освобождение семафора. Другие подходы к реализации имеют меньше точек соприкосновения, в которых может возникать конкуренция с другими потоками.
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**Рисунок 12.2** Сравнение реализаций блокирующих очередей

### 12.2.3 Измерение отзывчивости

До сих пор мы фокусировались на измерении пропускной способности, которая обычно является самой важной метрикой производительности для параллельных программ. Но иногда важнее знать, сколько времени может длиться выполнение отдельного действия, и в этом случае мы хотим измерить *отклонение* (*variance)* времени обслуживания. Иногда имеет смысл допустить более длительное среднее время обслуживания, если это позволяет нам получить меньшую дисперсию; предсказуемость также является ценной характеристикой производительности. Измерение дисперсии позволяет нам оценить ответы на вопросы, касающиеся качества обслуживания, подобные “Какой процент операций будет успешно выполнен за 100 миллисекунд?”

Гистограммы времени выполнения задачи обычно являются лучшим способом визуализации дисперсии времени обслуживания. Дисперсии лишь немного сложнее измерить, чем средние значения - вам нужно отслеживать время выполнения каждой задачи в дополнение к совокупному времени завершения. Так как детализация таймера может выступать в качестве фактора, оказывающего влияние на измерения времени отдельной задачи (отдельная задача может потребовать меньшее или близкое к наименьшему “циклу таймера” время на выполнение, которое будет вносить искажения в измерение длительности задачи), для того, чтобы избежать появления артефактов измерения, мы можем измерять время выполнения небольших пакетов операций put и take.

На рис. 12.3 показано время выполнения каждой задачи для варианта теста TimedPutTakeTest с размером буфера на 1000 элементов, в котором каждая из 256 параллельных задач выполняет итерацию только 1000 элементов для несправедливых (зелёные полосы) и справедливых (красные полосы) семафоров. (В разделе 13.3 объясняется различие между справедливой и несправедливой организацией очередей блокировок и семафоров.) Время выполнения с несправедливыми семафорами находится в диапазоне от 1,04 до 8,714 мс, коэффициент больше восьмидесяти. Можно уменьшить этот диапазон, принудительно вводя больше справедливости в управление параллелизмом; это легко сделать в классе BoundedBuffer, инициализировав семафоры в справедливом режиме. Как показано на рис. 12.3, это позволяет значительно уменьшить отклонение (в текущий момент оно составляет от 38,194 до 38,207 мс), но, к сожалению, также значительно снижает пропускную способность. (Длительно выполняющийся тест с более типичными задачами, вероятно, покажет еще большее снижение пропускной способности.)
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**Рисунок 12.3** Гистограмма времени завершения потоков класса TimedPutTakeTest с несправедливыми (nonfair, по умолчанию) и справедливыми (fair) семафорами

Ранее мы уже видели, что очень малые размеры буфера приводят к тяжелому переключению контекста и плохой пропускной способности, даже в несправедливом режиме, потому что почти каждая операция включает в себя переключение контекста. В качестве показателя того, что затраты на справедливость является, в первую очередь, результатом блокировки потоков, мы можем перезапустить этот тест с размером буфера равным единице и увидеть, что несправедливые семафоры работают теперь, по времени, сравнимо со справедливыми семафорами. Рисунок 12.4 показывает, что в этом случае справедливость не приводит к ухудшению среднего значения или значительному улучшению дисперсии.

Таким образом, если потоки постоянно блокируются из-за жестких требований синхронизации, несправедливые семафоры обеспечивают гораздо лучшую пропускную способность, а справедливые семафоры обеспечивают меньшую дисперсию. Поскольку результаты в обоих режимах различаются очень сильно, класс Semaphore вынуждает своих клиентов принимать решение о том, для какого из этих двух факторов проводить оптимизацию.
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**Рисунок 12.4** Гистограмма времени выполнения для теста TimedPutTakeTest, с буфером на один элемент

## [12.3](#page12) Как избежать ошибок тестирования производительности

Теоретически, разрабатывать тесты производительности просто - найдите типичный сценарий использования, напишите программу, которая выполняет этот сценарий множество раз, и зафиксируйте время. На практике, необходимо остерегаться ряда ошибок кодирования, которые не позволяют тестам производительности получить значимые результаты.

### 12.3.1 Сборка мусора

Время начала сборки мусора непредсказуемо, поэтому всегда существует вероятность того, что сборщик мусора запустится во время выполнения теста, осуществляющего измерения. Если тестовая программа выполняет ***N*** итераций и сборка мусора не запускается, но на итерации ***N*** + 1 сборка мусора запускается, небольшое отклонение в размере выполнения может оказать большое (но ложное) влияние на измерение времени, затрачиваемого на каждую итерацию.

Существует две стратегии для предотвращения искажения результатов процессом сборки мусора. Во-первых, необходимо убедиться, что сборка мусора вообще не выполняется во время теста (можно вызвать JVM с параметром -verbose:gc, чтобы выяснить это); в качестве альтернативы можно убедиться, что сборщик мусора выполняется несколько раз во время выполнения, чтобы тестовая программа адекватно отражала затраты на текущее выделение и сборку мусора. Последняя стратегия часто является лучшим вариантом - она требует более длительного тестирования и, скорее всего, отражает реальную производительность.

Большинство приложений, реализующих шаблон производитель-потребитель, включают в себя достаточное количество выделения памяти и сборки мусора - производители выделяют память под новые объекты, которые используются и отбрасываются потребителями. Длительное по времени выполнение тестирования ограниченного буфера, достаточное для выполнения нескольких сборок мусора, порождает более точные результаты.

### 12.3.2 Динамическая компиляция

Написание и интерпретация тестов производительности для динамически скомпилированных языков, подобных Java, намного сложнее, чем для статически скомпилированных языков, таких как C или C++. HotSpot JVM (и другие современные JVM) использует комбинацию интерпретации байт-кода и динамической компиляции. При первой загрузке класса JVM выполняет его, интерпретируя байт-код. В какой-то момент, если метод выполняется достаточно часто, динамический компилятор убирает байт-код и преобразует его в машинный код; после завершения компиляции он переключается с интерпретации на прямое выполнение.

Момент начала компиляции непредсказуем. Тесты затрат времени должны выполняться только после компиляции всего кода; измерение скорости интерпретируемого кода не имеет значения, поскольку большинство программ выполняются достаточно долго, чтобы компилировались все часто выполняемые ветки кода. Возможность компилятора запускаться во время выполнения теста снимающего измерения, может двумя способами оказать влияние на результаты теста: компиляция потребляет ресурсы CPU, а измерение времени выполнения комбинации интерпретируемого и скомпилированного кода не является значимой метрикой производительности. На рисунке 12.5 показано, каким образом это может привести к искажению результатов. Три временные шкалы отражают выполнение одного и того же числа итераций: временная шкала ***A*** представляет собой всё интерпретируемое выполнение, ***B*** представляет собой компиляцию посреди процесса выполнения, а ***C*** представляет собой компиляцию на ранней стадии выполнения. Момент времени, в который выполняется компиляция, оказывает серьезное влияние на измеряемое время выполнения каждой операции.[[133]](#footnote-133)
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**Рисунок 12.5** Необъективные результаты из-за динамической компиляции

Код также может быть декомпилирован (возвращён к интерпретируемому выполнению) и перекомпилирован по различным причинам, таким как загрузка класса, аннулирующего предположения, сделанные в предыдущих компиляциях, или в связи со сбором достаточного количества данных профилирования, для принятия решения о том, что ветка кода должна быть перекомпилирована с различными оптимизациями.

Одним из способов предотвращения оказания влияния компиляции на получаемые результаты является выполнение программы в течение длительного времени (по крайней мере, в течение нескольких минут), чтобы компиляция и интерпретируемое выполнение отнимали небольшую часть от общего времени выполнения. Другой подход заключается в использовании не измеряемого “прогрева”, при котором код выполняется достаточное количество времени, чтобы быть полностью скомпилированным к моменту фактического запуска синхронизации. В HotSpot, при запуске программы с параметром –“XX:+PrintCompilation”, при выполнении динамической компиляции выводится сообщение, так что вы можете убедится, что запуск компиляции произошёл до, а не во время проведения измерений в тестовых запусках.

Для проверки методологии тестирования можно использовать выполнение одного и того же теста несколько раз, в одном и том же экземпляре JVM. Первая группа результатов должна быть отброшена, как используемая для “прогрева”; наблюдение несогласованных результатов в остальных группах предполагает, что в дальнейшем тест должен быть проверен, с целью определения, по какой причине результаты измерения затрат времени не повторяемы.

Среда JVM использует различные фоновые потоки для выполнения сервисных задач. При измерении затрат времени в нескольких *несвязанных* вычислительно интенсивных активностей за один проход, рекомендуется размещать явные паузы между выполнением измерений, чтобы предоставить JVM возможность нагнать выполнение фоновых задач с минимальными помехами от задач, в которых происходят замеры. (Однако, при выполнении измерений затрат времени нескольких связанных активностей, таких как несколько запусков одного и того же теста, исключение фоновых задач JVM подобным образом, может привести к получению оптимистичных, но далёких от реальности результатов.)

### 12.3.3 Нереалистичная выборка веток выполнения кода

Компиляторы времени выполнения используют сведения, полученные при профилировании, для выполнения оптимизации компилируемого кода. Среде JVM разрешено использовать информацию, специфичную для времени выполнения, чтобы порождать лучший код, что означает, что компиляция метода ***M*** в одной программе может генерировать код, отличный от компиляции метода ***M*** в другой программе. В некоторых случаях JVM может выполнять оптимизацию на основе предположений, которые могут быть верны некоторое время, а затем возвращать их, аннулируя скомпилированный код, если они становятся неверными[[134]](#footnote-134).

В результате, важно чтобы тестовые программы не только адекватно аппроксимировали шаблоны использования типичного приложения, но и аппроксимировали набор веток исполняемого кода, используемых таким приложением. В противном случае динамический компилятор может выполнить специальную оптимизацию, применяемую для чисто однопоточной тестовой программы, которая не может быть применена в реальных приложениях, включающих в себя, по крайней мере, случайный параллелизм. Поэтому тесты многопоточной производительности обычно следует смешивать с тестами однопоточной производительности, даже если требуется провести измерения только однопоточной производительности. (Эта проблема не возникает в классе TimedPutTakeTest, поскольку даже наименьший тестовый случай использует два потока.)

### 12.3.4 Нереалистичные предположения о степенях конкуренции

Параллельные приложения, как правило, чередуют два очень разных типа работы: доступ к совместно используемым данным, например, получение следующей задачи из совместно используемой рабочей очереди, и вычисления, локальные для потока (выполнение задачи, при условии, что задача сама по себе не имеет доступа к совместно используемым данным). В зависимости от относительных пропорций двух типов работы, приложение будет сталкиваться с различными уровнями конкуренции, и будет демонстрировать различную производительность и поведение масштабирования.

Если ***N*** потоков извлекают задачи из общей рабочей очереди и выполняют их, а задачи являются вычислительно-ресурсоемкими и длительно выполняющимися (и не имеют доступа к совместно используемым данным), конкуренция практически никогда возникать не будет; пропускная способность будет определяться доступностью ресурсов ЦП. С другой стороны, если задачи очень кратковременны, возникает множественная конкуренция за доступ к рабочей очереди, а пропускная способность будет определяться затратами на синхронизацию.

Чтобы в рамках исследования получить реалистичные результаты, параллельные тесты производительности должны пытаться аппроксимировать локальные для потока вычисления, выполняемые типичным приложением, в дополнение к параллельной координации. Если работа, выполняемая для каждой задачи в приложении, значительно отличается по характеру или объему от той, что выполняется тестовой программой, можно легко прийти к необоснованным выводам о том, в каком месте расположено “бутылочное горлышко”[[135]](#footnote-135) производительности. Ранее, в разделе [11.5](#_11.5_Пример:_Сравнение), мы видели, что для основанных на блокировках классов, таких как синхронизированные реализации Map, факт того, является ли доступ к блокировке по большей части конкурентным или в основном неконкурентным, может иметь очень сильное влияние на пропускную способность. Тесты в этом разделе не выполняют ничего, кроме “бомбардировки” экземпляра Map; даже в случае двух потоков, все попытки получить доступ к экземпляру Map оспариваются. В том случае, если бы приложение выполняло значительный объем локальных для потока вычислений, уровень конкуренции, при каждом доступе к совместно используемой структуре данных, мог бы быть достаточно низок, обеспечивая хороший уровень производительности.

В этой связи, класс TimedPutTakeTest может быть плохой моделью для некоторых приложений. Так как рабочие потоки делают не очень много, пропускная способность определяется издержками на координацию, и не обязательно, что такая ситуация имеет место во всех приложениях, которые обмениваются данными между производителями и потребителями через ограниченные буферы.

### 12.3.5 Устранение мёртвого кода

Одним из вызовов, возникающих в процессе написания хороших тестов (на любом языке) является то, что оптимизирующие компиляторы умеют выявлять и устранять мертвый код - код, который не влияет на результат. Поскольку бенчмарки часто ничего не вычисляют, они являются легкой мишенью для оптимизатора. В большинстве случаев хорошо, когда оптимизатор удаляет мертвый код из программы, но для бенчмарка это большая проблема, потому что фактически вы выполняете меньше измерений исполняемого кода, чем ожидаете. Если вам повезёт, оптимизатор *целиком* удалит вашу программу, и тогда будет очевидно, что ваши данные фиктивные. Если вам не повезет, устранение мертвого кода просто ускорит вашу программу, что станет каким-то фактором, который *может* быть объяснён другими средствами.

Устранение мертвого кода также является проблемой в бенчмаркинге статически скомпилированных языков, но обнаружение того, что компилятор устранил хороший кусок вашего бенчмарка, намного проще, потому что вы можете посмотреть на машинный код и увидеть, что часть вашей программы отсутствует. В случае с динамически компилируемыми языками, получить доступ к этой информации не так просто.

Многие микро бенчмарки работают намного "лучше" при работе с параметром компилятора HotSpot -server, чем с параметром компилятора -client, не только потому, что серверный компилятор может порождать более эффективный код, но и потому, что он более искусен в оптимизации мертвого кода. К сожалению, устранение мертвого кода, сделавшего работу вашего бенчмарка весьма короткой, не приведёт к тем же последствиям и с выполняющимся кодом. Но вы все равно должны предпочитать параметр -server параметру -client, как для продуктива, так и в случае выполнения тестирования на многопроцессорных системах - вам просто нужно писать свои тесты так, чтобы они не были подвержены удалению мертвого кода.

Написание эффективных тестов производительности приводит к необходимости обманом заставлять оптимизатор не оптимизировать тесты производительности в качестве мертвого код. Для этого необходимо, чтобы каждый вычисленный результат каким-то образом использовался вашей программой - таким образом, который не требует синхронизации или существенных вычислений.

В классе PutTakeTest, мы вычисляем контрольную сумму элементов, добавленных и удаленных из очереди, и объединяем эти контрольные суммы по всем потокам, но этот код все еще может быть оптимизирован, если мы фактически не *используем* полученное значение контрольной суммы. Нам это необходимо для проверки правильности алгоритма, но вы можете гарантировать, что значение используется, просто распечатав его. Однако следует избегать операций ввода/вывода во время выполнения теста, чтобы не оказывать влияние на измерение времени выполнения.

Дешевый трюк для предотвращения оптимизации вычисления, без внесения слишком больших накладных расходов, заключается в выполнении вычисления с помощью метода hashCode, принадлежащего полю некоторого производного объекта, сравнении его с произвольным значением, таким как текущее значение System.nanoTime, и печати бесполезного и игнорируемого сообщения, если оба значения совпадают:

if (foo.x.hashCode() == System.nanoTime())

System.out.print(" ");

Сравнение редко оказывается успешным, и если это всё же произойдет, единственным эффектом будет вставка безвредного символа пробела в выходной поток. (Метод print буферизует вывод до момента вызова метода println, поэтому в тех редких случаях, когда результаты вызовов методов hashCode и System.nanoTime оказываются равны, никаких операций ввода/вывода не происходит.)

Мало того, что каждый вычисляемый результат должен использоваться, но результаты также должны быть неочевидными. В противном случае интеллектуальный динамический оптимизирующий компилятор может заменить действия предварительно вычисленными результатами. Мы рассматривали это при построении класса PutTakeTest, но любая тестовая программа, на вход которой подаются статические данные, уязвима для этой оптимизации.

## [12.4](#page12) Комплементарные подходы к тестированию

Хотя мы хотели бы верить, что эффективная программа тестирования должна “выявить все ошибки”, но это нереалистичная цель. Агентство NASA посвящает больше своих инженерных ресурсов тестированию (по оценкам, они используют до 20 тестировщиков на каждого разработчика), чем может себе позволить любая коммерческая организация - и созданный код по-прежнему содержит дефекты. В сложных программах никакое количество тестов не может помочь выявить все ошибки кодирования.

Цель тестирования заключается не столько в том, чтобы *найти ошибки*, сколько в *увеличении уверенности* в том, что код работает так, как ожидалось. Поскольку нереально предположить, что вы сможете найти все ошибки, цель плана обеспечения качества (QA, *quality assurance*) должна заключаться в достижении максимально возможной уверенности, учитывая доступные ресурсы тестирования. В параллельной программе может произойти больше ошибок, чем в последовательной, и поэтому для достижения того же уровня уверенности требуется больше тестов. До сих пор мы сосредоточились в основном на методах построения эффективных модульных тестов и тестов производительности. Тестирование критически важно для создания уверенности в том, что параллельные классы ведут себя правильно, но это должно быть только одной из используемых методологий QA.

Различные методологии контроля качества более эффективны при поиске одних типов дефектов и менее эффективны при поиске других. Используя комплементарные методологии тестирования, такие как ревю кода и статический анализ, можно добиться большей уверенности, чем при использовании только какого-то одного подхода.

### 12.4.1 Ревю кода

Как бы ни были эффективны и важны модульные и стресс тесты для поиска ошибок параллелизма, они не смогут заменить тщательное ревю кода, осуществляемое множеством людей. (С другой стороны, ревю кода также не заменяет тестирование.) Вы можете и должны проектировать тесты таким образом, чтобы максимизировать их шансы на обнаружение ошибок безопасности, и вы должны запускать их часто, но вы не должны пренебрегать тем, чтобы параллельный код тщательно проверялся кем-то, кроме его автора. Даже эксперты по параллелизму допускают ошибки; выделять время на то, чтобы кто-то другой провел ревю кода - почти всегда стоящее дело. Эксперты в параллельном программировании часто проявляют себя лучше в обнаружении тонких состояний гонок, чем большинство тестовых программ. (Кроме того, особенности платформы, такие как детали реализации JVM или модели памяти процессора, могут препятствовать обнаружению ошибок в определенных конфигурациях оборудования или программного обеспечения.) Процесс ревю кода также имеет и другие преимущества; он не только позволяет находить ошибки, но и часто улучшает качество комментариев, описывающих детали реализации, тем самым уменьшая последующие затраты на поддержку и риски.

### 12.4.2 Инструменты для проведения статического анализа

На момент написания этой главы, *инструменты статического анализа* (*static analysis tools*) представляют собой быстро развивающееся и эффективное дополнение к формальному тестированию и анализу кода. Статический анализ кода представляет собой процесс анализа кода без его выполнения, и инструменты выполняющие аудит кода могут анализировать классы путём поиска экземпляров распространенных *шаблонов ошибок* (*bug patterns*). Инструменты статического анализа с открытым исходным кодом, например FindBugs[[136]](#footnote-136), содержат детекторы для множества распространенных ошибок кодирования, многие из которых можно легко пропустить при тестировании или просмотре кода.

Инструменты статического анализа создают список предупреждений, которые необходимо проверять вручную, чтобы определить, указывают ли они на фактические ошибки. Исторически так сложилось, что инструменты подобные lint порождают множество ложных предупреждений, чтобы напугать разработчиков, но инструменты подобные FindBugs были настроены так, чтобы порождать намного меньше ложных предупреждений. Инструменты статического анализа все еще несколько примитивны (особенно в случае с интеграцией с инструментами разработки и подстройкой под жизненный цикл), но они уже достаточно эффективны, чтобы быть ценным дополнением для процесса тестирования.

На момент написания этой главы, инструмент FindBugs включает в себя детекторы для следующих шаблонов ошибок, связанных с параллелизмом, и их список всё время пополняется:

**Несогласованная синхронизация.** Многие объекты следуют политике синхронизации, защищая все переменные с помощью встроенной блокировки объекта. Если к полю обращаются часто, но, при этом, не всегда удерживая блокировку на this, это может указывать на то, что последовательное соблюдение политики синхронизации не выполняется. Инструменты, осуществляющие анализ, вынуждены угадывать политику синхронизации, поскольку классы Java не имеют формальных спецификаций параллелизма. В будущем, если аннотации, подобные @GuardedBy, будут стандартизированы, инструменты, выполняющие аудит кода, смогут интерпретировать аннотации, вместо того, чтобы гадать о взаимосвязи между переменными и блокировками, что приведёт к повышению качества анализа кода.

**Вызов метода Thread.run.** Класс Thread реализует интерфейс Runnable,и поэтому обладает методом run. Однако вызов метода Thread.run напрямую, практически всегда является ошибкой; по обыкновению, программист вызывает метод Thread.start.

**Неосвобождённая блокировка.** В отличие от внутренних блокировок, явные блокировки (см. главу [13](#_Глава_13_Явные)) автоматически не освобождаются, когда управление покидает область, в которой они были захвачены. Стандартная идиома заключается в том, что освобождать блокировку в блоке finally; в противном случае, при возбуждении исключения Exception блокировка может остаться неосвобождённой.

**Пустой блок synchronized.** Несмотря на то, что пустые блоки synchronized прописаны в семантике модели памяти Java, они часто используются некорректно, и обычно существует лучшее решение той проблемы, которую разработчик пытался решить.

**Блокировка с двойной проверкой.** Блокировка с двойной проверкой представляет собой неустойчивую идиому, применяемую для уменьшения издержек синхронизации, возникающих при отложенной инициализации (см. раздел [16.2.4](#_16.2.4_Double-checked_locking)), которая приводит к чтению совместно используемого изменяемого поля без соответствующей синхронизации.

**Запуск потока из конструктора.** Запуск потока из конструктора может привести к риску возникновения проблем с подклассами и может позволить ссылке на this сбежать из конструктора.

**Ошибки уведомления.** Методы notifyи notifyAllуказывают на то, что состояние объекта могло измениться таким образом, чтобы разблокировать потоки, ожидающие в ассоциированной с условием очереди. Эти методы следует вызывать только тогда, когда изменяется состояние, ассоциированное с очередью условий (*condition queue*). Вызов методов notifyили notifyAllиз блока synchronized без внесения изменений в состояние, вероятнее всего, будет ошибкой. (См. главу [14](#_Chapter_14_Building).)

**Ошибки ожидания условия.** Когда происходит ожидание на очереди условий, методы Object.wait или Condition.await должны вызываться в цикле, с удержанием соответствующей блокировки, после проверки некоторого предиката состояния (см. главу [14](#_Chapter_14_Building)). Вызов методов Object.wait или Condition.await без удержания блокировки, не в цикле, или без проверки предиката состояния, почти наверняка является ошибкой.

**Неправильное использование Lock и Condition.** Использование интерфейса Lock в качестве аргумента блокировки в блоке synchronized, может быть опечаткой, как и вызов метода Condition.wait, а не await (хотя последний, вероятнее всего, будет перехвачен во время тестирования, так как он бросит исключение IllegalMonitorStateException при первом же вызове).

**Засыпание или ожидание в процессе удержания блокировки.** Вызов метода Thread.sleep с удерживаемой блокировкой может препятствовать другим потокам в продвижении прогресса выполнения в течение длительного времени и, следовательно, потенциально является серьезной угрозой живучести. Вызов Object.wait или Condition.await с двумя удерживаемыми блокировками представляет собой аналогичную угрозу.

**Оборачиваемые циклы.** Код, который не выполняет ничего, кроме оборачиваемости (занят ожиданием), выполняет проверку состояния поля на соответствие ожидаемому значению и может расходовать процессорное время и, если поле не является volatile, завершение выполнения кода не гарантируется. Ожидание на защёлках и условиях часто являются лучшим подходом, в ожидании перехода состояния.

### 12.4.3 Аспектно-ориентированные подходы к тестированию

На момент написания этой главы, методы аспектно-ориентированного программирования (AOP) имели ограниченную применимость к параллелизму, поскольку большинство популярных средств AOP еще не поддерживают срезы (*pointcuts*) в точках синхронизации. Однако AOP может применяться для утверждения инвариантов или соответствия некоторых аспектов политикам синхронизации. Например, в (Laddad, 2003) приведен пример использования аспекта для того, чтобы обернуть все вызовы не потокобезопасных методов Swing с утверждением, что вызов происходит в потоке событий. Поскольку внесения изменений в код не требуется, применение этого метода достаточно просто и может раскрывать тонкие ошибки, связанные с публикацией и ограничением потока.

### 12.4.4 Профилировщики и инструменты мониторинга

Большинство коммерческих инструментов для профилирования поддерживают потоки. Они различаются по набору функций и эффективности, но часто могут помочь составить представление о том, что делает ваша программа (хотя средства профилирования обычно навязчивы и могут существенно повлиять на синхронизацию и поведение программы). Большинство из них предлагает дисплей с графиками для каждого потока, с различными цветами для различных состояний потока (выполняется, заблокирован, ожидает захвата блокировки, заблокирован в ожидании завершения операций ввода/вывода и т.д.). Такой дисплей может показать, насколько эффективно ваша программа использует доступные ресурсы процессора, и если она работает плохо, где искать причину. (Многие профилировщики также заявляют о возможностях по идентификации того, какие блокировки вызывают конкуренцию, но на практике эти функции часто являются более грубым инструментом, чем требуется для осуществления анализа поведения блокировок программы.)

Встроенный агент JMX также предлагает некоторые ограниченные возможности по мониторингу поведения потоков. Класс ThreadInfo включает в себя текущее состояние потока и, если поток заблокирован, блокировку или очередь условий, на которой он блокируется. Если включена функция “мониторинг конкуренции потоков” (по умолчанию она отключена из-за влияния на производительность), класс ThreadInfo также включает информацию о количестве времени, в течение которого поток был заблокирован в ожидании захвата блокировки или ожидания уведомления, а также совокупное время ожидания.

## 12.5 Итоги

Тестирование параллельных программ на корректность может оказаться чрезвычайно сложной задачей, поскольку многие из возможных режимов сбоя параллельных программ являются маловероятными событиями, чувствительными ко времени, нагрузке и другим трудновоспроизводимым условиям. Кроме того, предназначенная для тестирования инфраструктура может ввести дополнительные ограничения времени или синхронизации, которые могут привести к маскировке проблем параллелизма в тестируемом коде. Тестирование параллельных программ на производительность может быть не менее сложной задачей; Java-программы сложнее тестировать, чем программы, написанные на статически скомпилированных языках, подобных C, поскольку на измерения времени может влиять динамическая компиляция, сборка мусора и адаптивная оптимизация.

Чтобы иметь наилучшие шансы найти скрытые ошибки до их проявления в продуктиве, объединяйте традиционные методы тестирования (стараясь избежать ошибок, описанных здесь) с ревю кода и средствами автоматизированного анализа. Каждый из этих методов позволяет выявить проблемы, которые могут быть пропущены другими.

# [Часть IV](#page12) [Дополнительные](#page12) темы

# [Глава 13](#page12) Явные блокировки

До Java 5.0 единственными механизмами координации доступа к совместно используемым данным были synchronized и volatile. В Java 5.0 была добавлена другая опция: класс ReentrantLock. Вопреки тому, что некоторые писали, класс ReentrantLock не является заменой внутренней блокировки, а скорее альтернативой с расширенными функциями, когда внутренняя блокировка оказывается слишком ограниченной.

## [13.1](#page12) Интерфейсы [Lock и ReentrantLock](#page12)

Интерфейс Lock, приведённый в листинге 13.1, определяет несколько абстрактных блокирующих операций. Отличаясь от внутренней блокировки, интерфейс Lock предлагает возможность выбора из безусловного, опрашиваемого, ограниченного по времени и прерываемого захвата блокировки, и все операции блокировки и разблокировки выполняются явно. Реализации интерфейса Lock должны предоставлять ту же семантику видимости памяти, что и внутренние блокировки, но могут различаться в семантике блокировки, алгоритмах планирования, гарантиях упорядочивания, и характеристиках производительности. (Метод Lock.newCondition рассматривается в главе [14](#_Chapter_14_Building)).

public interface Lock {

void lock();

void lockInterruptibly() throws InterruptedException; boolean tryLock();

boolean tryLock(long timeout, TimeUnit unit)

throws InterruptedException;

void unlock();

Condition newCondition();

}

**Листинг 13.1** Интерфейс Lock

Класс ReentrantLock реализует интерфейс Lock, обеспечивая те же гарантии взаимного исключения и видимости памяти, что и блок synchronized. Захват блокировки с помощью класса ReentrantLock имеет ту же семантику памяти, что и вход в блок synchronized, а освобождение блокировки, захваченной с помощью класса ReentrantLock, имеет ту же семантику памяти, что и выход из блока synchronized. (Видимость памяти рассматривается в разделе [3.1](#_3.1_Видимость) и в Главе [16](#_Chapter_16_The).) И, как и блок synchronized, класс ReentrantLock предлагает реентерабельную [[137]](#footnote-137) семантику блокировки (см. раздел [2.3.2](#_2.3.2_Повторная_входимость)). Класс ReentrantLock поддерживает все режимы блокировки, определенные в интерфейсе Lock, при этом обеспечивая большую гибкость при работе с недоступностью блокировки, чем блок synchronized.

Зачем создавать новый механизм блокировки, который так похож на внутреннюю блокировку? Внутренняя блокировка отлично работает в большинстве ситуаций, но имеет некоторые функциональные ограничения - невозможно прервать поток, ожидающий захвата блокировки, или попытаться захватить блокировку, не желая ожидать ее вечно. Внутренние блокировки также должны освобождаться в том же блоке кода, в котором они были захвачены; это упрощает кодирование и обеспечивает прекрасное взаимодействие с обработкой исключений, но делает невозможными блокировки с не-блочной структурой. Нет причин отказываться от использования блока synchronized, но в некоторых случаях более гибкий механизм блокировки обеспечивает лучшую живучесть или производительность.

В листинге 13.2 приведена каноническая форма использования блокировки. Эта идиома несколько сложнее, чем использование встроенных блокировок: блокировка *должна* быть освобождена в блоке finally. В противном случае блокировка может быть никогда не освобождена, если защищаемый код бросит исключение. При использовании блокировки необходимо также учитывать, что происходит, если исключение бросается из блока try; если существует вероятность того, что объект может остаться в несогласованном состоянии, может потребоваться использование дополнительных блоков try-catch или try-finally. (Всегда следует учитывать влияние исключений при использовании любой формы блокировки, включая внутреннюю блокировку.)

Lock lock = new ReentrantLock();

...

lock.lock();

try {

* + *update object state*
  + *catch exceptions and restore invariants if necessary* } finally {

lock.unlock();

}

**Листинг 13.2** Защита состояния объекта с использованием класса ReentrantLock

Пренебрежение использованием блока finally, в целях освобождения экземпляра Lock, представляет собой бомбу с часовым механизмом. Когда блокировка станет не нужна, вам будет трудно отследить её происхождение, поскольку не будет никаких записей о том, где и когда экземпляр Lock должен был быть освобожден. Это одна из причин, из-за которой не следует использовать класс ReentrantLock в качестве полной замены блока synchronized: это более “опасно”, потому что блокировка автоматически не освобождается, когда управление покидает защищаемый блок. До тех пор, пока вы помните о том, что необходимо освобождать блокировку в блоке finally, всё не так сложно, но всё равно существует вероятность того, что вы забудете это сделать.[[138]](#footnote-138)

### 13.1.1 Опрашиваемый и ограниченный по времени захват блокировки

Опрашиваемые и ограниченные по времени режимы захвата блокировок, предоставляемые методом tryLock, позволяют выполнять более сложное восстановление после возникновения ошибок, чем при безусловном захвате. При использовании внутренних блокировок, взаимоблокировка неустранима - единственный способ восстановления заключается в перезапуске приложения, а единственная защита - создавать программу таким образом, чтобы был невозможен несогласованный порядок захвата блокировок. Ограниченные по времени и опрашиваемые блокировки могут предложить другой вариант: вероятностное предотвращение взаимоблокировки.

Использование ограниченных по времени или опрашиваемых блокировок (tryLock) позволяет восстановить управление в том случае, если не удаётся захватить все необходимые блокировки, освободить те, которые были захвачены, и повторить попытку (или, по крайней мере, логировать информацию о сбое и выполнить что-то еще). В листинге 13.3 показан альтернативный способ устранения динамической взаимоблокировки, вызванной порядком захвата блокировок, из раздела [10.1.2](#_10.1.2_Взаимоблокировки,_вызванные): используйте метод tryLock для попытки захвата обеих блокировок, выполните откат и повторите попытку, если обе блокировки одновременно захватить невозможно. Время сна имеет фиксированный и случайный компоненты, для уменьшения вероятности возникновения динамической взаимоблокировки. Если блокировки не удаётся получить в течение указанного времени, метод transferMoney возвращает статус, указывающий на то, что произошёл сбой, чтобы операция могла завершиться с ошибкой. (См. [CPJ 2.5.1.2] и [CPJ 2.5.1.3] для дополнительных примеров использования опрашиваемых блокировок, для избежания взаимоблокировок.)

public boolean transferMoney(Account fromAcct,

Account toAcct,

DollarAmount amount,

long timeout,

TimeUnit unit)

throws InsufficientFundsException, InterruptedException { long fixedDelay = getFixedDelayComponentNanos(timeout, unit); long randMod = getRandomDelayModulusNanos(timeout, unit); long stopTime = System.nanoTime() + unit.toNanos(timeout);

while (true) {

if (fromAcct.lock.tryLock()) {

try {

if (toAcct.lock.tryLock()) {

try {

if (fromAcct.getBalance().compareTo(amount)

< 0)

throw new InsufficientFundsException(); else {

fromAcct.debit(amount);

toAcct.credit(amount);

return true;

}

} finally { toAcct.lock.unlock();

}

}

} finally {

fromAcct.lock.unlock();

}

}

if (System.nanoTime() > stopTime)

return false;

NANOSECONDS.sleep(fixedDelay + rnd.nextLong() % randMod);

}

}

**Листинг 13.3** Избегание возникновения взаимоблокировок с помощью метода tryLock

Блокировки, ограниченные по времени, также полезны при реализации активностей, управляющих бюджетом времени (см. раздел [6.3.7](#_6.3.7_Ограничение_времени)). Когда действие с определённым бюджетом времени вызывает блокирующий метод, оно может предоставить время ожидания, соответствующее оставшемуся времени в бюджете. Это позволяет завершать действия раньше, если они не смогут предоставить результат в течение указанного промежутка времени. При использовании внутренних блокировок, отменить захват блокировки после запуска операции уже невозможно, поэтому внутренние блокировки ставят под угрозу возможность реализации действий, запланированных по времени.

В примере портала путешествий, приведённом в листинге 6.17 (в разделе [6.3.8](#_6.3.8_Пример:_портал)), создаётся отдельная задача для каждой компании по прокату автомобилей, от которой запрашивались предложения. Запрос ставки, вероятнее всего, включает в себя какой-то механизм запроса по сети, например, запрос к веб-службе. Однако, для получения предложения может также потребоваться эксклюзивный доступ к дефицитному ресурсу, подобному прямой линии связи с компанией.

Ранее, в разделе [9.5](#_9.5_Другие_формы), мы видели один способов обеспечить сериализованный доступ к ресурсу: однопоточный исполнитель. Другой подход заключается в использовании эксклюзивной блокировки для ограничения доступа к ресурсу. Код, приведенный в листинге 13.4, пытается отправить сообщение по совместно используемой линии связи, защищённой экземпляром Lock, но корректно завершает работу, если не может выполнить это в рамках своего бюджета времени. Ограниченная по времени версия метода tryLock практически включает эксклюзивную блокировку в такую ограниченную по времени активность.

public boolean trySendOnSharedLine(String message,

long timeout, TimeUnit unit)

throws InterruptedException {

long nanosToLock = unit.toNanos(timeout)

* + estimatedNanosToSend(message);

if (!lock.tryLock(nanosToLock, NANOSECONDS)) return false;

try {

return sendOnSharedLine(message); } finally {

lock.unlock();

}

}

**Листинг 13.4** Блокировка с ограниченным бюджетом времени

### 13.1.2 Прерываемый захват блокировки

Также как ограниченный по времени захват блокировки позволяет эксклюзивным блокировкам использоваться в активностях, ограниченных по времени, также и прерываемый захват блокировки позволяет блокировкам использоваться в отменяемых активностях. В разделе [7.1.6](#_7.1.6_Работа_с) было определено несколько механизмов, подобных захвату внутренней блокировки, не реагирующей на прерывание. Эти не прерываемые механизмы блокировки усложняют реализацию отменяемых задач. Метод lockInterruptibly позволяет вам попытаться захватить блокировку, оставаясь отзывчивым к прерыванию, и его включение в интерфейс Lock позволяет избежать создания другой категории не прерываемых механизмов блокировки.

Каноническая структура прерываемого захвата блокировки немного сложнее, чем обычный захват блокировки, поскольку необходимы два блока try. (Если прерываемый захват блокировки может бросить исключение InterruptedException, работает стандартная идиома захвата блокировки try-finally). В листинге 13.5 метод lockInterruptibly используется для реализации метода sendOnSharedLine из листинга 13.4, так что мы можем вызвать его из задачи, которую можно отменить. Ограниченный по времени метод tryLock также отзывчив к прерыванию, и поэтому может быть использован, когда вам необходим и ограниченный по времени, и прерываемый захват блокировки.

public boolean sendOnSharedLine(String message)

throws InterruptedException {

lock.lockInterruptibly();

try {

return cancellableSendOnSharedLine(message);

} finally { lock.unlock();

}

}

private boolean cancellableSendOnSharedLine(String message) throws InterruptedException { ... }

**Листинг 13.5** Прерываемый захват блокировки

### 13.1.3 Блокировка с не-блочной структурой

В случае с внутренними блокировками, пары захват-освобождение имеют блочную структуру - блокировка всегда освобождается в том же базовом блоке, в котором она была захвачена, независимо от того, каким образом управление покинет блок. Автоматическое освобождение блокировки упрощает анализ и предотвращает возможные ошибки кодирования, но иногда требуется более гибкая дисциплина блокировки.

Ранее, в главе [11](#page242), мы видели, как уменьшение детализации блокировок может повысить масштабируемость. Чередование блокировок позволяет различным цепочкам хэшей, в коллекции на основе хэшей, использовать разные блокировки. Мы можем применить аналогичный принцип, чтобы уменьшить степень детализации блокировки в связанном списке, используя отдельную блокировку для *каждой ссылки на узел*, позволяя различным потокам работать независимо в разных частях списка. Блокировка для данного узла защищает указатели ссылок и данные, хранящиеся в этом узле, поэтому при обходе или изменении списка мы должны удерживать блокировку на одном узле, пока не получим блокировку на следующем узле; только после этого можно отпустить блокировку на первом узле. Пример такого подхода, называемый *блокировкой* *рука об руку* (*hand-over-hand*) или *связью блокировок* (*lock coupling*), приведен в [CPJ 2.5.1.4].

## [13.2](#page12) Вопросы производительности

Когда класс ReentrantLock был добавлен в Java 5.0, он предлагал гораздо лучшую производительность, чем внутренние блокировки. Для примитивов синхронизации, производительность при конкуренции является ключом к масштабируемости: если на управление блокировками и планирование расходуется больше ресурсов, для приложения, соответственно, доступно меньше. Лучшая реализация блокировки осуществляет меньше системных вызовов, вынуждает выполнять меньше переключений контекста и инициирует меньше трафика синхронизации доступа к памяти в совместно используемой шине доступа к памяти - перечень операций, которые требуют много времени на выполнение и отвлекают вычислительные ресурсы программы.

В Java 6 используется улучшенный алгоритм управления внутренними блокировками, подобный тому, который используется в классе ReentrantLock, что приводит к значительному сокращению разрыва в масштабируемости. На рис. 13.1 показана разница в производительности между встроенными блокировками и классом ReentrantLock в Java 5.0 и в предварительной сборке Java 6, на четырех-ядерной системе Opteron запущенной на ОС Solaris. Кривые демонстрируют “ускорение” класса ReentrantLock по сравнению с внутренней блокировкой на одной и той же версией JVM. На кривой Java 5.0 класс ReentrantLock предлагает значительно лучшую пропускную способность, но на кривой Java 6 оба значения довольно близки[[139]](#footnote-139). Тестовая программа та же, что использовалась в разделе 11.5, но на этот раз сравнивается пропускная способность HashMap, защищенная встроенной блокировкой и классом ReentrantLock.

![](data:image/png;base64,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)

**Рисунок 13.1** Сравнение производительности внутренней блокировки и класса ReentrantLock, в Java 5 и Java 6

В Java 5.0 производительность внутренней блокировки резко падает при переходе от выполнения одного потока (без конкуренции) к выполнению нескольких потоков; производительность класса ReentrantLock страдает намного меньше, демонстрируя его лучшую масштабируемость. Но в Java 6 совсем другая история - внутренние блокировки больше не разваливаются из-за конкуренции, и оба масштаба довольно похожи.

Графики подобные тому, что приводится на рисунке 13.1, напоминают нам, что утверждения вида “***X*** быстрее ***Y***” в лучшем случае недолговечны. Производительность и масштабируемость зависят от таких факторов, определяемых платформой, как ЦП, количество процессоров, размер кэша и характеристики JVM, которые со временем могут изменяться[[140]](#footnote-140).

Производительность представляет собой изменяющийся показатель; вчерашний бенчмарк, показывающий, что X быстрее, чем Y, возможно сегодня уже устарел.

## [13.3](#page12) Справедливость

Конструктор класса ReentrantLock предлагает выбор из двух вариантов справедливости: создать *несправедливую* (*nonfair*) блокировку (по умолчанию) или справедливую (*fair*) блокировку. Потоки захватывают справедливую блокировку в том порядке, в котором они ее запросили, в то время как несправедливая блокировка разрешает *баржирование* (*barging*)[[141]](#footnote-141): потоки, запрашивающие блокировку, могут опережать очередь ожидающих потоков, если блокировка оказывается доступной при запросе. (Класс Semaphore также предлагает выбор из честного и нечестного порядка захвата блокировок.) “Несправедливые” экземпляры класса ReentrantLock не стараются изо всех сил способствовать баржированию - они просто не препятствуют потоку в баржировании, если он появляется в нужное время. При справедливой блокировке, вновь запрашивающие потоки помещаются в очередь, если блокировка удерживается другим потоком или, если потоки помещены в очередь на ожидание блокировки; с несправедливой блокировкой, поток помещается в очередь только в том случае, если блокировка удерживается в текущий момент[[142]](#footnote-142).

Разве мы не хотим, чтобы все блокировки были справедливыми? В конце концов, справедливость - это хорошо, а несправедливость - плохо, не так ли? (Просто спросите своих детей.) Однако, когда дело доходит до блокировки, справедливость приводит к значительным затратам производительности, из-за накладных расходов на приостановку и возобновление потоков. На практике гарантия статистической справедливости - это обещание, что заблокированный поток в *конечном счёте* захватит блокировку - часто достаточно хороша и затраты на её предоставление значительно дешевле. Некоторые алгоритмы полагаются на справедливую очередь для обеспечения своей корректности, но обычно так не делается. В большинстве случаев, преимущества несправедливой блокировки перевешивают преимущества справедливого помещения в очередь.

На рис. 13.2 демонстрируется запуск еще одного теста производительности реализации Map, на этот раз сравнивается производительность экземпляра HashMap, обёрнутого со справедливой и не справедливой реализацией ReentrantLock, на четырёх ядерном процессоре Opteron под управлением ОС Solaris, с результатом выведенном по логарифмической шкале[[143]](#footnote-143). Штраф за использование справедливости составляет почти два порядка. *Не платите за справедливость, если она вам не нужна.*
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**Рисунок 13.2** Сравнение производительности справедливой и несправедливой блокировок

Одной из причин, из-за которой баржированные блокировки работают намного лучше, чем справедливые блокировки, при интенсивной конкуренции, является то, что между возобновлением приостановленного потока и его фактическим запуском может быть значительная задержка. Предположим, поток ***A*** удерживает блокировку, а поток ***B*** запрашивает эту блокировку. Так как блокировка занята, поток ***B*** приостанавливается (*suspended*). Когда поток ***A*** освобождает блокировку, выполнение потока ***B*** возобновляется (*resumed*), чтобы он мог повторить попытку. Тем временем, однако, если поток ***C*** запрашивает блокировку, есть хороший шанс того, что ***C*** сможет захватить блокировку, использовать ее и отпустить ещё до того, как поток ***B*** закончит просыпаться. В этом случае выигрывают все: поток ***B*** захватывает блокировку не позже, чем получил бы её в ином случае, поток ***C*** захватывает блокировку намного раньше, а пропускная способность улучшается.

Справедливые блокировки, как правило, работают лучше всего, когда они удерживаются в течение относительно длительного времени или когда среднее время между запросами на захват блокировки относительно велико. В этих случаях условие, при котором баржирование обеспечивает преимущество в пропускной способности - когда блокировка освобождена, но поток в настоящее время просыпается, чтобы заявить на неё права - удержится с меньшей вероятностью.

Как и в настройке класса ReentrantLock по умолчанию, встроенная блокировка не даёт никаких детерминированных гарантий справедливости, но статистические гарантии справедливости большинства реализаций блокировки достаточно хороши практически для всех ситуаций. Спецификация языка не требует, чтобы JVM реализовывала встроенные блокировки справедливо, и никакие производственные JVM этого не делают. Класс ReentrantLock не угнетает справедливость блокировки до новых минимумов - он только делает явным то, что присутствовало всё время.

## [13.4](#page12) [Выбор между synchronized и ReentrantLock](#page12)

Класс ReentrantLock предоставляет ту же семантику блокировки и памяти, что и внутренняя блокировка, а также дополнительные функции, такие как ожидание ограниченной по времени блокировки, прерываемое ожидание блокировки, справедливость и возможность реализации не блочной структурированной блокировки. Производительность класса ReentrantLock, по всей видимости, доминирует над внутренней блокировкой, немного выигрывая в Java 6 и значительно в Java 5.0. Так почему бы не объявить устаревшим блок synchronized и не рекомендовать всему новому параллельному коду использовать класс ReentrantLock? Некоторые авторы фактически и предложили это, рассматривая блок synchronized как “унаследованную” конструкцию. Но это *зашло* слишком далеко.

Внутренние блокировки по-прежнему имеют значительные преимущества по сравнению с явными блокировками. Нотация знакома и компактна, и многие существующие программы уже используют встроенную блокировку - и смешивание этих двух видов блокировок может привести к путанице и седлать код подверженным ошибкам. Класс ReentrantLock, безусловно, более опасный в использовании инструмент, чем синхронизация; если вы забыли обернуть вызов метода unlock блоком finally, ваш код, вероятно, будет работать должным образом, но фактически вы создали бомбу замедленного действия, которая может повредить невинным наблюдателям. Приберегите класс ReentrantLock для ситуаций, в которых вам нужно что-то обеспечиваемое возможностями класса ReentrantLock, чего не делает встроенная блокировка.

Класс ReentrantLock представляет собой продвинутый инструмент, применяемый в тех ситуациях, в которых применение внутренних блокировок не практично. Используйте его, если вам нужны расширенные функции: ограничение по времени, опрос, или прерывание захвата блокировки, справедливое помещение в очередь, или не блочная структура блокировки. В ином случае, отдавайте предпочтение блоку synchronized.

В Java 5.0 встроенная блокировка имеет еще одно преимущество по сравнению с классом ReentrantLock: дампы потоков показывают кадры, в которых видно какими вызовами какие блокировки были захвачены и могут обнаруживать и идентифицировать потоки, попавшие в состояние взаимоблокировки. Среда JVM ничего не знает о том, какими потоками удерживается экземпляр ReentrantLock и поэтому не может помочь в отладке проблем с потоками, использующими класс ReentrantLock. Это несоответствие устранено в Java 6 путем предоставления интерфейса управления и мониторинга, с помощью которого блокировки могут регистрироваться, позволяя информации об экземпляре блокировки ReentrantLock появляться в дампах потоков и, вследствие этого, в других интерфейсах управления и отладки. Доступность этой информации для отладки является существенным, хотя в основном и временным, преимуществом блока synchronized; информация о блокировке в дампах потоков спасла многих программистов от полного ужаса. Не блочная структура класса ReentrantLock по-прежнему означает, что захват блокировок не может быть связан с определёнными кадрами стека, как это происходит в случае с внутренними блокировками.

Улучшения производительности в будущем, вероятно, предпочтут блок synchronized классу ReentrantLock. Поскольку блокировка synchronized встроена в JVM, она может выполнять такие оптимизации, как устранение блокировки для ограниченных потоком объектов блокировки и укрупнение блокировок для устранения синхронизации со встроенными блокировками (см. раздел [11.3.2](#_11.3.2_Синхронизация_памяти)); выполнение таких операций с блокировками на основе библиотек кажется гораздо менее вероятным. Если вы не планируете выполнять развёртывание в среде Java 5.0 в обозримом будущем, и у вас есть очевидная потребность в преимуществах масштабируемости, предоставляемых классом ReentrantLock на этой платформе, будет плохой идеей предпочесть класс ReentrantLock блоку synchronized по соображениям производительности.

## [13.5](#page12) Блокировки на чтение-запись

Класс ReentrantLock реализует стандартную взаимно-исключающую блокировку: экземпляр ReentrantLock может одновременно удерживаться не более чем одним потоком. Но взаимное исключение часто является более строгой дисциплиной блокировки, чем необходимо для сохранения целостности данных, и, таким образом, приводит к большему ограничению параллелизма, чем это необходимо. Взаимное исключение представляет собой консервативную стратегию блокировки, которая предотвращает перекрытие операций *запись*/*запись* и *запись*/*чтение*, но также предотвращает перекрытие операций *чтение* /*чтение*. Во многих случаях, структуры данных предназначены “в основном для чтения” - они изменяемы и иногда модифицируются, но большинство обращений к ним происходит только для чтения данных. В этих случаях было бы неплохо ослабить требования к блокировке, чтобы позволить нескольким читателям одновременно получать доступ к структуре данных. До тех пор, пока каждому потоку гарантировано актуальное представление данных, и никакой другой поток не изменяет данные представления, в то время как читатели просматривают его, не будет никаких проблем. Это то, что позволяют получить блокировки на чтение-запись: ресурс может быть доступен одновременно либо нескольким читателям, либо одному писателю, но не обоим сразу.

Интерфейс ReadWriteLock, приведённый в листинге 13.6, предоставляет два объекта Lock - один для чтения и один для записи. Для чтения данных, защищаемых блокировкой ReadWriteLock, вы должны сначала захватить блокировку на чтение, а для изменения данных, защищаемых блокировкой ReadWriteLock вы должны сначала захватить блокировку на запись. Хотя может показаться, что существует две отдельные блокировки, блокировка на чтение и блокировка на запись - это просто разные представления интегрированного объекта блокировки на чтение-запись.

public interface ReadWriteLock {

Lock readLock();

Lock writeLock();

}

**Листинг 13.6** Интерфейс ReadWriteLock

Стратегия блокировки, реализуемая блокировками на чтение-запись, позволяет получать одновременный доступ нескольким читателям, но только одному писателю. Подобно интерфейсу Lock, интерфейс ReadWriteLock допускает множество реализаций, которые могут отличаться производительностью, гарантиями планировщика, преференциями при захвате, справедливостью или семантикой блокировки.

Блокировки на чтение-запись представляют собой оптимизацию производительности и были разработаны для обеспечения большего параллелизма в определенных ситуациях. На практике блокировки на чтение-запись, применяемые в многопроцессорных системах, могут повысить производительность часто используемых структур данных, предназначенных в основном для чтения; в других условиях они работают несколько хуже, чем монопольные блокировки, из-за большей сложности реализации. Являются ли они улучшением, лучше всего определяется в любой конкретной ситуации, с помощью выполнения профилирования; поскольку блокировка ReadWriteLock использует экземпляры Lock для чтения и записи заблокированными частями, относительно легко поменять блокировку типа чтение-запись на монопольную, если профилирование покажет, что блокировка на чтение-запись не даёт преимуществ.

Взаимодействие между блокировками на чтение и на запись допускает ряд возможных реализаций. Некоторым из вариантов реализации для ReadWriteLock являются:

**Преимущества при освобождении.** Когда писатель освобождает блокировку на запись, и оба, и читатель и писатель помещены в очередь, кому из них следует отдать предпочтение - читателям, писателям или тому, кто спросил первым?

**Баржирование читателя.** Если блокировка удерживается читателями, но есть ожидающие писатели, должен ли вновь прибывающим читателям быть предоставлен немедленный доступ, или они должны ожидать в очереди позади писателей? Предоставление читателям возможности баржирования перед писателями повышает параллелизм, но создает риск “голодания” для писателей.

**Реентерабельность.** Являются ли блокировки чтения и записи реентерабельными?

**Понижение.** Если поток удерживает блокировку на запись, может ли он захватить блокировку на чтение без освобождения блокировки на запись? Это позволило бы писателю “понизиться” до блокировки чтения, не позволяя при этом другим писателям изменять защищенный ресурс в то же самое время.

**Повышение.** Можно ли повысить блокировку на чтение до блокировки на запись в предпочтении другим ожидающим читателям или писателям? Большинство реализаций блокировки на чтение-запись не поддерживают повышение, поскольку без явной операции повышения оно подвержено взаимоблокировкам. (Если два читателя попытаются одновременно выполнить повышение до блокировки на запись, никто из них не освободит блокировку на чтение.)

Класс ReentrantReadWriteLock предоставляет реентерабельную семантику блокировки для обеих блокировок. Как и класс ReentrantLock, класс ReentrantReadWriteLock может быть построен несправедливым (по умолчанию) или справедливым. В случае справедливой блокировки предпочтение отдается потоку, который ожидал дольше; если блокировка удерживается читателями и поток запрашивает блокировку на запись, читателям не будет позволяться захватывать блокировку на чтение, пока писатель не будет обслужен и не освободит блокировку на запись. В случае несправедливой блокировки, порядок в котором потокам предоставляется доступ, не определен. Понижение от писателя до читателя допускается; повышение с читателя до писателя нет (попытка выполнить это приведёт к взаимоблокировке).

Как и в классе ReentrantLock, блокировка на запись в классе ReentrantReadWriteLock имеет уникального владельца и может быть освобождена только тем потоком, который ее захватил. В Java 5.0 блокировка на чтение ведет себя скорее как семафор, чем как блокировка, поддерживая только количество активных читателей, но не их идентичности. Это поведение было изменено в Java 6, чтобы отслеживать, каким потокам были предоставлены блокировки на чтение.[[144]](#footnote-144)

Блокировки на чтение-запись могут улучшать параллелизм в тех случаях, когда блокировки обычно удерживаются в течение умеренно длительного времени, и большинство операций не изменяют защищённые ресурсы. Класс ReadWriteMap приведённый в листинге 13.7, использует класс ReentrantReadWriteLock, чтобы обернуть экземпляр Map таким образом, чтобы он мог безопасно использоваться несколькими читателями и при этом предотвращать конфликты типа чтение/запись или запись/запись.[[145]](#footnote-145) На самом деле производительность класса ConcurrentHashMap настолько высока, что вы, вероятнее всего, будете использовать его вместо приведённого подхода, если всё, что вам нужно, это параллельная основанная на хэше реализация Map, но этот метод будет полезен, если вы хотите предоставить больший параллелизм при доступе к альтернативной реализации Map, такой как LinkedHashMap.

public class ReadWriteMap<K,V> {

private final Map<K,V> map;

private final ReadWriteLock lock = new ReentrantReadWriteLock(); private final Lock r = lock.readLock(); private final Lock w = lock.writeLock();

public ReadWriteMap(Map<K,V> map) { this.map = map;

}

public V put(K key, V value) {

**w.lock()**;

try {

return map.put(key, value);

} finally {

**w.unlock()**;

}

}

*// Do the same for remove(), putAll(), clear()*

public V get(Object key) {

**r.lock()**;

try {

return map.get(key);

} finally {

**r.unlock()**;

}

}

*// Do the same for other read-only Map methods*

}

**Листинг 13.7** Обёртывание реализации Map с помощью блокировки на чтение-запись

На рисунок 13.3 приведено сравнение пропускной способности класса ArrayList, обернутого с помощью блокировки ReentrantLock и с помощью блокировки ReadWriteLock, выполненное в четырех-ядерной системе Opteron под управлением ОС Solaris. Тестовая программа, используемая здесь, похожа на тест производительности реализации Map, который мы использовали на протяжении всей книги - каждая операция случайным образом выбирает значение и ищет его в коллекции, а небольшой процент от общего количества операций изменяет содержимое коллекции.
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## 13.6 Итоги

Явные реализации Lock предлагают расширенный набор функций по сравнению со встроенной блокировкой, включая большую гибкость при работе с недоступностью блокировки и больший контроль над поведением очереди. Но класс ReentrantLock не является полной заменой блока synchronized; используйте его только тогда, когда вам нужны те функции, которых у блока synchronized нет.

Блокировки на чтение-запись позволяют нескольким читателям параллельно обращаться к защищаемому объекту, обеспечивая возможность улучшения масштабируемости при доступе к структурам данных, использующим преимущественно чтение.

# [Глава 14](#page12) Разработка собственных синхронизаторов

Библиотеки классов включают в себя несколько *зависящих от состояния классов* (*state-dependent* classes), – то есть, имеющих операции, зависящие от *предусловий определяемых состоянием* (*state-based preconditions*) - таких как FutureTask, Semaphore и BlockingQueue. Например, нельзя удалить элемент из пустой очереди или получить результат еще не завершенной задачи; перед выполнением этих операций необходимо дождаться, когда очередь перейдет в состояние “не пусто” или задача перейдет в состояние “завершено”.

Самый простой способ создать класс, зависящий от состояния, это построить его поверх существующего библиотечного класса, зависящего от состояния; мы поступили аналогичным образом с классом ValueLatch из раздела [8.5.1](#_8.5.1_Пример:_фрэймворк), используя класс CountDownLatch для обеспечения требуемого поведения блокировки. Но если библиотечные классы не предоставляют необходимых функциональных возможностей, можно также создать собственные синхронизаторы, используя низкоуровневые механизмы, предоставляемые языком и библиотеками, включая внутренние *очереди условий* (*condition queues*), явные объекты Condition и фреймворк AbstractQueuedSynchronizer. В этой главе рассматриваются различные варианты реализации зависимости от состояния, а также правила использования механизмов зависимости от состояния, предусмотренных платформой.

## [14.1](#page12) [Управление](#page12) зависимостью от состояния

В однопоточной программе, если предусловие на основе состояния (например, "пул соединений непустой") при вызове метода не выполняется, оно никогда не станет истинным. Поэтому классы в последовательных программах могут быть закодированы на сбой, если их предварительные условия не выполняются. Но в параллельной программе условия, основанные на состоянии, могут изменяться под влиянием других потоков: пул, который был пуст несколько инструкций назад, может стать непустым, потому что другой поток возвратил элемент. Методы, зависящие от состояния параллельных объектов, иногда могут выйти из строя, когда их предусловия не выполняются, но часто существует лучшая альтернатива: дождаться момента, когда предусловие станет истинным.

Операции, зависящие от состояния и *блокирующиеся* до тех пор, пока операция не сможет продолжить выполнение, более удобны и менее подвержены ошибкам, в отличие от тех, что просто падают с ошибкой. Встроенный механизм очереди условий позволяет потокам блокироваться до тех пор, пока объект не войдёт в состояние, которое позволяет продолжить прогресс выполнения и пробуждать заблокированные потоки, когда они будут в состоянии в дальнейшем продолжить прогресс выполнения. Мы детально рассмотрим очереди условий в разделе [14.2](#_14.2_Using_condition), но с целью мотивации в оценке эффективности механизма ожидания условий, мы сначала покажем, как зависимость от состояния может быть (с большими сложностями) решена с помощью опроса и сна.

Блокирующееся зависящее от состояния действие, принимает форму, приведённую в листинге 14.1. Схема блокировки несколько необычна тем, что блокировка освобождается и вновь захватывается посреди выполнения операции. Переменные состояния, составляющие предварительное условие, должны быть защищены блокировкой объекта, чтобы оставаться константными во время проверки предусловия. Но если предусловие не выполняется, блокировка должна быть снята, чтобы другой поток мог изменить состояние объекта, иначе предусловие никогда не станет истинным. Блокировка должна быть захвачена перед тем, как вновь проверять выполнение предусловия.

acquire lock on object state

while (precondition does not hold) { release lock

wait until precondition might hold

optionally fail if interrupted or timeout expires reacquire lock

}

perform action

release lock

**Листинг 14.1** Структура блокирующихся зависимых от состояния действий

Ограниченные буферы, подобные классу ArrayBlockingQueue, как правило, используются в дизайнах производитель-потребитель. Ограниченный буфер предоставляет операции *поместить* и *взять*, каждая из которых обладает предусловиями: нельзя взять элемент из пустого буфера или поместить элемент в полный буфер. Операции, зависящие от состояния, могут сталкиваться со сбоями предусловий, бросая при этом исключение или возвращая статус ошибки (перекладывая решение проблемы на вызывающего), или блокируясь до тех пор, пока объект не перейдет в нужное состояние.

Мы собираемся разработать несколько реализаций ограниченного буфера, которые используют различные подходы к обработке сбоев предусловий. Каждая из реализаций расширяет класс BaseBoundedBuffer, представленный в листинге 14.2, реализующий классический кольцевой буфер на основе массива, в котором переменные состояния буфера (buf, head, tail, и count) защищены внутренней блокировкой буфера. Класс предоставляет синхронизированные методы doPut и doTake, которые используются подклассами для реализации операций put и take; базовое состояние скрыто от подклассов.

@ThreadSafe

public abstract class BaseBoundedBuffer<V> { @GuardedBy("this") private final V[] buf; @GuardedBy("this") private int tail; @GuardedBy("this") private int head; @GuardedBy("this") private int count;

protected BaseBoundedBuffer(int capacity) { this.buf = (V[]) new Object[capacity];

}

protected synchronized final void doPut(V v) { buf[tail] = v;

if (++tail == buf.length)

tail = 0;

++count;

}

protected synchronized final V doTake() { V v = buf[head];

buf[head] = null;

if (++head == buf.length)

head = 0;

--count;

return v;

}

public synchronized final boolean isFull() { return count == buf.length;

}

public synchronized final boolean isEmpty() { return count == 0;

}

}

**Листинг 14.2** Базовый класс для реализаций ограниченного буфера

### 14.1.1 Пример: распространение сбоев предусловий на вызывающий код

Класс GrumpyBoundedBuffer приведённый в листинге 14.3, представляет собой первую, и довольно грубую, попытку реализации ограниченного буфера. Методы put и take объявлены как synchronized, для обеспечения монопольного доступа к состоянию буфера, так как оба, при осуществлении доступа к буферу, используют логику проверить-затем-выполнить.

@ThreadSafe

public class GrumpyBoundedBuffer<V> extends BaseBoundedBuffer<V> { public GrumpyBoundedBuffer(int size) { super(size); }

public **synchronized** void put(V v) throws BufferFullException {

**if (isFull())**
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**throw new BufferFullException();**

doPut(v);

}

public **synchronized** V take() throws BufferEmptyException {

**if (isEmpty())**

**throw new BufferEmptyException();**

return doTake();

}

}

**Листинг 14.3** Ограниченный буфер, прерывающий свою работу, когда предварительные условия не выполняются

Хотя этот подход достаточно прост в реализации, он вызывает раздражение. Исключения должны возникать при исключительных условиях [EJ пункт 39]. Условие “Буфер заполнен” является исключительным условием для ограниченного буфера не больше, чем “красный” является исключительным условием в качестве сигнала трафику движения. Упрощение реализации буфера (принуждение вызывающего объекта к управлению зависимостью от состояния) с лихвой компенсируется существенным усложнением его использования, так как теперь вызывающий объект должен быть готов перехватывать исключения и, возможно, повторно выполнять каждую операцию буфера.[[146]](#footnote-146) Хорошо структурированный вызов метода take показан в листинге 14.4 - не очень красиво, особенно если методы put и take вызываются по всей программе.

while (true) {

try {

V item = buffer.take();

*// use item* break;

} catch (BufferEmptyException e) { Thread.sleep(SLEEP\_GRANULARITY);

}

}

**Листинг 14.4** Клиентская логика, используемая для обращения к классу GrumpyBoundedBuffer

Один из вариантов такого подхода заключается в том, чтобы возвращать значение ошибки, когда буфер находится в несогласованном состоянии. Это незначительное улучшение, по своей сути, заключается в том, что не происходит злоупотребления механизмом исключений, за счёт бросания исключения, которое в действительности означает “извините, попробуйте еще раз”, но это не решает фундаментальную проблему: вызывающие объекты должны самостоятельно разбираться со сбоями в предусловиях.[[147]](#footnote-147)

Клиентский код, приведённый в листинге 14.4, не является единственным способом реализации логики повтора. Вызывающий объект мог бы немедленно повторить вызов метода take, без засыпания - подход, известный как *напряжённое ожидание* (*busy waiting*) или *ожидание с проверкой* (*spin waiting*). Такое ожидание может отнимать довольно много процессорного времени, если состояние буфера не изменяется в течение некоторого времени. С другой стороны, если вызывающий объект решает уснуть, чтобы не потреблять так много времени CPU, он может легко “проспать”, если состояние буфера изменится вскоре после вызова метода sleep. Так что клиентскому коду остается выбор между плохим использованием CPU из-за прокручивания вызовов и плохой отзывчивостью из-за засыпания. (В каждой итерации, где-то между напряжённым ожиданием и сном, будет располагаться вызов метода Thread.yield, представляющий собой подсказку планировщику о том, что в текущий момент было бы разумно позволить работать другому потоку. Если вы ожидаете выполнения другого потока, чтобы сделать что-то, что-то могло бы произойти быстрее в том случае, если бы вы уступали процессор, а не потребляли весь выделенный при планировании квант времени.)

### 14.1.2 Пример: грубая блокировка путем опроса и сна

Класс SleepyBoundedBuffer представленный в листинге 14.5, пытается избавить вызывающие объекты от неудобств, вызванных реализацией логики повтора при каждом вызове, путём инкапсуляции повторяющихся вызовов грубого механизма “опросить и уснуть” внутрь операций put и take. Если буфер пуст, метод take засыпает до момента, пока другой поток не поместит некоторые данные в буфер; если буфер полон, метод put засыпает до момента, пока другой поток не освободит место, удалив некоторые данные. Этот подход инкапсулирует управление предусловиями и упрощает использование буфера – определенно, шаг в верном направлении.

@ThreadSafe
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public void put(V v) throws InterruptedException { while (true) {

synchronized (this) {

if (**!isFull()**) {

doPut(v);

return;

}

}

**Thread.sleep**(SLEEP\_GRANULARITY);

}

}

public V take() throws InterruptedException { while (true) {

synchronized (this) {

if (**!isEmpty()**)

return doTake();

}

**Thread.sleep**(SLEEP\_GRANULARITY);

}

}

}

**Листинг 14.5** Ограниченный буфер, использующий грубую блокировку

Реализация класса SleepyBoundedBuffer сложнее, чем предыдущая попытка.[[148]](#footnote-148) Код буфера должен проверять соответствующее условие состояния (*state condition*) удерживая блокировку буфера, поскольку переменные, представляющие состояние, защищены блокировкой буфера. Если проверка завершается неудачей, выполняющийся поток засыпает на некоторое время, перед этим освободив блокировку, чтобы другие потоки могли получить доступ к буферу.[[149]](#footnote-149) Когда поток проснется (*wakes up*), он повторно захватит блокировку и попытается снова, чередуя сон и проверку условия состояния до тех пор, пока выполнение операции не будет продолжено.

С точки зрения вызывающего объекта, это работает отлично - если операция может быть выполнена немедленно, так и будет сделано, а иначе она будет заблокирована - и абоненту не нужно иметь дело с механикой сбоя и повтором. Выбор детализации сна - это компромисс между отзывчивостью и использованием CPU; чем меньше степень детализации сна, тем больше отзывчивость, но и тем больше потребление ресурсов процессора. На рис. 14.1 показано, каким образом детализация сна может влиять на скорость отклика: может быть задержка между моментом времени, когда пространство буфера становится доступным и моментом времени, когда поток просыпается и снова выполняет проверку.
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**Рисунок 14.1** Поток проспал, потому что условие приняло значение true после того, как он захотел уснуть

Класс SleepyBoundedBuffer также порождает другое требование для вызывающего объекта - работа с исключением InterruptedException. Когда метод блокируется на ожидании выполнения условия, вежливое действие заключается в предоставлении механизма отмены (см. главу [7](#_Глава_7_Отмена)). Подобно большинству библиотечных блокирующих методов с хорошим поведением, класс SleepyBoundedBuffer поддерживает отмену через прерывание, возвращая управление раньше и бросая исключение InterruptedException, если выполнение было прервано.

Эти попытки синтезировать блокирующую операцию из опроса и сна были довольно болезненными. Было бы неплохо иметь способ приостановки потока, но гарантировать, что он быстро пробудится, как только определенное условие (например, буфер больше не полон) становится истинным. Это именно то, чем занимаются очереди условий.

### 14.1.3 Очереди условий на освобождение

Очереди условий похожи на звонок “тост готов” в вашем тостере. Если вы слушаете звонок, вы будете немедленно уведомлены, когда ваш тост будет готов и сможете бросить то, чем занимались (или нет, может быть, вы хотите в первую очередь закончить чтение газеты) и получить тост. Если вы не слушаете звонок (возможно, вы вышли на улицу, чтобы получить газету), вы можете пропустить уведомление, но по возвращении на кухню вы можете наблюдать за состоянием тостера и либо получить тост, если он готов, либо вновь начать слушать звонок, если это не так.

*Очередь условий* (*condition queue*) получила свое имя, поскольку она предоставила группе потоков - называемой *набором ожидания* (*wait set*) - способ ожидания выполнения определенного условия. В отличие от обычных очередей, в которых элементы являются единицами данных, элементами очереди условий являются потоки, ожидающие выполнения условия.

Так же, как каждый объект Java может выступать в качестве блокировки, каждый объект может также выступать в качестве очереди условий, и методы wait, notify, и notifyAll класса Object составляют API внутренних очередей условий. Внутренняя блокировка объекта и его внутренняя очередь условий связаны: чтобы вызвать любой из методов очереди условий объекта ***X***, необходимо удерживать блокировку на объекте ***X***. Это связано с тем, что механизм ожидания условий на основе состояний тесно связан с механизмом сохранения согласованности состояний: не получится дождаться условия, пока не удастся проверить состояние, и нельзя освободить другой поток из состояния ожидания по условию, пока не удастся изменить состояние.

Метод Object.wait атомарно освобождает блокировку и просит ОС приостановить выполнение текущего потока, позволяя другим потокам захватить блокировку и, следовательно, изменить состояние объекта. После пробуждения он повторно захватывает блокировку перед возвращением. Интуитивно, вызов wait означает “Я хочу пойти спать, но разбудите меня, когда произойдёт что-то интересное”, а вызов методов уведомления означает “что-то интересное произошло”.

Представленный в листинге 14.6 класс BoundedBuffer, реализует ограниченный буфер с помощью методов wait и notifyAll. Этот вариант проще, чем в случае со “спящей” версией, и является более эффективным (просыпаться приходится реже, если состояние буфера не изменяется) и более отзывчивым (когда происходит интересующее изменение состояния, просыпаться получается быстро). Это значительное улучшение, но обратите внимание, что введение очередей условий не привело к внесению изменений в семантику, по сравнению со “спящей” версией. Это просто оптимизация в нескольких измерениях: эффективности использования ЦП, издержек переключения контекста и отзывчивости. Очереди условий не позволяют делать то, чего вы не можете сделать с помощью опроса и сна[[150]](#footnote-150), но они позволяют сделать всё намного проще и эффективнее выражать и управлять зависимостью от состояния.

@ThreadSafe

public class BoundedBuffer<V> extends BaseBoundedBuffer<V> {

* *CONDITION PREDICATE: not-full (!isFull())*
* *CONDITION PREDICATE: not-empty (!isEmpty())*

public BoundedBuffer(int size) { super(size); }

*// BLOCKS-UNTIL: not-full*

public **synchronized** void put(V v) throws InterruptedException { **while (isFull())**

**wait();**

doPut(v);

**notifyAll();**

}

*// BLOCKS-UNTIL: not-empty*

public **synchronized** V take() throws InterruptedException {

**while (isEmpty())**

**wait();**

V v = doTake();

**notifyAll();**

return v;

}

}

**Листинг 14.6** Ограниченный буфер с использованием очередей условий

Класс BoundedBuffer, наконец-то, достаточно хорош в использовании - он прост в использовании и разумно управляет зависимостью от состояния.[[151]](#footnote-151) Производственная версия должна также включать синхронизированные версии методов put и take, чтобы блокировка операций могла прерываться по таймауту, если они не смогут завершиться в течение выделенного бюджета времени. Синхронизированная версия метода Object.wait упрощает реализацию.

## [14.2](#page12) Использование очередей условий

Очереди условий упрощают создание эффективных и отзывчивых классов, зависящих от состояния, но их всё ещё довольно просто использовать некорректно; существует множество правил относительно их корректного использования, которые не применяются компилятором или платформой. (Это одна из причин для того, чтобы строить ваши классы, в тех случаях, когда это возможно, на основе классов, подобных LinkedBlockingQueue, CountDownLatch, Semaphore, и FutureTask; если вам это удастся, это значительно упростит дело.)

### 14.2.1 Предикат условия

Ключом к правильному использованию очередей условий является определение *предикатов условий* (*condition predicates*), которые может ожидать объект. Это предикат условия приводит к путанице вокруг методов wait и notify, потому что у него нет создания экземпляра в API, и ни спецификация языка, ни реализация JVM не гарантирует его правильного использования. Фактически, о нём напрямую не упоминается ни в спецификации языка, ни в Javadoc. Но без него, ожидание по условию работать не будет.

*Предикат условия представляет собой предусловие, которое в первую очередь делает операцию зависимой от состояния.* В ограниченном буфере метод takeможет продолжить выполнение только в том случае, если буфер не пуст; в противном случае он должен ожидать. Для метода takeпредикатом условия является утверждение “буфер не пуст”, которое метод takeдолжен проверить перед продолжением выполнения. Точно так же предикатом условия для метода put будет “буфер не полон”. Предикаты условий представляют собой выражения, построенные из переменных состояния класса; проверка экземпляра класса BaseBoundedBuffer на соответствие утверждению “буфер не пуст” выполняется путём сравнения значения поля count со значением ноль, а проверка утверждения “буфер не полон” выполняется путём сравнения значения поля count с размером буфера.

Документируйте предикаты условий, связанные с очередью условий, и ожидающими на них операциями.

Условие ожидания включает в себя важное трехстороннее отношение: блокировку, метод wait и предикат условия. Предикат условия включает в себя переменные состояния, а переменные состояния защищены блокировкой, поэтому перед проверкой предиката условия, мы должны удерживать эту блокировку. Объект блокировки и объект очереди условий (объект, на котором вызываются методы wait и notify) должны быть одним и тем же объектом.

В классе BoundedBuffer состояние буфера защищено блокировкой буфера, а объект буфера используется в качестве очереди условий. Метод take захватывает блокировку буфера, а затем проверяет предикат условия (буфер не пуст). Если буфер действительно не пуст, он удаляет первый элемент, в отношении которого может это выполнить, потому что он по-прежнему удерживает блокировку, защищающую состояние буфера.

Если предикат условия не выполняется (буфер пуст), метод take должен ожидать, пока другой поток не поместит объект в буфер. Это делается с помощью вызова метода wait на внутренней очереди условий буфера, что требует удержания блокировки на объекте очереди условий. Так как в продуманном дизайне это было реализовано, метод take уже удерживает ту блокировку, которая ему нужна для проверки предиката условия (и если бы предикат условия выполнялся, то метод изменил бы состояние буфера в той же атомарной операции). Метод wait освобождает блокировку, блокирует текущий поток и ожидает истечения указанного времени ожидания, прерывания потока или пробуждения потока поступившим уведомлением. После того, как поток просыпается, метод wait, перед возвратом управления, повторно захватывает блокировку. Поток просыпается из метода wait без получения особого приоритета в повторном захвате блокировки; он конкурирует за блокировку, подобно любому другому потоку, пытаясь войти в блок synchronized.

Каждый вызов метода wait неявно связан с определенным *предикатом условия*. При вызове метода wait относительно определенного предиката условия, вызывающий объект должен уже удерживать блокировку, связанную с очередью условий, и эта блокировка также должна защищать переменные состояния, из которых состоит предикат условия.

### 14.2.2 Раннее пробуждение

Как будто бы трехстороннее отношение между блокировкой, предикатом условия и очередью условий не было достаточно сложным, так ещё и возврат управления из метода wait не обязательно означает, что предикат условия, ожидаемый потоком, возвращает true.

*Единственная внутренняя очередь условий может использоваться более чем одним предикатом условия.* Когда ваш поток пробуждается из-за того, что кто-то вызвал метод notifyAll, это не означает, что предикат условия, которого вы ожидали, теперь истинен. (Это похоже на то, как если бы ваш тостер и кофеварка имели один и тот же звонок; когда он звонит, вам все равно нужно посмотреть, какое устройство подало сигнал.)[[152]](#footnote-152) Кроме того, методу wait разрешается даже “ложно” возвращать управление - не в ответ на вызов метода notify каким-либо потоком.[[153]](#footnote-153)

Когда управление повторно входит в код, вызвавший метод wait, метод повторно захватывает блокировку, связанную с очередью условий. Теперь предикат условия истинен? Возможно. Это могло быть истиной на момент уведомления потока вызовом метода notifyAll, но могло бы опять стать ложью, когда *вы* повторно захватите блокировку. Другие потоки могли захватить блокировку и изменить состояние объекта, в промежутке между моментом пробуждения потока и моментом повторного захвата блокировки. Или, может быть, условие вообще не было истинным с момента, как вы вызвали метод wait. Вы не знаете, почему другой поток вызвал методы notify или notifyAll; возможно, это произошло потому, что другой предикат условия, связанный с той же очередью условий, стал истинным. Наличие множество предикатов условий для каждой очереди состояния довольно распространённое явление - класс BoundedBuffer использует одну и ту же очередь условий в таких предикатах, как “не полон”, так и “не пуст”.[[154]](#footnote-154)

В связи со всеми этими причинами, когда вы просыпаетесь из метода wait, вы должны *вновь* проверить предикат условия и вернуться к ожиданию (или упасть со сбоем), если условие ещё не истинно. Так как вы можете несколько раз просыпаться без выполнения предиката условия (значение предиката не равно true), вы должны всегда вызывать метод wait в цикле, проверяя предикат условия в каждой итерации. В листинге 14.7 приведена каноническая форма для ожидания по условию.

void stateDependentMethod() throws InterruptedException {

* *condition predicate must be guarded by lock* synchronized(lock) {

while (!conditionPredicate()) lock.wait();

*// object is now in desired state*

}

}

**Листинг 14.7** Каноническая форма методов, зависимых от состояния

При использовании ожидания по условию (Object.wait или Condition.await):

* Всегда иметь предикат условия - некоторая проверка состояния объекта, которая должен выполняться перед продолжением;
* Всегда проверяйте предикат условия перед вызовом метода wait и после возврата из метода wait;
* Убедитесь, что переменные состояния, составляющие предикат условия, защищены блокировкой, связанной с очередью условий;
* Удерживайте блокировку, связанную с очередью условий, при вызове методов wait, notify или notifyAll; и
* Не освобождайте блокировку после проверки предиката условия, но до выполнения действий с ним.

### 14.2.3 Пропущенные сигналы

В главе 10 обсуждались проблемы живучести, такие как взаимоблокировка и динамическая блокировка. Другой формой проблем с живучестью являются *пропущенные сигналы* (*missed signals)*. Пропущенный сигнал возникает тогда, когда поток должен дождаться определенного условия, которое уже истинно, но не может проверить предикат условия перед началом ожидания. Таким образом, поток ожидает уведомления о событии, которое уже произошло. Это все равно, что начать готовить тост, выйти за газетой, пока вы находитесь снаружи, сработает звонок, а затем сесть за кухонный стол в ожидании тоста. Вы можете ожидать длительное время - потенциально бесконечно.[[155]](#footnote-155) В отличие от мармелада для тостов, уведомление не является “липким” (*sticky*) - если поток ***A*** уведомляет очередь условий, а поток ***B*** впоследствии ожидает в этой же очереди условий, поток ***B*** просыпается *не* сразу - для пробуждения потока ***B*** требуется другое уведомление. Пропущенные сигналы являются результатом ошибок кодирования, подобных тем, предупреждение о которых было приведено в списке выше, например, провал при попытке выполнения проверки предиката условия, перед вызовом метода wait. Если вы структурируете свое состояние ожидания, как показано в листинге 14.7, у вас не будет проблем с пропущенными сигналами.

### 14.2.4 Уведомление

До сих пор мы описывали только половину того, что происходит в ожидании по условию: ожидание. Другая половина - уведомление. В ограниченном буфере метод take блокируется, если вызывается в тот момент, когда буфер пуст. Для того чтобы *разблокировать* метод take, когда буфер становится непустым, мы должны гарантировать, что в каждой ветке выполнения кода, в которой буфер может стать непустым, выполняется уведомление. В классе BoundedBuffer есть только одно такое место – после метода put. Поэтому метод put, после успешного добавления объекта в буфер, вызывает метод notifyAll. Подобным образом, метод take вызывает метод notifyAll после удаления элемента, чтобы указать, что буфер больше не полон, в случае, если какие-либо потоки ожидают выполнения условия “буфер не полон”.

Всякий раз, ожидая выполнения условия, убедитесь, что кто-то выполнит уведомление, когда предикат условия станет истинным.

Существует два метода уведомления в API очереди условий - notify и notifyAll. Для вызова любого из них необходимо удерживать блокировку, связанную с объектом очереди условий. Вызов метода notify приводит к тому, что JVM выбирает один поток, ожидающий пробуждения на очереди условий; вызов notifyAll пробуждает все потоки, ожидающие на очереди условий. Поскольку при вызове notify или notifyAll необходимо удерживать блокировку объекта очереди условий, а ожидающие потоки не могут вернуться из режима ожидания без повторного захвата блокировки, уведомляющий поток должен быстро освободить блокировку, чтобы гарантировать, что ожидающие потоки будут разблокированы как можно скорее.

Класс BoundedBuffer представляет собой хорошую иллюстрацию того, почему следует отдавать предпочтение методу notifyAll, вместо метода notify, в большинстве случаев. Очередь условий используется для двух различных предикатов условий: “не полон” и “не пуст”. Предположим, поток ***A*** ожидает в очереди условий предиката ***PA***, а поток ***B*** ожидает в той же очереди условий предиката ***PB***. Теперь предположим, что условие предиката ***PB*** становится истинным, а поток ***C*** выполняет только одно уведомление: среда JVM разбудит один поток по своему выбору. Если будет выбран поток ***A***, он проснется, увидит, что предикат ***PA*** еще не истинен, и вернется к ожиданию. Между тем, поток ***B***, который смог бы продолжить выполнение, не просыпается. Это не совсем пропущенный сигнал - это скорее “захваченный сигнал” (*hijacked signal*), но проблема одна и та же: поток ожидает сигнала, который уже произошел (или должен был произойти).

Единственный вызов метода notify может использоваться вместо вызова метода notifyAll только в том случае, когда выполняются оба следующих условия:

**Единообразное ожидание.** Только один предикат условия связан с очередью условий, и каждый из поток выполняет одну и ту же логику при возврате управления из метода wait; и

**Один вход, один выход.** Уведомление на условной переменной позволяет продолжить выполнение не более чем одного потока.

Класс BoundedBuffer встречается с требованием “один вход, один выход”, но не встречается с требованием единообразного ожидания, потому что ожидающие потоки, могут ожидать как условия “не полон”, так и условия “не пуст”. Защелка “стартового затвора”, подобная той, что используется в классе TestHarness из раздела [5.5.1](#_5.5.1_Защёлки), в которой одно событие освобождает набор потоков, не соответствует требованию "один вход, один выход", поскольку открытие начального затвора позволяет продолжить выполнение множества потоков.

Большинство классов не отвечают этим требованиям, поэтому использование метода notifyAll вместо одиночного метода notify будет являться мудрым решением. Хотя это может быть и неэффективно, при использовании метода notifyAll вместо метода notify, гораздо проще обеспечить правильное поведение классов.

Это "устоявшееся мнение" (*prevailing wisdom*) заставляет некоторых людей чувствовать себя некомфортно, и не зря. Использование метода notifyAll, когда только один поток может добиться прогресса, неэффективно - иногда немного, иногда очень весомо. Если десять потоков ожидают на очереди условий, вызов notifyAll приводит к тому, что каждый из них просыпается и конкурирует за блокировку; затем большинство из них, или все, снова переходят в спящий режим. Это означает, что выполняется множество переключений контекста и множество конкурирующих захватов блокировки для каждого события, которое позволяет (возможно) одному потоку продолжить выполнение. (В худшем случае использование метода notifyAll приводит к *O*(n2) пробуждениям, где n пробуждений будет достаточно.) Это еще одна ситуация, когда проблемы производительности поддерживаются одним подходом, а проблемы безопасности - другим.

Уведомление, выполняемое методами put и take класса BoundedBuffer, является консервативным: уведомление выполняется каждый раз, когда объект помещается в буфер или удаляется из него. Это можно оптимизировать, наблюдая, что поток может быть освобожден из ожидания, только если буфер переходит от пустого к не пустому или от полного к не полному, и уведомляя, только если методы put или take оказывают влияние на эти переходы состояния. Это называется *уведомлением по условию* (*conditional notification*). В то время как уведомление по условию может улучшить производительность, его сложно использовать правильно (оно также усложняет реализацию подклассов) и поэтому должно использоваться аккуратно. В листинге 14.8 приведён пример использования уведомления по условию в методе BoundedBuffer.put.

public synchronized void put(V v) throws InterruptedException { while (isFull())

wait();

**boolean wasEmpty = isEmpty()**;

doPut(v);

**if (wasEmpty)**

**notifyAll()**;

}

**Листинг 14.8** Использование уведомления по условию в методе BoundedBuffer.put

Одиночное уведомление и условное уведомление являются оптимизациями. Как всегда, при использовании этих оптимизаций, следуйте принципу “Сначала сделайте это правильно, а затем сделайте это быстро - если это еще не достаточно быстро”; легко ввести странные сбои живучести, из-за неправильного применения уведомлений.

### 14.2.5 Пример: класс затвора

Защёлка “стартового затвора” в классе TestHarness, приведённом в разделе [5.5.1](#_5.5.1_Защёлки), была построена с начальным значением счётчика равным единице, создав, таким образом, *бинарную защелку* (*binary latch)*: одну с двумя состояниями, начальным состоянием и конечным состоянием. Защелка препятствует потокам в преодоления стартового затвора до тех пор, пока она не будет раскрыта, и в этот момент все потоки смогут пройти. Несмотря на то, что механизм защёлки часто является именно тем, что необходимо, иногда является недостатком, что затвор, построенный таким образом, не может быть повторно закрыт после открытия.

Достаточно просто разработать повторно закрываемый класс ThreadGate, используя ожидание по условию, как показано в листинге 14.9. Класс ThreadGate позволяет затвору открываться и закрываться, предоставляя метод await, который блокируется, пока затвор открыт. Метод open использует метод notifyAll, так как семантика этого класса не позволяет выполнить проверку "один вход, один выход" для единственного уведомления.

@ThreadSafe

public class ThreadGate {

* *CONDITION-PREDICATE: opened-since(n) (isOpen || generation>n)* @GuardedBy("this") private boolean isOpen; @GuardedBy("this") private int generation;

public synchronized void close() {

isOpen = false;

}

public synchronized void open() {

++generation;

isOpen = true;

notifyAll();

}

*// BLOCKS-UNTIL: opened-since(generation on entry)*

public synchronized void await() throws InterruptedException { int arrivalGeneration = generation;

while (!isOpen && arrivalGeneration == generation)

wait();

}

}

**Листинг 14.9** Повторно закрываемый затвор, использующий методы wait and notifyAll

Предикат условия, используемый методом await, сложнее простой проверки метода isOpen. Это необходимо, потому что если ***N*** потоков ожидают у затвора в то время, когда он открыт, им всем должно быть позволено продолжить выполнение. Но, если бы затвор открывался и закрывался в быстрой последовательности, не все потоки могли бы быть освобождены, если бы метод await проверял только метод isOpen: к тому времени, когда все потоки получают уведомление, повторно захватывают блокировку и выходят из метода wait, затвор, возможно, уже вновь закрылся. Поэтому класс ThreadGate использует несколько более сложный предикат условия: каждый раз, когда затвор открывается, счетчик “генерации” увеличивается, и поток может пройти метод await, если затвор открыт сейчас, или если затвор открылся с тех пор, как этот поток прибыл к нему.

Так как класс ThreadGate поддерживает только ожидание открытия затвора, он выполняет уведомление только в методе open; для поддержки обеих операций “ожидать открытия” и “ожидать закрытия”, ему придётся выполнять уведомления и в методе open, и в методе close. Это является иллюстрацией того, почему зависящие от состояния классы могут быть хрупкими в поддержке - добавление новой, зависящей от состояния, операции может потребовать изменения множества веток выполнения кода, которые изменяют состояние объекта, так чтобы соответствующие уведомления могли быть выполнены.

### 14.2.6 Вопросы безопасности подклассов

Использование одиночного уведомления или уведомления по условию вводит ограничения, которые могут усложнить реализацию подклассов [CPJ 3.3.3.3]. Если вы в целом хотите поддерживать подклассы, вам необходимо структурировать свой класс так, чтобы подклассы могли добавлять соответствующее уведомление от имени базового класса, если подкласс выполняет это таким образом, который нарушает одно из требований одиночного уведомления или уведомления по условию.

Класс, зависящий от состояния, должен либо полностью раскрывать (и документировать) свои протоколы ожидания и уведомления для подклассов, либо вообще не включать в них подклассы. (Это расширение принципа “дизайн и документирование для наследования, или же его запрет” [EJ пункт 15].) По крайней мере, при разработке класса, зависящего от состояния, в целях наследования требуется предоставить доступ к очередям условий и блокировкам, а также документировать предикаты условий и политику синхронизации; также может потребоваться предоставить переменные состояния, лежащие в основе. (Самое худшее, что может сделать зависящий от состояния класс, - это предоставить своё состояние подклассам, но не документировать свои протоколы ожидания и уведомления; это похоже на класс, предоставляющий свои переменные состояния, но не документирующий свои инварианты.)

Одним из вариантов сделать это, является запрет на создание подклассов, либо объявив класс как final, либо скрывая от подклассов очереди условий, блокировки и переменные состояния. В противном случае, если подкласс делает что-то для дискредитации способа, с помощью которого базовый класс использует метод notify, он должен быть в состоянии возместить ущерб. Рассмотрим неограниченный блокирующий стек, в котором операция изъятия (*pop*) блокируется, если стек пуст, но операция вложить (*push*) всегда может быть выполнена. Это удовлетворяет требованию для одиночного уведомления. Если этот класс использует одиночное уведомление, а подкласс добавляет блокирующий метод “последовательно изъять два элемента”, то теперь существует два класса ожиданий: ожидающие появления одного элемента и ожидающие появления двух. Но если базовый класс предоставляет очередь условий и документирует свои протоколы по её использования, подкласс может переопределить метод вложения, для выполнения метода notifyAll, таким образом, восстанавливая безопасность.

### 14.2.7 Инкапсулирование очередей условий

Обычно лучше инкапсулировать очередь условий, чтобы она была недоступна вне иерархии классов, в которой она используется. В противном случае у вызывающих объектов может возникнуть соблазн подумать, что они понимают ваши протоколы ожидания и уведомления и могут использовать их в не соответствующей вашему дизайну манере. (Невозможно принудительно применить требование о единообразном ожидании для одиночного уведомления, если объект очереди условий недоступен для кода, который вы не контролируете; если чужой код ошибочно ожидает на очереди условий, это может привести к нарушению протокола уведомлений и вызвать захват сигнала.)

К сожалению, этот совет - инкапсулировать объекты, используемые в качестве очередей условий - не согласуется с наиболее распространенным шаблоном проектирования для потокобезопасных классов, в котором внутренняя блокировка объекта используется для защиты его состояния. Класс BoundedBuffer иллюстрирует эту распространенную идиому, в нём объект буфера сам по себе является и блокировкой и очередью условий. Однако класс BoundedBuffer может быть легко реструктурирован для использования приватного объекта блокировки и очереди условий; единственное различие будет заключаться в том, что он больше не будет поддерживать любую форму блокировки на стороне клиента.

### 14.2.8 Протоколы входа и выхода

Веллингс (Wellings, 2004) характеризует надлежащее использование методов wait и notify с точки зрения *протоколов входа* (*entry*) и *выхода* (*exit*). Для каждой операции, зависящей от состояния, и для каждой операции, изменяющей состояние, от которого зависит другая операция, необходимо определить и задокументировать протоколы входа и выхода. Протокол входа - это предикат условия операции; протокол выхода включает в себя проверку всех переменных состояния, которые были изменены операцией, чтобы узнать, не вызвали ли они выполнение какого-либо другого предиката условия, и если это так, то отправить уведомление связанной очереди условий.

Класс AbstractQueuedSynchronizer, на основе которого построено большинство зависимых от состояния классов из пакета java.util.concurrent (см. раздел [14.4](#_14.4_Anatomy_of)), использует концепцию протокола выхода. Вместо того чтобы позволить классам синхронизатора выполнять своё собственное уведомление, он вместо этого требует, чтобы методы синхронизатора возвращали значение, указывающее, могут ли его действия разблокировать один или несколько ожидающих потоков. Это явное требование API затрудняет возникновение ситуации, при которой можно “забыть” выполнить уведомление о некоторых переходах состояний.

## [14.3](#page12) Явные объекты условия

Как мы видели в главе [13](#_Глава_13_Явные), явные блокировки могут быть полезны в тех случаях, когда встроенные блокировки не обладают достаточной гибкостью. Подобно тому, как интерфейс Lock является обобщением внутренних блокировок, интерфейс Condition (см. листинг 14.10) является обобщением внутренних очередей условий.

public interface Condition {

void await() throws InterruptedException; boolean await(long time, TimeUnit unit)

throws InterruptedException;

long awaitNanos(long nanosTimeout) throws InterruptedException; void awaitUninterruptibly();

boolean awaitUntil(Date deadline) throws InterruptedException;

void signal();

void signalAll();

}

**Листинг 14.10** Интерфейс Condition

Внутренние очереди условий имеют несколько недостатков. Каждая внутренняя блокировка может быть связана только с одной очередью условий, что означает, что в классах подобных классу BoundedBuffer, множество потоков может ожидать на одной очереди условий различных предикатов условий, а наиболее распространенный шаблон блокировки включает предоставление объекта очереди условий. Оба этих фактора делают невозможным применение единообразного требования к ожидающим, в отношении использования метода notify. Если вы хотите написать параллельный объект с несколькими предикатами условий или хотите осуществлять больший контроль над видимостью очереди условий, явные классы Lock и Condition предлагают более гибкую альтернативу внутренним блокировкам и очередям условий.

Экземпляр Condition связан с одиночным экземпляром Lock, так же как очередь условий связана с одиночной внутренней блокировкой; для создания экземпляра Condition, вызовите метод Lock.newCondition у связанной блокировки. Подобно тому, как интерфейс Lock предлагает более богатый набор функций, чем внутренняя блокировка, интерфейс Condition предлагает более богатый набор функций, чем внутренние очереди условий: несколько наборов ожиданий (*wait set*) для каждой блокировки, прерываемые и непрерываемые ожидания по условию, ожидания, ограниченные по сроку, и выбор из справедливого и несправедливого помещения в очередь.

В отличие от встроенных очередей условий, можно иметь столько объектов Condition для каждого объекта Lock, сколько вам необходимо. Объекты Condition наследуют настройки справедливости от связанного с ними экземпляра Lock; в случае использования справедливых блокировок, потоки освобождаются из метода Condition.await в порядке FIFO.

Предупреждение об опасности: эквивалентом методов wait, notify и notifyAll для объектов Condition являются методы await, signal и signalAll. Однако класс Condition[[156]](#footnote-156) расширяет класс Object, что означает, что он также имеет методы wait и notify. Обязательно используйте правильные версии методов - await и signal - вместо наследуемых!

В листинге 14.11 показана еще одна реализация ограниченного буфера, на этот раз использующая два экземпляра Condition, - notFull и notEmpty - для явного представления предикатов условий “не полон” и “не пуст”. Когда метод take блокируется из-за того, что буфер пуст, он ожидает на условии notEmpty, и метод put разблокирует любые потоки, заблокированные в методе take, отправляя сигнал условию notEmpty.

@ThreadSafe

public class ConditionBoundedBuffer<T> {

protected final Lock lock = new ReentrantLock();

* *CONDITION PREDICATE: notFull (count < items.length)* private final Condition **notFull** = lock.newCondition();
* *CONDITION PREDICATE: notEmpty (count > 0)*

private final Condition **notEmpty** = lock.newCondition(); @GuardedBy("lock")

private final T[] items = (T[]) new Object[BUFFER\_SIZE]; @GuardedBy("lock") private int tail, head, count;

*// BLOCKS-UNTIL: notFull*

public void put(T x) throws InterruptedException { lock.lock();

try {

while (count == items.length)

**notFull.await()**;

items[tail] = x;

if (++tail == items.length)

tail = 0;

++count;

**notEmpty.signal()**;

} finally { lock.unlock();

}

}

*// BLOCKS-UNTIL: notEmpty*

public T take() throws InterruptedException { lock.lock();

try {

while (count == 0)

**notEmpty.await()**;

T x = items[head];

items[head] = null;

if (++head == items.length)

head = 0;

--count;

**notFull.signal()**;

return x;

} finally { lock.unlock();

}

}

}

**Листинг 14.11** Ограниченный буфер, использующий явные условные переменные

Поведение класса ConditionBoundedBuffer аналогично поведению класса BoundedBuffer, но использование им очередей условий удобнее для чтения - легче анализировать класс, использующий множество экземпляров Condition, чем тот, что использует единственную внутреннюю очередь условий с несколькими предикатами условий. Разделив два предиката условия на отдельные наборы ожидания, интерфейс Condition упрощает выполнение требований для одиночного уведомления. Использование более эффективного метода signal, вместо метода signalAll, уменьшает количество переключений контекста и количество захватов блокировок, вызванных каждой операцией буфера.

Как и во внутренних блокировках и в очередях условий, трехсторонняя связь между блокировкой, предикатом условия и условной переменной также должна выполняться при использовании явных реализаций Lock и Condition. Переменные, участвующие в предикате условия, должны быть защищены экземпляром блокировки Lock, и блокировка Lock должна удерживаться при тестировании предиката условия и при вызове методов await и signal.[[157]](#footnote-157)

Выбирайте между использованием явных экземпляров Condition и внутренних очередей условий так же, как если бы вы выбирали между классом ReentrantLock и блоком synchronized: используйте экземпляр Condition, если вам нужны его расширенные функции, такие как справедливая очередь или несколько наборов ожидания на каждую блокировку, в противном случае, отдайте предпочтение использованию внутренних очередей условий. (Если вы уже используете класс ReentrantLock, потому что вам нужны его расширенные функции, выбор уже сделан.)

## [14.4](#page12) [Анатомия](#page12) синхронизатора

Интерфейсы классов ReentrantLock и Semaphore имеют много общего. Оба класса выступают в качестве “затворов”, позволяя одновременно только ограниченному числу потоков продолжать выполнение; потоки прибывают к затвору и допускаются через него (методы lock или acquire успешно возвращают управление), ожидают (методы lock или acquire блокируются), или возвращаются назад (методы tryLock или tryAcquire возвращают false, указывая, что блокировка или разрешение не были получены за отведённое на ожидание время). Далее, оба класса позволяют выполнять прерываемые, непрерываемые и ограниченные по времени попытки захвата, и оба позволяют выбрать справедливое или несправедливое помещение в очередь ожидания потоков.

Учитывая эту общность, вы можете подумать, что класс Semaphore был реализован поверх класса ReentrantLock, или, возможно, класс ReentrantLock был реализован как класс Semaphore с одним разрешением. Это было бы вполне практично; это распространённое упражнение, заключающееся в том, чтобы доказать, что подсчитывающий семафор может быть реализован с помощью блокировки (как в случае класса SemaphoreOnLock, приведённого в листинге 14.12) и что блокировка может быть реализована с помощью подсчитывающего семафора.

* *Not really how java.util.concurrent.Semaphore is implemented* @ThreadSafe

public class SemaphoreOnLock {

private final Lock lock = new ReentrantLock();

* + *CONDITION PREDICATE: permitsAvailable (permits > 0)*

private final Condition permitsAvailable = lock.newCondition(); @GuardedBy("lock") private int permits;

SemaphoreOnLock(int initialPermits) { lock.lock();

try {

permits = initialPermits;

} finally { lock.unlock();

}

}

*// BLOCKS-UNTIL: permitsAvailable*

public void acquire() throws InterruptedException { lock.lock();

try {

while (permits <= 0)

permitsAvailable.await();

--permits;

} finally { lock.unlock();

}

}

public void release() {

lock.lock();

try {

++permits;

permitsAvailable.signal();

} finally {

lock.unlock();

}

}

}

**Листинг 14.12** Подсчитывающий семафор, реализованный с помощью интерфейса Lock

На самом деле, они оба реализованы с использованием общего базового класса AbstractQueuedSynchronizer (AQS) - как, впрочем, и многие другие синхронизаторы. Класс AQS представляет собой фреймворк для построения блокировок и синхронизаторов, и с его использованием может быть легко и эффективно построен на удивление обширный ряд синхронизаторов. Не только классы ReentrantLock и Semaphore построены с использованием класса AQS, но также и CountDownLatch, ReentrantReadWriteLock, SynchronousQueue[[158]](#footnote-158), и FutureTask.

Класс AQS обрабатывает множество деталей реализации синхронизатора, например, таких как очередь FIFO ожидающих потоков. Конкретные синхронизаторы могут определять гибкие критерии того, должно ли потоку быть позволено пройти или от него требуется ожидать.

Использование класса AQS для создания синхронизаторов имеет ряд преимуществ. Это не только приводит к значительному сокращению усилий, необходимых для реализации, но и не приводит к необходимости расплачиваться за возникновение нескольких точек конкуренции, в отличие от случая построения одного синхронизатора поверх другого. В классе SemaphoreOnLock получение разрешения может быть заблокировано в двух местах - один раз на блокировке, защищающей состояние семафора, а затем вновь, в случае если разрешение недоступно. Синхронизаторы, построенные с помощью класса AQS, имеют только одну точку, в которой они могут быть заблокированы, приводя, таким образом, к снижению издержек на переключение контекста и улучшению пропускной способности. Класс AQS был разработан для обеспечения масштабируемости, и все синхронизаторы в пакете java.util.concurrent, что были построены с его использованием, получают преимущества от этого.

## [14.5](#page12) Класс [AbstractQueuedSynchronizer](#page12)

Большинство разработчиков, вероятно, никогда не будут использовать класс AQS напрямую; стандартный набор синхронизаторов охватывает довольно широкий диапазон ситуаций. Но, видение того, как реализованы стандартные синхронизаторы, может помочь в прояснении того, как они работают.

Основные операции, которые выполняет синхронизатор, основанный на классе AQS, это несколько вариантов *захвата* и *освобождения*. Операция захвата зависит от состояния и всегда может быть заблокирована. В случае блокировки или семафора смысл операции захвата прост - захват блокировки или разрешение - и вызывающему объекту, возможно, придется ожидать, пока синхронизатор находится в том состоянии, в котором это может произойти. С классом CountDownLatch, захват означает “ожидать, пока защелка достигнет своего терминального состояния”, а в случае класса FutureTask, это означает “ожидать, пока задача не будет завершена”. Освобождение является не блокирующей операцией; освобождение может позволить потокам, заблокированным в процессе захвата, продолжить своё выполнение.

Чтобы класс зависел от состояния, он должен иметь некоторое состояние. Класс AQS берет на себя задачу управления некоторыми состояниями для класса синхронизатора: он управляет информацией о состоянии как единым целым, которым можно управлять с помощью защищенных методов getState, setState и compareAndSetState. Этот механизм можно использовать для представления произвольного состояния; например, класс ReentrantLock использует его для отображения того, сколько раз поток-владелец захватывал блокировку, класс Semaphore использует его для представления количества оставшихся разрешений, а класс FutureTask использует его для отображения состояния задачи (не начата, выполняется, завершена, отменена). Синхронизаторы также могут сами управлять дополнительными переменными состояния; например, класс ReentrantLock отслеживает текущего владельца блокировки, чтобы различать реентерабельные и конкурирующие запросы на захват блокировки.

Захват и освобождение блокировки принимает в классе AQS форму, приведённую в листинге 14.13. В зависимости от синхронизатора, захват может быть *исключительным (exclusive)*, как в случае класса ReentrantLock, или *неисключительным* (*nonexclusive*), как в случае классов Semaphore и CountDownLatch. Операция захвата состоит из двух частей. Во-первых, синхронизатор решает, позволяет ли текущее состояние выполнить захват; если это так, потоку позволяется продолжить выполнение, а если нет, операция захвата блокируется или происходит сбой. Это решение определяется семантикой синхронизатора; например, захват блокировки может быть успешен, если блокировка не удерживается, и захват защелки может быть успешен, если защелка находится в терминальном состоянии.

boolean acquire() throws InterruptedException {

while (state does not permit acquire) { if (blocking acquisition requested) {

enqueue current thread if not already queued block current thread

}

else

return failure

}

possibly update synchronization state dequeue thread if it was queued return success

}

void release() {

update synchronization state

if (new state may permit a blocked thread to acquire)

unblock one or more queued threads

}

**Листинг 14.13** Каноническая форма захвата и освобождения в классе AQS

Вторая часть включает в себя, возможно, обновление состояния синхронизатора; один поток, захвативший синхронизатор, может оказывать влияние на то, смогут ли другие потоки также захватить его. Например, захват блокировки изменяет состояние блокировки с “не удерживается” на “удерживается”, а получение разрешения от семафора уменьшает количество оставшихся разрешений. С другой стороны, захват защёлки одним потоком не оказывает влияние на возможность её захвата другими потоками, поэтому захват защёлки не изменяет её состояние.

Синхронизатор, поддерживающий эксклюзивный захват, должен реализовывать защищенные методы tryAcquire, tryRelease, и isHeldExclusively, а тот, что поддерживает совместный захват, должен реализовывать методы tryAcquireShared и tryReleaseShared. Методы acquire, acquireShared, release и releaseShared класса AQS вызывают формы try этих методов в подклассе синхронизатора, чтобы определить, может ли операция продолжиться. Подкласс синхронизатора может использовать методы getState, setState и compareAndSetState для проверки и обновления состояния, в соответствии с семантикой захвата и освобождения и сообщить базовому классу через возврат статуса, была ли успешна попытка захвата или освобождения синхронизатора. Например, возврат отрицательного значения из класса tryAcquireShared свидетельствует о крахе захвата; возврат нулевое значения указывает на то, что синхронизатор был захвачен эксклюзивно; и возврат положительного значения указывает на то, что синхронизатор был захвачен не эксклюзивно. Методы tryRelease и tryReleaseShared должны возвращать значение true, если при освобождении, могут быть разблокированы потоки, пытающиеся захватить синхронизатор.

Для упрощения реализации блокировок, поддерживающих очереди условий (например, класс ReentrantLock), класс AQS также предоставляет механизмы для построения условных переменных, связанных с синхронизаторами.

### 14.5.1 Простая защёлка

Класс OneShotLatch из листинга 14.14, представляет собой бинарную защелку, реализованную с использованием класса AQS. Он имеет два публичных метода, await и signal, которые соответствуют захвату и освобождению. Изначально, защёлка закрыта; любой поток, вызвавший метод await, блокируется до тех пор, пока защелка не будет открыта. Как только защёлка открывается с помощью вызова метода signal, ожидающие потоки освобождаются, и потоки, последовательно прибывшие к защёлке, продолжают своё выполнение.

@ThreadSafe

public class OneShotLatch {

private final Sync sync = new Sync();

public void signal() { sync.releaseShared(0); }

public void await() throws InterruptedException { sync.acquireSharedInterruptibly(0);

}

private class Sync extends AbstractQueuedSynchronizer { protected int tryAcquireShared(int ignored) {

* *Succeed if latch is open (state == 1), else fail* return (getState() == 1) ? 1 : -1;

}

protected boolean tryReleaseShared(int ignored) { setState(1); *// Latch is now open*

return true; *// Other threads may now be able to acquire*

}

}

}

**Листинг 14.14** Бинарная защёлка, реализованная с помощью класса AbstractQueuedSynchronizer

В классе OneShotLatch, состояние защёлки определяется состоянием класса AQS – закрыто (***ноль***) или открыто (***один***). Метод await вызывает метод acquireSharedInterruptibly класса AQS, который в свою очередь консультируется с методом tryAcquireShared класса OneShotLatch. Реализация метода tryAcquireShared должна возвращать значение, указывающее, может ли быть выполнен захват защёлки или нет. Если защёлка уже была ранее открыта, метод tryAcquireShared возвращает значение “успешно”, позволяя потоку продолжить выполнение; в противном случае, он возвращает значение, указывающее на то, что попытка захвата защёлки была неудачной. Метод acquireSharedInterruptibly интерпретирует неудачу при захвате защёлки в качестве признака того, что поток должен быть помещен в очередь ожидающих потоков. Аналогично, метод signal вызывает метод releaseShared, который, в свою очередь, консультируется с методом tryReleaseShared. Реализация метода tryReleaseShared безоговорочно устанавливает состояние защелки в “открыто” и указывает (через своё возвращаемое значение), что синхронизатор находится в полностью освобождённом состоянии. Это приводит к тому, что класс AQS позволяет всем ожидающим потокам попытаться повторно захватить синхронизатор, и захват защёлки теперь будет выполнен успешно, потому что метод tryAcquireShared возвращает значение “успешно”.

Класс OneShotLatch представляет собой полнофункциональный, удобный и производительный синхронизатор, реализованный всего в двадцати или около того строках кода. Конечно, ему не хватает некоторых полезных возможностей, - таких как ограниченного по времени захвата или возможности проверки состояния защёлки - но их также легко реализовать, поскольку класс AQS предоставляет ограниченные по времени версии методов захвата и методы-утилиты для распространённых операций проверок.

Класс OneShotLatch мог бы быть реализован путем расширения класса AQS, а не делегирования ему, но это нежелательно по нескольким причинам [EJ пункт 14]. Расширение разрушит простотой (состоящий из двух методов) интерфейс класса OneShotLatch, и, несмотря на то, что открытые методы AQS не позволят вызывающим объектам нарушить состояние защёлки, вызывающие объекты могут легко использовать их неправильно. Ни один из синхронизаторов пакета java.util.concurrent не расширяет класс AQS напрямую - все они делегируют выполнение приватным внутренним подклассам AQS.

## [14.6](#page12) AQS в классах-синхронизаторах из пакета java.util.concurrent

Множество блокирующих классов из пакета java.util.concurrent, таких как ReentrantLock, Semaphore, ReentrantReadWriteLock, CountDownLatch, SynchronousQueue и FutureTask, построено с использованием класса AQS. Не вдаваясь в детали слишком глубоко (исходный код является частью поставки JDK[[159]](#footnote-159)), давайте кратко рассмотрим, как каждый из этих классов использует AQS.

### 14.6.1 Класс ReentrantLock

Класс ReentrantLock поддерживает только эксклюзивный захват блокировки, поэтому он реализует методы tryAcquire, tryRelease, и isHeldExclusively; реализация метода tryAcquire для несправедливой версии, приведена в листинге 14.15. Класс ReentrantLock использует состояние синхронизации для хранения счетчика захватов блокировки и поддерживает переменную owner, предназначенную для хранения идентификатора потока-владельца, который изменяется только тогда, когда текущий поток только что захватил блокировку или только собирается ее освободить.[[160]](#footnote-160) В методе tryRelease проверяется поле owner, чтобы гарантировать, что текущий поток завладеет блокировкой прежде, чем позволит выполниться методу unlock; в методе tryAcquire это поле используется для различия между реентерабельным и конкурентным захватом.

protected boolean tryAcquire(int ignored) {

final Thread current = Thread.currentThread();

int c = getState();

if (c == 0) {

if (compareAndSetState(0, 1)) {

owner = current;

return true;

}

} else if (current == owner) { setState(c+1);

return true;

}

return false;

}

**Листинг 14.15** Несправедливая реализация метода tryAcquire в классе ReentrantLock

Когда поток пытается захватить блокировку, метод tryAcquire сначала справляется о состоянии блокировки. Если она не удерживается, метод пытается обновить состояние блокировки, чтобы обозначить, что блокировка удерживается. В связи с тем, что состояние могло измениться из-за того, что сведения о нём были получены несколько инструкций назад, метод tryAcquire пытается использовать метод compareAndSetState для автоматического обновления состояния, чтобы указать, что блокировка удерживается и убедится, что оно не изменилось с момента прошлого наблюдения. (См. описание метода compareAndSetState в разделе 15.3.) Если состояние блокировки указывает на то, что она уже удерживается и текущий поток является владельцем блокировки - счетчик захватов увеличивается; если текущий поток не является владельцем блокировки, попытка захвата блокировки завершается неудачей.

Класс ReentrantLock также использует преимущества встроенной поддержки классом AQS множества условных переменных и наборов ожидания. Метод Lock.newCondition возвращает новый экземпляр ConditionObject, представляющий собой внутренний класс AQS.

### 14.6.2 Классы Semaphore и CountDownLatch

Класс Semaphore использует синхронизированное состояние класса AQS для хранения количества доступных разрешений. Метод tryAcquireShared (см. листинг 14.16) сначала вычисляет количество оставшихся разрешений, а если их недостаточно, возвращает значение, указывающее, что захват завершился неудачно. Если осталось достаточное количество разрешений, он пытается атомарно уменьшить количество разрешений с помощью метода compareAndSetState. Если операция выполнена успешно (это означает, что количество разрешений не изменилось с момента последнего просмотра), он возвращает значение, указывающее, что захват произведён успешно. Возвращаемое значение также содержит код успешности *других* попыток совместного захвата, в этом случае другие ожидающие потоки также будут разблокированы.

protected int tryAcquireShared(int acquires) {

while (true) {

int available = getState();

int remaining = available - acquires;

if (remaining < 0

* compareAndSetState(available, remaining)) return remaining;

}

}

protected boolean tryReleaseShared(int releases) { while (true) {

int p = getState();

if (compareAndSetState(p, p + releases))

return true;

}

}

**Листинг 14.16** Методы tryAcquireShared и tryReleaseShared класса Semaphore.

Цикл while завершается тогда, когда нет достаточного количества разрешений или когда метод tryAcquireShared может атомарно обновить количество разрешений для соответствия количеству захватов. В то время как любой вызов метода compareAndSetState может завершиться неудачей из-за конкуренции с другими потоками (см. раздел 15.3), вынуждая его повторяться, один из двух критериев завершения станет истинным в пределах разумного количества повторных попыток. Аналогичным образом, метод tryReleaseShared увеличивает количество разрешений, потенциально разблокируя ожидающие потоки и повторяет попытки до успешного обновления. Возвращаемое методом tryReleaseShared значение указывает на то, могли ли другие потоки быть разблокированы освобождением.

Класс CountDownLatch использует класс AQS аналогично классу Semaphore: синхронизированное состояние содержит текущее количество. Метод countDown вызывает метод release, который приводит к уменьшению счетчика и разблокирует ожидающие потоки, если счетчик достигает нуля; метод await вызывает метод acquire, который немедленно возвращает управление, если счетчик достигает нуля, в противном случае блокируется.

### 14.6.3 Класс FutureTask

На первый взгляд класс FutureTask даже не выглядит как синхронизатор. Но метод Future.get имеет семантику, очень похожую на семантику защёлки - если произошло какое-либо событие (завершение или отмена задачи, представленной экземпляром FutureTask), то потоки могут продолжать работу, иначе они помещаются в очередь до тех пор, пока это событие не произойдет.

Класс FutureTask использует синхронизированное состояние класса AQS для хранения состояния задачи – выполняется (*running*), завершено (*completed*) или отменено (*cancelled*). Он также поддерживает дополнительные переменные состояния для хранения результата вычисления или вызванного им исключения. Кроме того, он поддерживает ссылку на поток, в котором выполняется вычисление (если он в настоящее время находится в состоянии выполнения), чтобы его можно было прервать, если задача будет отменена.

### 14.6.4 Класс ReentrantReadWriteLock

Интерфейс ReadWriteLock предполагает наличие двух блокировок - блокировки на чтение и блокировки на запись, но в реализации класса ReentrantReadWriteLock на основе AQS, блокировкой на чтение и на запись управляет единственный подкласс AQS. Класс ReentrantReadWriteLock использует 16 бит состояния для подсчёта количества блокировок на запись, а остальные 16 бит для подсчёта количества блокировок на чтение. Операции блокировок на чтение совместно используют методы захвата и освобождения; операции блокировки на запись используют методы захвата и освобождения эксклюзивно.

Внутри себя класс AQS поддерживает очередь ожидающих потоков, отслеживая, запрашивал ли поток эксклюзивный или совместный доступ. В случае класса ReentrantReadWriteLock, когда блокировка становится доступной, если поток, находящийся вначале очереди, ищет доступ на запись, он получит его, и если поток, находящийся в начале очереди, ищет доступ на чтение, все ожидающие в очереди потоки будут получать его, вплоть до первого запроса запись.[[161]](#footnote-161)

## 14.7 Итоги

Если вам нужно реализовать класс, зависимый от состояния, - тот, чьи методы должны блокироваться, если предусловие на основе состояния не выполняется - лучшая стратегия, как правило, заключается в реализации на основе существующего библиотечного класса, подобного Semaphore, BlockingQueue или CountDownLatch, как в случае класса ValueLatch (из раздела [8.5.1](#_8.5.1_Пример:_фрэймворк)). Однако иногда существующие библиотечные классы не обеспечивают достаточной базы; в этих случаях можно создать собственные синхронизаторы, используя внутренние очереди условий, явные объекты Condition или класс AbstractQueuedSynchronizer. Внутренние очереди условий тесно связаны с внутренней блокировкой, так как механизм управления зависимостью состояний обязательно связан с механизмом обеспечения согласованности состояний. Точно так же, явные экземпляры Condition тесно связаны с явными экземплярами Lock и предлагают расширенный набор функций по сравнению с внутренними очередями условий, включая несколько наборов ожидания для каждой блокировки, прерываемые или непрерывные условия ожидания, справедливое или несправедливое помещение в очередь и ожидание с ограничением по времени.

# [Chapter 15](#page12) Атомарные переменные и неблокирующая синхронизация

Многие из классов пакета java.util.concurrent, такие как Semaphore и ConcurrentLinkedQueue, обеспечивают лучшую производительность и масштабируемость по сравнению с альтернативами, использующими блок synchronized. В этой главе мы рассмотрим основной источник повышения производительности: атомарные переменные и неблокирующую синхронизацию.

Большая часть недавних исследований в области параллельных алгоритмов была сосредоточена на *неблокирующих алгоритмах*, которые используют для обеспечения целостности данных, при параллельном доступе, низкоуровневые атомарные машинные инструкции, подобные *сравнить-и-обменять* (*compare-and-swap)*, а не блокировки. Неблокирующие алгоритмы широко используются в операционных системах и среде JVM для планирования потоков и процессов, сборки мусора, а также для реализации блокировок и других параллельных структур данных.

Неблокирующие алгоритмы значительно сложнее в разработке и реализации, чем основанные на блокировках альтернативы, но они могут предложить значительные преимущества в масштабируемости и живучести. Они координируются на более тонком уровне детализации и могут значительно сократить затраты на планирование, поскольку они не блокируются, когда несколько потоков конкурируют за одни и те же данные. Кроме того, они невосприимчивы к взаимоблокировкам и другим проблемам живучести. В алгоритмах, основанных на блокировках, другие потоки не могут прогрессировать, если поток переходит в спящий режим или вращается, пока удерживается блокировка, тогда как неблокирующие алгоритмы непроницаемы для сбоев отдельных потоков. Начиная с Java 5.0, можно построить эффективные неблокирующие алгоритмы в Java, используя *классы атомарных переменных*, такие как AtomicInteger и AtomicReference.

Атомарные переменные также могут быть использованы в качестве “лучших volatile переменных”, даже если вы не разрабатываете неблокирующие алгоритмы. Атомарные переменные предлагают ту же семантику памяти, что и переменные volatile, но с дополнительной поддержкой атомарных обновлений, что делает их идеально подходящими для счетчиков, генераторов последовательностей и сбора статистики, предлагая лучшую масштабируемость, чем альтернативы на основе блокировок.

## [15.1](#page12) Недостатки блокировки

Координация доступа к совместно используемому состоянию с помощью согласованного протокола блокировки гарантирует, что любой поток, удерживающий блокировку, защищающую набор переменных, имеет монопольный доступ к этим переменным и что любые изменения, внесенные в эти переменные, видны другим потокам, которые впоследствии захватят блокировку.

Современные среды JVM могут оптимизировать захват и освобождение незапланированных блокировок довольно эффективно, но если несколько потоков запрашивают блокировку одновременно, JVM обращается за помощью к операционной системе. Если он дойдет до этого момента, какой-то неудачливый поток будет приостановлен, и его выполнение будет возобновлено позже[[162]](#footnote-162). При возобновлении этого потока, может потребоваться дождаться завершения квантов планирования другими потоками, прежде чем он фактически будет запланирован к выполнению. Приостановка и возобновление потока приводит к большим издержкам и обычно влечет за собой длительное прерывание. Для классов на основе блокировок с хорошо детализированными операциями (подобных синхронизированным классам коллекций, в которых большинство методов содержат только несколько операций), отношение издержек планирования к полезной работе может быть довольно высоким, *когда блокировка часто оспаривается*.

Переменные volatile - это более легкий механизм синхронизации, чем блокировка, поскольку они не приводят к переключению контекста или планированию потоков. Однако volatile переменные имеют некоторые ограничения по сравнению с блокировкой: хотя они предоставляют аналогичные гарантии видимости, их нельзя использовать для построения атомарных составных действий. Это означает, что переменные volatile нельзя использовать, когда одна переменная зависит от другой, или когда новое значение переменной зависит от ее старого значения. Это ограничивает спектр ситуаций, в которых допустимо применение переменных volatile, так как они не могут быть использованы для надежной реализации обычных инструментов, подобных счетчикам или мьютексам.[[163]](#footnote-163)

Например, в то время как операция инкремента (++i) может выглядеть как атомарная операция, на самом деле это три различные операции - получить текущее значение переменной, добавить к ней единицу, а затем записать обновленное значение обратно. Чтобы не потерять обновление, вся операция чтение-изменение-запись должна быть атомарной. До сих пор мы видели только один способ, которым можно это сделать – с помощью блокировки, как в классе Counter из раздела [4.1](#_4.1_Проектирование_потокобезопасных).

Класс Counter потокобезопасен, и при наличии небольшой конкуренции, или в её отсутствии, работает просто отлично. Но в условиях конфликта производительность страдает из-за накладных расходов на переключение контекста и задержек, вызванных планированием. Когда блокировки удерживаются на краткое время, приостановка выполнения потока является суровым наказанием за то, что блокировка была запрошена в неудачный момент времени.

Блокировка имеет ещё несколько недостатков. Когда поток ожидает блокировку, он не может делать ничего другого. Если поток, удерживающий блокировку, задерживается (из-за ошибки страницы, задержки, вызванной планированием или тому подобного), то ни один поток, которому нужна эта блокировка, не сможет прогрессировать. Это может быть серьезной проблемой, если заблокированный поток является высокоприоритетным потоком, но поток, удерживающий блокировку, является низкоприоритетным потоком - угроза производительности, известная как *инверсия приоритета* (*priority inversion*). Даже при том, что поток с более высоким приоритетом должен иметь приоритет, он вынужден ожидать, пока блокировка не будет освобождена, и это эффективно понижает его приоритет до потока с более низким приоритетом. Если поток, удерживающий блокировку, постоянно блокируется (из-за бесконечного цикла, взаимоблокировки, динамической блокировки или другого сбоя живучести), любые потоки, ожидающие этой блокировки, никогда не смогут добиться прогресса.

Даже игнорируя эти угрозы, блокировка сама по себе является тяжеловесным механизмом для хорошо детализированных операций, подобных операции увеличения счётчика. Было бы неплохо иметь более детализированный подход для управления конкуренцией между потоками – что-то вроде volatile переменных, но предоставляющих возможность атомарных обновлений. К счастью, современные процессоры предлагают нам именно такой механизм.

## [15.2](#page12) Аппаратная поддержка параллелизма

Эксклюзивная блокировка является *пессимистичным* подходом - она предполагает худшее (если вы не запрете дверь, гремлины войдут и переставят ваши вещи) и не позволит продолжить, пока вы можете гарантировать, захватив соответствующую блокировку, что другие потоки не будут оказывать влияние.

Для хорошо детализированных операций существует альтернативный подход, который часто является более эффективным - *оптимистичный* подход, при котором вы продолжаете обновление, надеясь, что вы можете завершить его без постороннего вмешательства. Этот подход основан на *обнаружении коллизий* (*collision* *detection*) путём определения наличия помех со стороны других взаимодействующих сторон, во время выполнения обновления, в случае наличия таковых - операция завершается неудачно и может быть повторена (или нет). Оптимистичный подход подобен старой поговорке “легче получить прощение, чем разрешение”, где “легче” здесь означает “эффективнее”.

Процессоры, предназначенные для работы в многопроцессорных системах, предоставляют специальные инструкции для управления параллельным доступом к совместно используемым переменным. Процессоры ранних лет имели атомарные инструкции проверить-и-установить (*test-and-set*), получить-и-увеличить (*fetch-and-increment*) или обменять (*swap*), достаточные для реализации мьютексов, которые, в свою очередь, могли использоваться для реализации более сложных параллельных объектов. Сегодня почти каждый современный процессор имеет атомарную инструкцию прочитать-изменить-записать (*read-modify-write*), такую как *сравнить-и-обменять* (*compare-and-swap*) или *загрузка-с-пометкой /попытка-записи* (*load-linked/store-conditional*). Операционные системы и среда JVM используют эти инструкции для реализации блокировок и параллельных структур данных, но до Java 5.0 они не были непосредственно доступны классам Java.

### 15.2.1 Сравнить и обменять

Подход, используемый большинством процессорных архитектур, включая IA32 и Sparc, заключается в реализации инструкции *сравнить-и-обменять* (CAS). (Другие процессоры, такие как PowerPC, реализуют ту же функциональность с помощью пары инструкций: *загрузка-с-пометкой* и *попытка-записи*.) CAS имеет три операнда - ячейку памяти ***V***, с которой следует работать, ожидаемое старое значение ***A*** и новое значение ***B***. CAS атомарно обновляет ***V*** до нового значения ***B***, но только если значение в ***V*** соответствует ожидаемому старому значению ***A***; в противном случае операция ничего не делает. В любом случае операция возвращает значение, находящееся в текущий момент в ***V***. (Вариант, называемый *сравнить-и-обменять*, вместо этого возвращает результат, указывающий на то, была ли операция выполнена успешно.) CAS означает “Я думаю, что ***V*** должно иметь значение ***A***; если это так, поставьте там ***B***, иначе не меняйте значение, но скажите мне, что я ошибался”. Операция CAS является оптимистичным подходом - она продолжает обновление в надежде на успех и может обнаружить сбой, если другой поток обновил переменную с момента ее последнего получения. Класс SimulatedCAS приведённый в листинге 15.1 иллюстрирует семантику (но не реализацию или производительность) операции CAS.

@ThreadSafe

public class SimulatedCAS { @GuardedBy("this") private int value;

public synchronized int get() { return value; }

public synchronized int compareAndSwap(int expectedValue, int newValue) {

int oldValue = value;

if (oldValue == expectedValue)

value = newValue;

return oldValue;

}

public synchronized boolean compareAndSet(int expectedValue, int newValue) {

return (expectedValue

== compareAndSwap(expectedValue, newValue));

}

}

**Листинг 15.1** Симуляция операции CAS

Когда несколько потоков пытаются обновить одну и ту же переменную с помощью CAS одновременно, один выигрывает и обновляет значение переменной, а остальные проиграют. Но проигравшие не наказываются отстранением, как это могло бы быть, если бы они не смогли захватить блокировку; вместо этого им говорят, что они не выиграли гонку на этот раз, но могут попробовать еще раз. Поскольку поток, который проигрывает в операции CAS, не блокируется, он может решить, хочет ли он повторить попытку, выполнить какое-либо другое действие по восстановлению или не делать ничего.[[164]](#footnote-164) Эта гибкость позволяет исключить множество из угроз живучести, связанных с блокировками (хотя в нетипичных случаях может привести к введению риска возникновения динамической взаимоблокировки (*livelock*) - см. раздел [10.3.3](#_10.3.3_Динамическая_взаимоблокировк)).

Типичный шаблон использования CAS заключается в том, чтобы сначала прочитать значение из ***V***, вывести новое значение ***B*** из ***A***, а затем использовать операцию CAS для атомарного изменения значения ***V*** с ***A*** на ***B***, до того момента, когда на значение ***V*** перестанут оказывать влияние другие потоки. Операция CAS решает проблему реализации атомарных последовательностей прочитать-изменить-записать без использования блокировки, потому что она может обнаруживать внесение помех другими потоками.

### 15.2.2 Неблокирующий счётчик

Класс CasCounter из листинга 15.2, реализует потокобезопасный счетчик с помощью операции CAS. Операция инкремента следует канонической форме - извлечь старое значение, преобразовать его в новое значение (добавив единицу) и использовать операцию CAS для установки нового значения. Если операция CAS проваливается, операция немедленно повторяется. Осуществление повторной попытки, как правило, является разумной стратегией, хотя в случаях жёсткой конкуренции может быть желательным подождать некоторое время или откатится, прежде чем повторять попытку, с целью избежания возникновения динамической взаимоблокировки.

@ThreadSafe

public class CasCounter {

private SimulatedCAS value;

public int getValue() {

return value.get();

}

public int increment() {

int v;

do {

v = value.get();

}

while (v != value.compareAndSwap(v, v + 1)); return v + 1;

}

}

**Листинг 15.2** Неблокирующий счётчик с использованием операции CAS

Класс CasCounter не блокируется, хотя, возможно, операцию и придется повторить несколько[[165]](#footnote-165) раз, если другие потоки будут обновлять значение счетчика в то же самое время. (На практике, если все, что вам нужно, это счетчик или генератор последовательности, просто используйте классы AtomicInteger или AtomicLong, которые предоставляют методы для атомарного увеличения и другие арифметические методы.)

На первый взгляд счетчик на основе CAS выглядит так, как будто он должен работать хуже, чем счетчик на основе блокировки; он состоит из большего количества операций и поток управления в нём более сложен, и он зависит от кажущейся сложной операции CAS. Но на самом деле счетчики на основе CAS значительно превосходят счетчики на основе блокировок, если существует даже небольшое количество конфликтов, и часто даже при отсутствии конфликтов. Для быстрого неконкурентного захвата блокировки, требуется, по крайней мере, одна операция CAS плюс другие связанные с блокировкой служебные действия, так что в лучшем случае для счетчика на основе блокировки выполняется больше работы, чем в нормальной ситуации для счетчика на основе операции CAS. Так как операция CAS преуспевает большую часть времени (при условии низкой и умеренной конкуренции), железо будет корректно предсказывать возникновение неявной ветви в цикле while, минимизируя издержки, введённые более сложной логикой управления.

Синтаксис языка для блокировки может быть компактным, но работа, выполняемая JVM и ОС для управления блокировками, таковой не является. Блокировка влечёт за собой пересечение относительно сложных веток кода в JVM и может повлечь за собой блокировку на уровне ОС, приостановку потока и переключение контекста. В лучшем случае блокировка требует, по крайней мере, выполнения одной операции CAS, поэтому использование блокировок выводит операции CAS из поля зрения, но не сохраняет фактическую стоимость выполнения. С другой стороны, выполнение операции CAS из программы не включает в себя код JVM, системные вызовы или планирование действий. То, что выглядит как более длинная ветка выполнения кода на уровне приложения, на самом деле является гораздо более короткой веткой кода, когда учитывается активность JVM и ОС. Основным недостатком операции CAS является то, что она вынуждает вызывающий объект сталкиваться с конкуренцией (повторение попытки, откат или отказ от выполнения операции), в то время как блокировки сталкиваются с конкуренцией за блокирование автоматически, пока блокировка доступна.[[166]](#footnote-166)

Производительность операции CAS широко варьируется между различными процессорами. В системе с одним процессором операция CAS обычно занимает порядка нескольких тактовых циклов, так как синхронизация между процессорами не требуется. На момент написания этой статьи, затраты на неконкурентную операцию CAS, в системе с несколькими ЦП, составляли примерно от десяти до 150 циклов; производительность CAS является быстро движущейся целью и варьируется не только между архитектурами, но даже между версиями одного и того же процессора. Конкурирующие силы, скорее всего, приведут к дальнейшему повышению эффективности CAS в течение следующих нескольких лет. Хорошее эмпирическое правило заключается в том, что затраты на “короткий путь” для *неконкурентного* захвата и освобождения блокировки на большинстве процессоров примерно в два раза превышает стоимость операции CAS.

### 15.2.3 Поддержка операций CAS в среде JVM

Итак, каким образом Java-код убеждает процессор выполнить операции CAS от его имени? До Java 5.0 не было способа сделать это короче, чем написать нативный (native) код. В Java 5.0 была добавлена низкоуровневая поддержка для предоставления операций CAS для типов int, long и объектных ссылок, и JVM компилирует их в наиболее эффективные средства, предоставляемые железом. На платформах, поддерживающих CAS, среда выполнения помещает их в соответствующие машинные инструкции; в худшем случае, если CAS-подобная инструкция недоступна, JVM использует спин-блокировку[[167]](#footnote-167). Эта низкоуровневая поддержка JVM используется классами атомарных переменных (AtomicXxx в пакете java.util.concurrent.atomic) для обеспечения эффективной работы CAS с числовыми и ссылочными типами; эти классы атомарных переменных используются, прямо или косвенно, для реализации большинства классов в пакете java.util.concurrent.

## [15.3](#page12) Классы атомарных переменных

Атомарные переменные являются более детализированными и облегченными, чем блокировки, и критически важны для реализации высокопроизводительного параллельного кода в многопроцессорных системах. Атомарные переменные ограничивают область конкуренции одной переменной; это настолько детализировано, насколько возможно получить (даже предполагая, что ваш алгоритм может быть реализован с использованием такой тонкой детализации). Быстрый (неконкурентный) путь для обновления атомарной переменной не медленнее, чем быстрый путь для захвата блокировки, и обычно быстрее; медленный путь определенно быстрее, чем медленный путь в случае использования блокировок, поскольку он не включает приостановку и перепланирование потоков. С алгоритмами, основанными на атомарных переменных вместо блокировок, потоки с большей вероятностью смогут продолжить работу без задержек и затратить меньшее время на восстановление, если столкнутся с конкуренцией.

Классы атомарных переменных предоставляют обобщение volatile переменных для поддержки атомарных условных операций прочитать-изменить-записать. Класс AtomicInteger представляет значение int и предоставляет методы get и set с той же семантикой памяти, как при чтении и записи volatile int. Он также предоставляет атомарный метод compareAndSet (который в случае успешного выполнения обладает теми же эффектами памяти, как при чтении и записи volatile переменной) и, для удобства, атомарные методы добавления (*add*), увеличения (*increment*) и уменьшения (*decrement*). Класс AtomicInteger имеет поверхностное сходство с расширенным классом Counter, но предлагает значительно лучшую масштабируемость при конкуренции, поскольку он может напрямую использовать аппаратную поддержку параллелизма железом.

Существует двенадцать классов атомарных переменных, разделенных на четыре группы: скаляры (*scalars*), средства обновления полей (*field updaters*), массивы и составные переменные. Наиболее часто используемыми атомарными переменными являются скаляры: AtomicInteger, AtomicLong, AtomicBoolean, и AtomicReference. Все поддерживают операции CAS; Integer и Long версии также поддерживают арифметику. (Для имитации атомарных переменных других примитивных типов можно привести short или byte значения к типу int и из него, и использовать методы floatToIntBits или doubleToLongBits для чисел с плавающей запятой.)

Классы атомарных массивов (доступные в Integer, Long и Reference версиях) - это массивы, элементы которых можно обновлять атомарно. Классы атомарных массивов предоставляют volatile семантику доступа к элементам массива, функцию, недоступную для обычных массивов - volatile массив обладает volatile семантикой только для ссылок на массив, а не для содержащихся в нём элементов. (Другие типы атомарных переменных обсуждаются в разделах [15.4.3](#_15.4.3_Atomic_field) и [15.4.4](#_15.4.4_The_ABA).)

В то время как атомарные скалярные классы расширяют класс Number, они не расширяют примитивные классы-обёртки, такие как Integer или Long. Фактически, они не могут: примитивные классы-обёртки неизменяемы, тогда как классы атомарных переменных изменяемы. Классы атомарных переменных также не переопределяют методы hashCode или equals; каждый экземпляр индивидуален. Как и большинство изменяемых объектов, они не являются хорошими кандидатами на роль ключей в коллекциях, основанных на хэшах.

### 15.3.1 Atomics as “better volatiles”

В разделе [3.4.2](#_3.4.2_Использование_volatile) мы использовали volatile ссылку на неизменяемый объект для атомарного обновления нескольких переменных состояния. Этот пример опирался на операцию проверить-затем-выполнить, но в этом конкретном случае гонка данных была безвредной, потому что нам было все равно, если мы иногда теряли обновление. В большинстве других ситуаций такая проверка не была бы безвредной и могла бы поставить под угрозу целостность данных. Например, класс NumberRange из раздела [4.3.3](#_4.3.3_Когда_делегирование), не может быть безопасно реализован с помощью volatile ссылки на неизменяемый объект холдера для верхней и нижней границ, а также с использованием атомарных целых чисел для хранения границ. Поскольку инвариант ограничивает два числа, и они не могут быть обновлены одновременно, пока инвариант сохраняется, класс диапазона чисел, использующий volatile ссылки или несколько атомарных целых чисел, столкнётся с небезопасной последовательностью операций проверить-затем-выполнить.

Мы можем скомбинировать подход, принятый в классе OneValueCache с атомарными ссылками, чтобы исключить возможность возникновения условий гонки, *атомарно* обновляя ссылку на неизменяемый объект, содержащий значения нижней и верхней границ. Класс CasNumberRange из листинга 15.3 использует класс AtomicReference для хранения состояния экземпляра IntPair; с помощью метода compareAndSet он может обновлять верхнюю или нижнюю границы без возникновения условий гонки, в отличие от класса NumberRange.

public class CasNumberRange {

@Immutable

private static class IntPair {

final int lower; *// Invariant: lower <= upper*

final int upper;

...

}

private final AtomicReference<IntPair> values =

new AtomicReference<IntPair>(new IntPair(0, 0));

public int getLower() { return values.get().lower; } public int getUpper() { return values.get().upper; }

public void setLower(int i) {

while (true) {

IntPair oldv = values.get();

if (i > oldv.upper)

throw new IllegalArgumentException(

"Can’t set lower to " + i + " > upper"); IntPair newv = new IntPair(i, oldv.upper); if (values.compareAndSet(oldv, newv))

return;

}

}

*// similarly for setUpper*

}

**Листинг 15.3** Сохранение инвариантов из множества переменных с использованием CAS

### 15.3.2 Производительность: блокировки против атомарных переменных

Чтобы продемонстрировать различия в масштабируемости между блокировками и атомарными переменными, мы построили бенчмарк, сравнивающий несколько реализаций генератора псевдослучайных чисел (PRNG). В PRNG следующее "случайное" число является детерминированной функцией предыдущего числа, поэтому PRNG должен запоминать предыдущее число как часть своего состояния.

В листингах 15.4 и 15.5 приведены две реализации потокобезопасного PRNG, одна из которых использует класс ReentrantLock, а другая использует класс AtomicInteger.

@ThreadSafe

public class ReentrantLockPseudoRandom extends PseudoRandom { private final Lock lock = new ReentrantLock(false); private int seed;

ReentrantLockPseudoRandom(int seed) { this.seed = seed;

}

public int nextInt(int n) {

lock.lock();

try {

int s = seed;

seed = calculateNext(s);

int remainder = s % n;

return remainder > 0 ? remainder : remainder + n; } finally {

lock.unlock();

}

}

}

**Листинг 15.4** Генератор случайных чисел с использованием класса ReentrantLock

Тестовый драйвер каждый раз вызывается повторно; каждая итерация генерирует случайное число (которое извлекает и изменяет совместно используемое состояние переменной seed), а также выполняет ряд итераций “занят выполнением работы”, которые работают строго с локальными для потока данными. Такое поведение позволяет имитировать типичные операции, которые включают в себя некоторую часть работы с совместно используемым состоянием и некоторую часть работы с состоянием, локальным для потока.

@ThreadSafe

public class AtomicPseudoRandom extends PseudoRandom { private AtomicInteger seed;

AtomicPseudoRandom(int seed) { this.seed = new AtomicInteger(seed);

}

public int nextInt(int n) {

while (true) {

int s = seed.get();

int nextSeed = calculateNext(s);

if (seed.compareAndSet(s, nextSeed)) { int remainder = s % n;

return remainder > 0 ? remainder : remainder + n;

}

}

}

}

**Листинг 15.5** Генератор случайных чисел с использованием класса AtomicInteger.
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**Рисунок 15.1** Производительность классов Lock и AtomicInteger при высокой конкуренции

Как показывают эти графики, при высоких уровнях конкуренции блокировка имеет тенденцию превосходить атомарные переменные, но при более реалистичных уровнях конкуренции, атомарные переменные превосходят блокировки.[[168]](#footnote-168) Это вызвано тем, что блокировка реагирует на конкуренцию путем приостановки потоков, уменьшая, таким образом, использование ЦП и трафик синхронизации в совместно используемой шине памяти. (Это похоже на то, как блокировка производителя в дизайне производитель-потребитель снижает нагрузку на потребителей и тем самым позволяет им догнать производителя.) С другой стороны, в случае использования атомарных переменных управление конфликтами перекладывается на вызывающий класс. Подобно большинству алгоритмов на основе CAS, класс AtomicPseudoRandom реагирует на конкуренцию, немедленно повторяя попытку, что обычно является правильным подходом, но в среде с высокой конкуренцией просто приводит к большему количеству конфликтов.
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**Рисунок 15.2** Производительность классов Lock и AtomicInteger при умеренной конкуренции

Прежде чем мы осудим класс AtomicPseudoRandom как плохо написанный или атомарные переменные как худший выбор по сравнению с блокировками, мы должны понять, что уровень конкуренции, приведённый на рисунке 15.1 нереально высок: никакая реальная программа не занимается только тем, что борется за блокировку или атомарную переменную. На практике атомики (*atomics*), как правило, масштабируется лучше, чем блокировки, потому что атомики более эффективно справляется с типичными уровнями конкуренции.

Изменение производительности между блокировками и атомиками при разных уровнях конкуренции, иллюстрирует сильные и слабые стороны каждого из них. При низкой и умеренной конкуренции, атомики обеспечивает лучшую масштабируемость; при высокой конкуренции, блокировки обеспечивают лучшее предотвращение конфликтов. (Алгоритмы на основе CAS, в системе с одним процессором, также превосходят основанные на блокировке алгоритмы, так как CAS всегда преуспевает, за исключением маловероятного случая, что поток будет вытеснен в середине операции чтение-изменение-запись.)

Рисунки 15.1 и 15.2 включают в себя третью кривую; реализацию класса PseudoRandom, использующего класс ThreadLocal для вывода состояния PRNG. Такой подход к реализации изменяет поведение класса - каждый поток видит свою собственную частную последовательность псевдослучайных чисел вместо всех потоков, совместно использующих одну последовательность, - но иллюстрирует, что часто дешевле вообще не использовать состояние, если этого можно избежать. Мы можем улучшить масштабируемость, более эффективно справляясь с конкуренцией, но истинная масштабируемость достигается только за счет полного устранения конкуренции.

## [15.4](#page12) [Неблокирующие алгоритмы](#page12)

Алгоритмы, основанные на блокировках, подвержены риску возникновения ряда сбоев живучести. Если поток, удерживающий блокировку, задерживается из-за блокировки ввода/вывода, ошибки страницы или по другой причине, возможна ситуация, при которой поток не будет прогрессировать. Алгоритм называется *неблокирующим* (*nonblocking*), если сбой или приостановка какого-либо потока не может привести к сбою или приостановке другого потока; алгоритм называется свободным от блокировок (*lock-free*), если при выполнении каждого шага *какой-либо* поток сможет прогрессировать. Алгоритмы, использующие операции CAS исключительно для координации между потоками, при правильном построении могут быть как неблокирующими, так и свободными от блокировок. Конкуренция в операциях CAS всегда завершаются успешно, и если несколько потоков конкурируют за операцию CAS, один всегда выигрывает и, следовательно, прогрессирует. Неблокирующие алгоритмы также невосприимчивы к взаимоблокировке или инверсии приоритета (хотя они могут сталкиваться с голоданием или динамической взаимоблокировкой, потому что могут выполнять повторные попытки). До сих пор мы видели один неблокирующий алгоритм: класс CasCounter. Хорошие неблокирующие алгоритмы известны для многих распространенных структур данных, включая стеки, очереди, приоритетные очереди и хэш-таблицы - хотя проектирование новых алгоритмов представляет собой задачу, которую лучше оставить экспертам.

### 15.4.1 Неблокирующий стек

Неблокирующие алгоритмы значительно сложнее, чем их эквиваленты на основе блокировок. Ключом к созданию неблокирующих алгоритмов является выяснение того, как ограничить область атомарных изменений одной переменной при сохранении согласованности данных. В классах связанных коллекций, подобных очередям, иногда можно избежать выражения изменяемых состояний в виде изменений отдельных ссылок и использования класса AtomicReference для представления каждой ссылки, которая должна обновляться атомарно.

Стек представляют собой простейшую связанную структуру данных: каждый элемент ссылается только на один другой элемент, а на каждый элемент ссылается только одна объектная ссылка. В класс ConcurrentStack из листинга 15.6 демонстрируется, как построить стек с использованием атомарных ссылок. Стек представляет собой связанный список элементов Node, вершина которого хранится в переменной top, каждый элемент списка содержит значение и ссылку на следующий элемент. Метод push подготавливает новую ссылку на элемент, следующее поле которого ссылается на текущую вершину стека, и затем использует операцию CAS, чтобы попытаться установить его качестве вершины стека. Если тот же самый узел все еще находится на вершине стека, как и в тот момент, когда мы начали, операция CAS выполняется успешно; если верхний узел изменился (потому что другой поток добавил или удалил элементы, во время начала выполнения операции), операция CAS завершается сбоем и метод push обновляет информацию о новом элементе на основе текущего состояния стека и повторяет операцию вновь. В любом случае, стек все еще находится в согласованном состоянии, после выполнения операции CAS.

@ThreadSafe

public class ConcurrentStack <E> {

AtomicReference<Node<E>> top = new AtomicReference<Node<E>>();

public void push(E item) {

Node<E> newHead = new Node<E>(item);

Node<E> oldHead;

do {

oldHead = top.get();

newHead.next = oldHead;

} while (!top.compareAndSet(oldHead, newHead));

}

public E pop() {

Node<E> oldHead;

Node<E> newHead;

do {

oldHead = top.get();

if (oldHead == null)

return null;

newHead = oldHead.next;

} while (!top.compareAndSet(oldHead, newHead)); return oldHead.item;

}

private static class Node <E> {

public final E item;

public Node<E> next;

public Node(E item) {

this.item = item;

}

}

}

**Листинг 15.6** Неблокирующий стек использующий алгоритм Трейбера (Treiber, 1986)

Классы CasCounter и ConcurrentStack иллюстрируют характеристики всех неблокирующих алгоритмов: некоторая работа выполняется спекулятивно и, возможно, её придется переделывать. В классе ConcurrentStack, при создании экземпляра Node, представляющего собой новый элемент, мы надеемся, что значение ссылки next, к моменту установки в стеке, будет по-прежнему корректным, но готовы повторить попытку в случае возникновения конкуренции.

Неблокирующие алгоритмы, подобные классу ConcurrentStack, выводят свою потокобезопасность из того факта, что, подобно блокировке, метод compareAndSet предоставляет гарантии как атомарности, так и видимости. Когда поток изменяет состояние стека, он делает это с помощью метода compareAndSet, который обладает теми же эффектами памяти при записи, что и volatile. Когда поток проверяет стек, он делает это, вызывая метод get на том же экземпляре AtomicReference, который обладает теми же эффектами памяти при чтении, что и volatile. Таким образом, любые изменения, сделанные одним потоком, безопасно публикуются в любом другом потоке, который проверяет состояние списка. И список модифицируется методом compareAndSet, который атомарно обновляет ссылку на элемент top или завершает своё выполнение сбоем, если обнаруживает влияние другого потока.

### 15.4.2 Неблокирующий связанный список

Два неблокирующих алгоритма, которые мы видели до сих пор, счетчик и стек, иллюстрируют основную схему использования операций CAS для спекулятивного обновления значения, с повторной попыткой, если выполнить обновление не удается. Хитрость построения неблокирующих алгоритмов заключается в ограничении области атомарных изменений одной переменной. Со счетчиками это тривиально, и со стеком всё достаточно прямолинейно, но для более сложных структур данных, подобных очередям, хэш-таблицам или деревьям, всё может быть намного сложнее.

Связанная очередь сложнее, чем стек, поскольку она должна поддерживать быстрый доступ как к голове (*head*), так и к хвосту (*tail*). Для этого она сохраняет отдельные указатели на голову и хвост. Два указателя ссылаются на узел в хвосте: next, указывающий на текущий последний элемент и указатель хвоста. Для успешной вставки нового элемента, оба указателя должны обновляться атомарно. На первый взгляд, это невозможно сделать с помощью атомарных переменных; для обновления двух указателей требуются отдельные операции CAS, и если первая завершается успешно, но второй это сделать не удаётся, очередь остается в несогласованном состоянии. И, даже если обе операции выполняются успешно, другой поток может попытаться получить доступ к очереди между первой и второй операциями. Построение неблокирующего алгоритма для связанной очереди требует конкретного плана для обеих ситуаций.

Для разработки этого плана нам необходимо несколько трюков. Во-первых, убедитесь, что структура данных всегда находится в согласованном состоянии, даже в процессе многоэтапного обновления. Таким образом, если поток ***A*** находится в процессе обновления, когда поток ***B*** выходит на сцену, потоку ***B*** могут сообщить, что операция была частично завершена, и он будет знать, что нельзя пытаться немедленно применить свое собственное обновление. Затем поток ***B*** может ожидать (многократно проверяя состояние очереди) до тех пор, пока поток ***A*** не завершит своё выполнение, чтобы они не мешали друг другу.

В то время как этого трюка самого по себе будет достаточно, чтобы позволить потокам получать доступ к структуре данных “по очереди” без её повреждения, если у одного потока произошёл сбой в середине выполнения обновления, ни один поток не сможет получить доступ к очереди. Чтобы сделать алгоритм неблокирующим, мы должны гарантировать, что сбой потока не помешает другим потокам добиться прогресса. Таким образом, второй трюк состоит в том, чтобы убедиться, что если поток ***B*** прибывает, чтобы получить доступ к структуре данных в середине операции обновления потока ***A***, в структуре данных для потока ***B*** воплощено достаточно информации, чтобы *завершить операцию обновления* потока ***A***. Если поток *B* “помогает” потоку ***A***, завершая операцию ***A***, поток ***B*** может продолжить свою собственную операцию, не дожидаясь потока ***A***. Когда поток A завершит свою работу, он обнаружит, что поток ***B*** уже выполнил эту работу за него.

Класс LinkedQueue из листинга 15.7, демонстрирует часть неблокирующего алгоритма Майкла-Скотта (Michael and Scott, 1996), касающуюся вставки в связанную очередь, который используется в классе ConcurrentLinkedQueue. Как и во многих других алгоритмах очередей, пустая очередь состоит из “дозорного” (*sentinel*) или “фиктивного” (*dummy*) узла, а указатели на голову и хвост инициализируются ссылками на дозорный узел. Указатель хвоста всегда ссылается на дозорный узел (если очередь пуста), последний элемент в очереди или (в случае, если операция находится в процессе обновления) предпоследний элемент.

@ThreadSafe

public class LinkedQueue <E> {

private static class Node <E> {

final E item;

final AtomicReference<Node<E>> next;

public Node(E item, Node<E> next) {

this.item = item;

this.next = new AtomicReference<Node<E>>(next);

}

}

private final Node<E> dummy = new Node<E>(null, null);

private final AtomicReference<Node<E>> head

= new AtomicReference<Node<E>>(dummy); private final AtomicReference<Node<E>> tail

= new AtomicReference<Node<E>>(dummy);

public boolean put(E item) {

Node<E> newNode = new Node<E>(item, null);

while (true) {

Node<E> curTail = tail.get();

Node<E> tailNext = curTail.next.get();

if (curTail == tail.get()) {

if (tailNext != null) {

*// Queue in intermediate state, advance tail*

tail.compareAndSet(curTail, tailNext); **B**

} else {

*// In quiescent state, try inserting new node*

if (curTail.next.compareAndSet(null, newNode)) {

* *Insertion succeeded, try advancing tail* tail.compareAndSet(curTail, newNode); return true;

}

}

}

}

}

}

**Листинг 15.7** Фрагмент неблокирующего алгоритма Michael-Scott, касающийся вставки в очередь

На рисунке 15.3 иллюстрируется очередь с двумя элементами в нормальном, или *спокойном* (*quiescent*) состоянии.
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**Рисунок 15.3** Очередь с двумя элементами в спокойном состоянии

Вставка нового элемента предполагает обновление двух указателей. Первый связывает новый узел с концом списка, обновляя указатель next на текущий последний элемент; второй перемещает указатель хвоста в обход, чтобы указать на новый последний элемент. Между этими двумя операциями, очередь находится в *промежуточном* (*intermediate)* состоянии, показанном на рис. 15.4.
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**Рисунок 15.4** Очередь в промежуточном состоянии в процессе вставки

После второго обновления очередь снова находится в состоянии покоя, показанном на рисунке 15.5.
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**Рисунок 15.5** Очередь вновь в состоянии покоя, после завершения вставки

Ключевое наблюдение, которое включает оба из требуемых трюков, состоит в том, что, если очередь находится в состоянии покоя, связующее поле элемента next, на который указывает хвост, содержит null, и если это промежуточное состояние, значение поля tail.next не null. Таким образом, любой поток может сразу определить состояние очереди, проверяя значение поля tail.next. Кроме того, если очередь находится в промежуточном состоянии, ее можно восстановить в состояние покоя, переместив указатель хвоста вперед на один узел, таким образом, завершив операцию для любого потока, находящегося в процессе вставки элемента.[[169]](#footnote-169)

Метод LinkedQueue.put сначала проверяет, находится ли очередь в промежуточном состоянии, прежде чем вставлять новый элемент (шаг ***A***). Если это так, то какой-то другой поток уже находится в процессе вставки элемента (между шагами ***C*** и ***D***). Вместо того чтобы ожидать завершения этого потока, текущий поток помогает ему, завершая операцию для него, продвигая указатель хвоста (шаг ***B***). Затем он повторяет эту проверку в том случае, если другой поток начал вставлять новый элемент, продвигая указатель хвоста, пока он не обнаружит очередь в состоянии покоя, чтобы он мог начать свою собственную вставку.

Операция CAS на шаге ***C***, в котором новый узел связывается хвостом очереди, может завершиться сбоем, если в одно и то же время два потока пытаются вставить элемент. В этом случае ничего страшного не происходит: никаких изменений не было сделано, и текущий поток может просто повторно загрузить указатель на хвост и повторить попытку. После успешного завершения шага ***C***, вставка считается вступившей в силу; второй операцией CAS (стадия ***D***) является “очистка”, поскольку она может быть выполнена либо вставляющим элемент потоком, либо любым другим потоком. Если на шаге ***D*** происходит сбой, вставляющий поток так или иначе возвращается, вместо того, чтобы повторно выполнить операцию CAS, потому что в повторной попытке нет необходимости - другой поток уже выполнил задание на шаге ***B***! Это работает потому, что прежде чем какой-либо поток попытается связать новый узел с очередью, он сначала проверяет, нуждается ли очередь в очистке, проверяя, что значение поля tail.next не null. Если это так, он сначала перемещает указатель хвоста (возможно, несколько раз), до тех пор, пока очередь не будет находиться в состоянии покоя.

### 15.4.3 Обновления атомарного поля

В листинге 15.7 показан алгоритм, используемый классом ConcurrentLinkedQueue, но фактическая реализация немного отличается. Вместо представления каждого экземпляра Node с помощью атомарной ссылки, класс ConcurrentLinkedQueue использует volatile ссылку и обновляет ее с помощью основанного на reflection класса AtomicReferenceFieldUpdater, как показано в листинге 15.8.

private class Node<E> {

private final E item;

private volatile Node<E> next;

public Node(E item) {

this.item = item;

}

}

private static AtomicReferenceFieldUpdater<Node, Node> nextUpdater

* AtomicReferenceFieldUpdater.newUpdater( Node.class, Node.class, "next");

**Листинг 15.8** Использование обновлений атомарных полей в классе ConcurrentLinkedQueue

Классы-апдейтеры (*updater classes*) атомарных полей (доступные в Integer, Long и Reference версиях) представляют основанное на reflection “представление” существующего поля volatile так, чтобы операция CAS могла использоваться на существующих volatile полях. Классы-апдейтеры не имеют конструкторов; для их создания необходимо вызвать фабричный метод newUpdater, указав класс и имя поля. Классы-апдейтеры полей не привязаны к определенному экземпляру; их можно использовать для обновления целевого поля в любом экземпляре целевого класса. Гарантии атомарности для классы-апдейтеров слабее, чем для обычных атомарных классов, потому что вы не можете гарантировать, что базовые поля не будут изменены непосредственно - метод compareAndSet и арифметические методы гарантируют атомарность только по отношению к другим потокам, использующим методы апдейтеров для обновления атомарных полей.

В классе ConcurrentLinkedQueue, для обновления поля next экземпляра Node используется метод compareAndSet, вызываемый из метода nextUpdater. Этот, в некоторой степени, окольный подход используется исключительно по соображениям производительности. Для часто выделяемых (*allocated*) короткоживущих объектов, подобных связываемым узлам в очереди, исключение создания экземпляра AtomicReference для каждого экземпляра Node приводит к достаточно значительному снижению затрат на операции вставки. Тем не менее, практически во всех ситуациях обычные атомарные переменные работают просто отлично - только в нескольких случаях будут требоваться апдейтеры атомарных полей. (Апдейтеры атомарных полей также полезны тогда, когда вы хотите выполнить атомарные обновления, сохраняя сериализованную форму существующего класса.)

### 15.4.4 Проблема ABA

*Проблема* ABA является аномалией, которая может возникнуть из-за наивного использования алгоритмов сравнить-и-обменять, в которых узлы могут быть переработаны[[170]](#footnote-170) (в основном в средах без сборки мусора). Операция CAS фактически спрашивает "Значение ***V*** все еще ***A***?” , и продолжает обновление, если это так. В большинстве ситуаций, включая примеры, представленные в этой главе, этого вполне достаточно. Однако иногда мы хотим спросить: “Изменялось ли значение ***V*** с тех пор, как я наблюдал, что оно было ***A***?”. Для некоторых алгоритмов изменение значения ***V*** с ***A*** на ***B***, а затем обратно на ***A*** по-прежнему считается изменением, которое требует от нас повторения некоторых алгоритмических шагов.

*Проблема* ABA может возникнуть в алгоритмах, которые выполняют своё собственное управление памятью для объектов связываемых узлов. В этом случае недостаточно того, что голова списка все еще ссылается на ранее наблюдаемый узел, чтобы подразумевать, что содержимое списка не изменилось. Если вы не можете избежать проблемы ABA, разрешив сборщику мусора управлять ссылочными узлами, существует относительно простое решение: вместо обновления значения ссылки, обновите пару значений, ссылку и номер версии. Даже если значение изменяется с ***A*** на ***B*** и обратно на ***A***, номера версий будут отличаться. Класс AtomicStampedReference (и его кузен AtomicMarkableReference) обеспечивают условное атомарное обновление пары переменных. Класс AtomicStampedReference обновляет объект пары “ссылка - целое число”, позволяя “версионированным” ссылкам стать нечувствительными[[171]](#footnote-171) к проблеме ABA. Аналогично, класс AtomicMarkableReference обновляет пару “ссылка на объект - булево значение”, которая используется некоторыми алгоритмами, чтобы позволить узлу оставаться в списке, когда он помечен как удаленный.[[172]](#footnote-172)

## 15.5 Итого

Неблокирующие алгоритмы поддерживают потокобезопасность, используя вместо блокировок низкоуровневые примитивы параллелизма, такие как сравнить-и-поменять. Эти низкоуровневые примитивы предоставляются через классы атомарных переменных, которые также могут использоваться как “лучшие volatile переменные”, обеспечивая атомарные операции обновления для целых чисел и ссылок на объекты.

Неблокирующие алгоритмы трудно разработать и реализовать, но они могут предложить лучшую масштабируемость в типичных условиях и большую устойчивость к сбоям живучести. Многие достижения в области параллельной производительности от одной версии JVM к другой, связаны с использованием неблокирующих алгоритмов как в JVM, так и в библиотеках платформы.

# [Глава 16](#page12) [Модель](#page12) памяти Java

На протяжении всей книги мы в основном избегали низкоуровневых деталей модели памяти Java (JMM) и вместо этого сосредоточились на вопросах проектирования более высокого уровня, таких как безопасная публикация, спецификация и соблюдение политик синхронизации. Они порождают свою безопасность от JMM, и вы можете упростить себе фактическое использование этих механизмов, когда поймёте, *почему* они так работают. Эта глава приподнимает занавес, чтобы выявить низкоуровневые требования и гарантии модели памяти Java и идеи, лежащие в основе некоторых правил проектирования более высокого уровня, предлагаемых в этой книге.

## [16.1](#page12) Что такое модель памяти и зачем она мне нужна?

Предположим, что один поток присваивает значение переменной aVariable:

aVariable = 3;

Модель памяти озадачивается вопросом, “при каких условиях поток, который читает переменную aVariable, увидит значение 3?”. Это может прозвучать как глупый вопрос, но в отсутствии синхронизации, существует ряд причин, по которым поток может не сразу - или вообще никогда - увидеть результаты операции в другом потоке. Компиляторы могут генерировать инструкции в порядке, отличном от “очевидного”, прописанного в исходном коде, или хранить переменные в регистрах, а не в оперативной памяти; процессоры могут выполнять инструкции параллельно или не по порядку; кэши могут различаться порядком, в котором данные записываются в переменные или фиксируются в основной памяти; а значения, хранящиеся в локальных кэшах процессора, могут быть не видны другим процессорам. Эти факторы могут стать препятствием для того, чтобы поток видел самое последнее значение переменной и может привести к тому, что операции с памятью в других потоках будут выглядеть беспорядочными - если вы не используете адекватную синхронизацию.

В однопоточной среде, все эти трюки, играющие в нашей программе роль окружения, скрыты от нас, предназначены для ускорения выполнения и не оказывают никакого иного влияния. Спецификация языка Java требует, чтобы среда JVM поддерживала *в потоке семантику последовательного выполнения* (*within-thread as-if-serial semantics*): до тех пор, пока программа получает тот же самый результат, как если бы она выполнялась в среде со строго последовательным порядком выполнения, все эти игры допустимы. И это тоже хорошо, потому что, в последние годы, эти перестановки влекут за собой значительное улучшение производительности при выполнении вычислений. Конечно, более высокие тактовые частоты способствовали повышению производительности, но также увеличился параллелизм - конвейерные суперскалярные вычислительные модули, динамическое планирование инструкций, спекулятивное выполнение и сложные многоуровневые кэши памяти. По мере того как процессоры становятся все более изощренными, так же есть и компиляторы, переупорядочивающие инструкции для облегчения оптимального выполнения и использующие сложные глобальные алгоритмы распределения регистров. И поскольку производители процессоров переходят на многоядерные процессоры, во многом из-за того, что увеличение тактовых частот становится экономически всё дороже, аппаратный параллелизм будет только увеличиваться.

В многопоточной среде, иллюзия последовательность не может поддерживаться без существенных затрат производительности. Поскольку большинство потоков в параллельном приложении ограничено по времени, и каждый из них “занят своим делом”, чрезмерная координация между потоками только замедлит работу приложения, без получения реальной выгоды. Только в том случае, когда несколько потоков совместно используют одни и те же данные, необходимо координировать их действия, и JVM в этом отношении полагается на программу, чтобы та определяла, когда это будет происходить, с помощью синхронизации.

Спецификация JMM определяет минимальные гарантии, которым должна следовать среда JVM, когда записывает значения в переменные, которые становятся видимыми для других потоков. Она был разработана, чтобы сбалансировать требование предсказуемости и простоты разработки программ с реалиями реализации высокопроизводительных JVM на широком спектре популярных процессорных архитектур. Некоторые аспекты JMM сначала могут вызвать беспокойство, если вы не знакомы с приемами, используемыми современными процессорами и компиляторами, для “выжимания” дополнительной производительности из вашей программы.

### 16.1.1 Основа моделей памяти

В мультипроцессорной архитектуре с совместно используемой памятью, каждый процессор имеет собственный кэш, который периодически согласовывается с основной памятью. Процессорные архитектуры обеспечивают различную степень согласованности кэша (*cache coherence)*; некоторые предоставляют минимальные гарантии, позволяющие разным процессорам видеть различные значения для одного и того же участка памяти, практически в любое время. Операционная система, компилятор и среда выполнения (а иногда и программа) должны компенсировать разницу между возможностями, предоставляемыми оборудованием, и тем, что требуется для обеспечения потокобезопасности.

Обеспечение возможности того, чтобы каждый процессор знал, чем занят другой процессор, всегда обходится дорого. Большую часть времени эта информация не нужна, поэтому процессоры ослабляют гарантии согласованности памяти, с целью повышения производительности. Архитектура модели памяти сообщает программам, какие гарантии они могут ожидать от системы памяти, и определяет специальные инструкции, необходимые (называемые барьерами памяти (*memory* *barriers)* или ограждениями (*fences*)) для получения дополнительных гарантий координации памяти, необходимых при совместном использовании данных. Чтобы оградить разработчика Java от различий между моделями памяти в различных архитектурах, Java предоставляет свою собственную модель памяти, а JVM имеет дело с различиями между JMM и нижележащей моделью памяти платформы, путём вставки барьеров памяти в соответствующих местах.

Одним из удобных способов мысленно представить себе модель выполнения программы – это принять, что существует единый порядок, в котором в программе выполняются все операции, независимо от того, на каком процессоре они выполняются, и принять, что каждое чтение переменной будет видеть последнюю запись этой переменной, в порядке выполнения любым процессором. Эта счастливая, хотя и не реалистичная, модель называется согласованной последовательностью (*sequential consistency)*. Разработчики программного обеспечения часто ошибочно предполагают согласованную последовательность, но ни один современный мультипроцессор не предлагает согласованной последовательности, как, в прочем, и JMM. Классическая модель последовательных вычислений, модель фон Неймана, является лишь расплывчатым приближением того, как ведут себя современные мультипроцессоры.

Суть в том, что современные мультипроцессоры с совместно используемой памятью (а также компиляторы) могут делать некоторые удивительные вещи, когда данные совместно используются разными потоками, за исключением ситуации, при которой вы указали им не использовать барьеры памяти. К счастью, программам Java нет необходимости указывать расположение барьеров памяти; они должны только определить момент, когда выполняется обращение к совместно используемому состоянию, посредством надлежащего использования синхронизации.

### 16.1.2 Переупорядочивание

При описании условий гонки и сбоев атомарности в главе [2](#_Глава_2_Потокобезопасность), мы использовали диаграммы взаимодействия, изображающие “неудачный момент времени”, в который планировщик чередовал операции, что приводило к появлению неправильных результатов в недостаточно синхронизированных программах. Усугубляя проблему, спецификация JMM может позволить действиям казаться выполняемыми в различном порядке, с точки зрения разных потоков, что делает рассуждения о порядке в отсутствие синхронизации еще более сложными. Различные причины, по которым операции могут задерживаться или выполняться не по порядку, можно сгруппировать в общую категорию *переупорядочивание* (*reordering*).

Класс PossibleReordering из листинга 16.1 демонстрирует, как трудно рассуждать о поведении даже самых простых параллельных программ, если они синхронизированы не правильно. Довольно легко себе представить, как класс PossibleReordering может печатать (1, 0) или (0, 1), или (1, 1): поток ***A*** может завершить выполнение до запуска потока ***B***, поток ***B*** может завершить выполнение, до запуска потока ***A***, или их действия могут чередоваться. Но, как ни странно, класс PossibleReordering также может напечатать (0, 0)! Действия в каждом потоке не зависят друг от друга и, соответственно, могут выполняться не по порядку. (Даже если они выполняются по порядку, задержка времени, с использованием которой кэши сбрасываются в основную память, может привести к тому, что с точки зрения потока ***B*** присваивания в потоке ***A*** будут выполняться в обратном порядке.)

public class PossibleReordering {
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static int x = 0, y = 0;

static int a = 0, b = 0;

public static void main(String[] args)

throws InterruptedException {

Thread one = new Thread(new Runnable() { public void run() {

a = 1;

x = b;

}

});

Thread other = new Thread(new Runnable() { public void run() {

b = 1;

y = a;

}

});

one.start(); other.start(); one.join(); other.join(); System.out.println("( "+ x + "," + y + ")");

}

}

**Листинг 16.1** Недостаточно синхронизированная программа, которая может вернуть неожиданные результаты.

На рис. 16.1 показано возможное чередование с переупорядочением, приводящее к печати (0, 0).

Thread A

**x = b (0)**

**a = 1**

**b = 1**

**y = a (0)**

ThreadB

**Рис. 16.1** Чередование отражает переупорядочивание в классе PossibleReordering

Класс PossibleReordering представляет собой тривиальную программу, но всё ещё на удивление сложно перечислить ее возможные результаты. Изменение порядка на уровне памяти может привести к неожиданному поведению программ. Рассуждать о порядке в отсутствие синхронизации непомерно сложно; гораздо проще убедиться, что ваша программа использует синхронизацию надлежащим образом. Синхронизация препятствует компилятору, среде выполнения и железу в переупорядочивании операций с памятью таким образом, чтобы нарушить гарантии видимости, предоставляемые JMM.[[173]](#footnote-173)

### 16.1.3 О модели памяти Java менее чем в 500 словах

Модель памяти Java определяется в терминах *действий*, которые включают чтение и запись переменных, блокировку и разблокировку мониторов, запуск и присоединение к потокам. Спецификация JMM определяет частичное упорядочение[[174]](#footnote-174), называемое *happens-before*, на всех действиях программы. Чтобы гарантировать, что поток, выполняющий действие ***B***, сможет видеть результаты действия ***A*** (независимо от того, происходят ли действия ***A*** и ***B*** в разных потоках), между действиями ***A*** и ***B*** должна существовать связь *happens-before*. В отсутствие упорядочивающей связи *happens-before* между двумя операциями, среда JVM может свободно переупорядочивать их по своему усмотрению.

Гонка данных случается, когда переменная считывается более чем одним потоком и записывается, по крайней мере, одним потоком, но операции чтения и записи не упорядочены связью *happens-before*. *Корректно синхронизированная программа* - это программа без гонки данных; правильно синхронизированные программы демонстрируют последовательную согласованность, что означает, что все действия в программе происходят в фиксированном, глобальном порядке.

Правила для happens-before:

**Правило порядка программы.** Каждое действие потока связывается через отношение*happens-before*с каждым действием в том потоке, что придёт после, согласно порядку программы.

**Правило блокировка монитора.** Разблокировка блокировки на мониторе связана отношением*happens-before*с каждой последующей блокировкой на той же самой блокировке монитора.[[175]](#footnote-175)

**Правило Volatile переменной.** Запись поля volatile связана отношением*happens-before*со всемипоследующими чтениями того же самого поля.[[176]](#footnote-176)

**Правило запуска потока.** Вызов метода Thread.startпотока связан отношением*happens-before*с каждым действием в запущенном потоке.

**Правило завершения потока.** Любое действие в потоке связано отношением *happens-before*с любымдругим потоком, определившим, что поток завершен, а также с успешным возвратом из метода Thread.join или из метода Thread.isAlive, вернувшим false.

**Правило прерывания.** Поток, вызвавший метод interrupt другого потока, связан отношением *happens-before* с прерванным потоком, определившим прерывание(а также бросившим исключение InterruptedException, или вызвавшим методы isInterrupted или interrupted).

**Правило финализации.** Завершение конструктора некоторого объекта связано отношением *happens-before*с запуском финализатора этого объекта.

**Транзитивность.** Если поток ***A***связан отношением *happens-before* с потоком***B***, и поток ***B***связан отношением *happens-before* с потоком***C***, тогда поток ***A*** связанотношением*happens-before с потоком* ***C***.

Хотя это лишь частично упорядоченные действия - захват и освобождение блокировки, чтение и запись volatile переменной - они полностью упорядочены. Это позволяет описать отношение *happens-before* в терминах “последовательных” захватов блокировок и чтений volatile переменных.

На рис. 16.2 показано отношение *happens-before*, когда два потока синхронизируются с помощью общей блокировки. Все действия потока ***A*** упорядочены согласно правилу порядка программы, также как и все действия потока ***B***. Поскольку поток ***A*** освобождает блокировку ***M*** и поток ***B*** впоследствии захватывает блокировку ***M***, все действия в потоке ***A***, до освобождения блокировки, упорядочены до всех действий в потоке ***B***, после захвата блокировки. Когда два потока синхронизируются на *разных* блокировках, мы не можем ничего сказать о порядке выполнения действий между ними - между действиями в двух потока не существует отношения *happens-before*.

**Поток A**

**y = 1**

**lock M**

**x = 1**

**unlock M**

**lock M**

**i = x**

**unlock M**

**i = y**

**Поток B**

*Все, что было*

*до разбло-кировки M…*

*…видно всем, после блоки-ровки M.*

**Рисунок 16.2** Иллюстрация отношения *happens-before* в модели памяти Java

### 16.1.4 Комбинирование в синхронизации

В связи с прочностью упорядочивания отношением *happens-before*, вы иногда можете комбинировать свойства видимости существующей синхронизации. Это влечет за собой объединение правила порядка программы для отношения *happens-before* с одним из других правил порядка (обычно, с правилом блокировки монитора или правилом переменной volatile), чтобы упорядочить доступ к переменной, в ином случае не защищаемой блокировкой. Этот подход очень чувствителен к порядку, в котором происходят обращения, и поэтому довольно хрупок; это продвинутый подход, который должен быть зарезервирован для выжимания последней капли производительности из наиболее критичных для производительности классов, подобных классу ReentrantLock.

The implementation of the protected AbstractQueuedSynchronizer methods in FutureTask illustrates piggybacking. AQS maintains an integer of synchronizer state that FutureTask uses to store the task state: running, completed, or cancelled. But FutureTask also maintains additional variables, such as the result of the computation. When one thread calls set to save the result and another thread calls get to retrieve it, the two had better be ordered by *happens-before*. This could be done by making the reference to the result volatile, but it is possible to exploit existing synchronization to achieve the same result at lower cost.

FutureTask is carefully crafted to ensure that a successful call to tryReleaseShared always *happens-before* a subsequent call to tryAcquireShared; tryReleaseShared always writes to a volatile variable that is read by tryAcquire-Shared. Listing 16.2 shows the innerSet and innerGet methods that are called when the result is saved or retrieved; since innerSet writes result before calling releaseShared (which calls tryReleaseShared) and innerGet reads result after calling acquireShared (which calls tryAcquireShared), the program order rule combines with the volatile variable rule to ensure that the write of result in innerGet *happens-before* the read of result in innerGet.

*// Inner class of FutureTask*
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void innerSet(V v) {

while (true) {

int s = getState();

if (ranOrCancelled(s))

return;

if (compareAndSetState(s, RAN))

break;

}

result = v;

releaseShared(0);

done();

}

V innerGet() throws InterruptedException, ExecutionException { acquireSharedInterruptibly(0);

if (getState() == CANCELLED)

throw new CancellationException(); if (exception != null)

throw new ExecutionException(exception); return result;

}

}

Listing 16.2. Inner class of FutureTask illustrating synchronization piggybacking.

We call this technique “piggybacking” because it uses an existing *happens-before* ordering that was created for some other reason to ensure the visibility ofobject *X*, rather than creating a *happens-before* ordering specifically for publishing

* .

Piggybacking of the sort employed by FutureTask is quite fragile and should not be undertaken casually. However, in some cases piggybacking is perfectly reasonable, such as when a class commits to a *happens-before* ordering between methods as part of its specification. For example, safe publication using a BlockingQueue is a form of piggybacking. One thread putting an object on a queue and another thread subsequently retrieving it constitutes safe publication because there is guaranteed to be sufficient internal synchronization in a BlockingQueue implementation to ensure that the enqueue *happens-before* the dequeue.

Other *happens-before* orderings guaranteed by the class library include:

* Placing an item in a thread-safe collection *happens-before* another thread retrieves that item from the collection;
* Counting down on a CountDownLatch *happens-before* a thread returns from await on that latch;
* Releasing a permit to a Semaphore *happens-before* acquiring a permit from that same Semaphore;
* Actions taken by the task represented by a Future *happens-before* another thread successfully returns from Future.get;
* Submitting a Runnable or Callable to an Executor *happens-before* the task begins execution; and
* A thread arriving at a CyclicBarrier or Exchanger *happens-before* the other threads are released from that same barrier or exchange point. If Cyclic-Barrier uses a barrier action, arriving at the barrier *happens-before* the barrier action, which in turn *happens-before* threads are released from the barrier.

## [16.2](#page12) [Publication](#page12)

Chapter 3 explored how an object could be safely or improperly published. The safe publication techniques described there derive their safety from guarantees provided by the JMM; the risks of improper publication are consequences of the absence of a *happens-before* ordering between publishing a shared object and accessing it from another thread.

### 16.2.1 Unsafe publication

The possibility of reordering in the absence of a *happens-before* relationship ex-plains why publishing an object without adequate synchronization can allow an-other thread to see a *partially constructed object* (see Section 3.5). Initializing a new object involves writing to variables—the new object’s fields. Similarly, publishing a reference involves writing to another variable—the reference to the new object.

If you do not ensure that publishing the shared reference *happens-before* another thread loads that shared reference, then the write of the reference to the new object can be reordered (from the perspective of the thread consuming the object) with the writes to its fields. In that case, another thread could see an up-to-date value for the object reference but *out-of-date values for some or all of that object’s* *state*—a partially constructed object.

Unsafe publication can happen as a result of an incorrect lazy initialization, as shown in Figure 16.3. At first glance, the only problem here seems to be the race condition described in Section 2.2.2. Under certain circumstances, such as when all instances of the Resource are identical, you might be willing to overlook these (along with the inefficiency of possibly creating the Resource more than once). Unfortunately, even if these defects are overlooked, UnsafeLazyInitialization is still not safe, because another thread could observe a reference to a partially constructed Resource.

@NotThreadSafe
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public class UnsafeLazyInitialization { private static Resource resource;

public static Resource getInstance() { if (resource == null)

resource = new Resource(); *// unsafe publication* return resource;

}

}

Listing 16.3. Unsafe lazy initialization. *Don’t do this.*

Suppose thread *A* is the first to invoke getInstance. It sees that resource is null, instantiates a new Resource, and sets resource to reference it. When thread *B* later callsgetInstance, it might see thatresourcealready has a non-null valueand just use the already constructed Resource. This might look harmless at first, but *there is no happens-before ordering between the writing of* *resource* *in A and the* *reading of resource in B*. A data race has been used to publish the object, andtherefore *B* is not guaranteed to see the correct state of the Resource.

The Resource constructor changes the fields of the freshly allocated Resource from their default values (written by the Object constructor) to their initial values. Since neither thread used synchronization, *B* could possibly see *A*’s actions in a different order than *A* performed them. So even though *A* initialized the Resource before setting resource to reference it, *B* could see the write to resource as occurring *before* the writes to the fields of the Resource. *B* could thus see a partially constructed Resource that may well be in an invalid state—and whose state may unexpectedly change later.

With the exception of immutable objects, it is not safe to use an object that has been initialized by another thread unless the publication *happens-before* the consuming thread uses it.

### 16.2.2 Safe publication

The safe-publication idioms described in Chapter 3 ensure that the published object is visible to other threads because they ensure the publication *happens-before* the consuming thread loads a reference to the published object. If thread *A* places *X* on a BlockingQueue (and no thread subsequently modifies it) and thread *B* retrieves it from the queue, *B* is guaranteed to see *X* as *A* left it. This is becausethe BlockingQueue implementations have sufficient internal synchronization to ensure that the put *happens-before* the take. Similarly, using a shared variable guarded by a lock or a shared volatile variable ensures that reads and writes of that variable are ordered by *happens-before*.

This *happens-before* guarantee is actually a stronger promise of visibility and ordering than made by safe publication. When *X* is safely published from *A* to *B*, the safe publication guarantees visibility of the state of *X*, but not of the state of other variables *A* may have touched. But if *A* putting *X* on a queue *happens-before* *B* fetches *X* from that queue, not only does *B* see *X* in the state that *A* left it(assuming that *X* has not been subsequently modified by *A* or anyone else), but *B* sees *everything A* did before the handoff (again, subject to the same caveat).5

Why did we focus so heavily on @GuardedBy and safe publication, when the JMM already provides us with the more powerful *happens-before*? Thinking in terms of handing off object ownership and publication fits better into most pro-gram designs than thinking in terms of visibility of individual memory writes. The *happens-before* ordering operates at the level of individual memory accesses— it is a sort of “concurrency assembly language”. Safe publication operates at a level closer to that of your program’s design.

### 16.2.3 Safe initialization idioms

It sometimes makes sense to defer initialization of objects that are expensive to initialize until they are actually needed, but we have seen how the misuse of lazy initialization can lead to trouble. UnsafeLazyInitialization can be fixed by making the getResource method synchronized, as shown in Listing 16.4. Be-cause the code path through getInstance is fairly short (a test and a predicted branch), if getInstance is not called frequently by many threads, there is little enough contention for the SafeLazyInitialization lock that this approach offers adequate performance.

The treatment of static fields with initializers (or fields whose value is initialized in a static initialization block [JPL 2.2.1 and 2.5.3]) is somewhat special and

5. The JMM guarantees that *B* sees a value at least as up-to-date as the value that *A* wrote; subsequent writes may or may not be visible.

@ThreadSafe

public class SafeLazyInitialization

private static Resource resource;

public **synchronized** static Resource getInstance() { if (resource == null)

resource = new Resource();

return resource;

}

}

Listing 16.4. Thread-safe lazy initialization.

offers additional thread-safety guarantees. Static initializers are run by the JVM at class initialization time, after class loading but before the class is used by any thread. Because the JVM acquires a lock during initialization [JLS 12.4.2] and this lock is acquired by each thread at least once to ensure that the class has been loaded, memory writes made during static initialization are automatically visible to all threads. Thus statically initialized objects require no explicit synchronization either during construction or when being referenced. However, this applies only to the *as-constructed* state—if the object is mutable, synchronization is still required by both readers and writers to make subsequent modifications visible and to avoid data corruption.

@ThreadSafe

public class EagerInitialization {

private static Resource resource **= new Resource()**;

public static Resource getResource() { return resource; }

}

Listing 16.5. Eager initialization.

Using eager initialization, shown in Listing 16.5, eliminates the synchronization cost incurred on each call to getInstance in SafeLazyInitialization. This technique can be combined with the JVM’s lazy class loading to create a lazy initialization technique that does not require synchronization on the common code path. The *lazy initialization holder class* idiom [EJ Item 48] in Listing 16.6 uses a class whose only purpose is to initialize the Resource. The JVM defers initializing the ResourceHolder class until it is actually used [JLS 12.4.1], and because the Resource is initialized with a static initializer, no additional synchronization is needed. The first call to getResource by any thread causes ResourceHolder to be loaded and initialized, at which time the initialization of the Resource happens through the static initializer.

@ThreadSafe

public class ResourceFactory {

private static class **ResourceHolder** {

public static Resource resource = new Resource();

}

public static Resource getResource() { return **ResourceHolder.resource**;

}

}

Listing 16.6. Lazy initialization holder class idiom.

### 16.2.4 Double-checked locking

No book on concurrency would be complete without a discussion of the infamous double-checked locking (DCL) antipattern, shown in Listing 16.7. In very early JVMs, synchronization, even uncontended synchronization, had a significant performance cost. As a result, many clever (or at least clever-looking) tricks were invented to reduce the impact of synchronization—some good, some bad, and some ugly. DCL falls into the “ugly” category.

Again, because the performance of early JVMs left something to be desired, lazy initialization was often used to avoid potentially unnecessary expensive operations or reduce application startup time. A properly written lazy initialization method requires synchronization. But at the time, synchronization was slow and, more importantly, not completely understood: the exclusion aspects were well enough understood, but the visibility aspects were not.

DCL purported to offer the best of both worlds—lazy initialization without paying the synchronization penalty on the common code path. The way it worked was first to check whether initialization was needed without synchronizing, and if the resource reference was not null, use it. Otherwise, synchronize and check again if the Resource is initialized, ensuring that only one thread actually initializes the shared Resource. The common code path—fetching a reference to an already constructed Resource—doesn’t use synchronization. And that’s where the problem is: as described in Section 16.2.1, it is possible for a thread to see a partially constructed Resource.

The real problem with DCL is the assumption that the worst thing that can happen when reading a shared object reference without synchronization is to erroneously see a stale value (in this case, null); in that case the DCL idiom compensates for this risk by trying again with the lock held. But the worst case is actually considerably worse—it is possible to see a current value of the reference but stale values for the object’s state, meaning that the object could be seen to be in an invalid or incorrect state.

Subsequent changes in the JMM (Java 5.0 and later) have enabled DCL to work *if* resourceis madevolatile, and the performance impact of this is small sincevolatile reads are usually only slightly more expensive than nonvolatile reads.

@NotThreadSafe

public class DoubleCheckedLocking {
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public static Resource getInstance() { if (resource == null) {

synchronized (DoubleCheckedLocking.class) { if (resource == null)

resource = new Resource();

}

}

return resource;

}

}

Listing 16.7. Double-checked-locking antipattern. *Don’t do this.*

However, this is an idiom whose utility has largely passed—the forces that motivated it (slow uncontended synchronization, slow JVM startup) are no longer in play, making it less effective as an optimization. The lazy initialization holder idiom offers the same benefits and is easier to understand.

## [16.3](#page12) [Initialization safety](#page12)

The guarantee of *initialization safety* allows properly constructed *immutable* objects to be safely shared across threads without synchronization, regardless of how they are published—even if published using a data race. (This means that UnsafeLazyInitialization is actually safe *if* Resource is immutable.)

Without initialization safety, supposedly immutable objects like String can appear to change their value if synchronization is not used by both the publishing and consuming threads. The security architecture relies on the immutability of String; the lack of initialization safety could create security vulnerabilities that allow malicious code to bypass security checks.

Initialization safety guarantees that for *properly constructed* objects, all threads will see the correct values of final fields that were set by the constructor, regardless of how the object is published. Further, any variables that can be *reached* through a final field of a properly constructed object (such as the elements of a final array or the contents of a HashMap referenced by a final field) are also guaranteed to be visible to other threads.6

6. This applies only to objects that are reachable *only* through final fields of the object under construction.

For objects with final fields, initialization safety prohibits reordering any part of construction with the initial load of a reference to that object. All writes to final fields made by the constructor, as well as to any variables reachable through those fields, become “frozen” when the constructor completes, and any thread that obtains a reference to that object is guaranteed to see a value that is at least as up to date as the frozen value. Writes that initialize variables reachable through final fields are not reordered with operations following the post-construction freeze.

Initialization safety means that SafeStates in Listing 16.8 could be safely published even through unsafe lazy initialization or stashing a reference to a Safe-States in a public static field with no synchronization, even though it uses no synchronization and relies on the non-thread-safe HashSet.

@ThreadSafe

public class SafeStates {

private **final** Map<String, String> states;

public SafeStates() {

states = new HashMap<String, String>(); states.put("alaska", "AK"); states.put("alabama", "AL"); ...

states.put("wyoming", "WY");

}

public String getAbbreviation(String s) { return states.get(s);

}

}

Listing 16.8. Initialization safety for immutable objects.

However, a number of small changes to SafeStates would take away its thread safety. If states were not final, or if any method other than the constructor modified its contents, initialization safety would not be strong enough to safely access SafeStates without synchronization. If SafeStates had other nonfinal fields, other threads might still see incorrect values of those fields. And allowing the object to escape during construction invalidates the initialization-safety guarantee.

Initialization safety makes visibility guarantees only for the values that are reachable through final fields as of the time the constructor finishes. For values reachable through nonfinal fields, or values that may change after construction, you must use synchronization to ensure visibility.

## 16.3 Summary

The Java Memory Model specifies when the actions of one thread on memory are guaranteed to be visible to another. The specifics involve ensuring that operations are ordered by a partial ordering called *happens-before*, which is specified at the level of individual memory and synchronization operations. In the absence of sufficient synchronization, some very strange things can happen when threads access shared data. However, the higher-level rules offered in Chapters 2 and 3, such as @GuardedBy and safe publication, can be used to ensure thread safety without resorting to the low-level details of *happens-before*.

# [Приложение A](#page12) Описание [аннотаций](#page12)

We’ve used annotations such as @GuardedBy and @ThreadSafe to show how thread-safety promises and synchronization policies can be documented. This appendix documents these annotations; their source code can be downloaded from this book’s website. (There are, of course, additional thread-safety promises and implementation details that should be documented but that are not captured by this minimal set of annotations.)

## [A.1](#page12) [Аннотации](#page12) уровня классов

We use three class-level annotations to describe a class’s *intended* thread-safety promises: @Immutable, @ThreadSafe, and @NotThreadSafe. @Immutable means, of course, that the class is immutable, and implies @ThreadSafe. @NotThreadSafe is optional—if a class is not annotated as thread-safe, it should be presumed not to be thread-safe, but if you want to make it extra clear, use @NotThreadSafe.

These annotations are relatively unintrusive and are beneficial to both users and maintainers. Users can see immediately whether a class is thread-safe, and maintainers can see immediately whether thread-safety guarantees must be pre-served. Annotations are also useful to a third constituency: tools. Static code-analysis tools may be able to verify that the code complies with the contract indicated by the annotation, such as verifying that a class annotated with @Immutable actually is immutable.

## [A.2](#page12) [Аннотации](#page12) уровня полей и методов

The class-level annotations above are part of the public documentation for the class. Other aspects of a class’s thread-safety strategy are entirely for maintainers and are not part of its public documentation.

Classes that use locking should document which state variables are guarded with which locks, and which locks are used to guard those variables. A common source of inadvertent non-thread-safety is when a thread-safe class consistently uses locking to guard its state, but is later modified to add either new state variables that are not adequately guarded by locking, or new methods that do not use locking properly to guard the existing state variables. Documenting which variables are guarded by which locks can help prevent both types of omissions.

@GuardedBy(lock) documents that a field or method should be accessed only with a specific lock held. The lock argument identifies the lock that should be held when accessing the annotated field or method. The possible values for lock are:

* @GuardedBy("this"), meaning the intrinsic lock on the containing object (the object of which the method or field is a member);
* @GuardedBy("*fieldName*"), meaning the lock associated with the object referenced by the named field, either an intrinsic lock (for fields that do not refer to a Lock) or an explicit Lock (for fields that refer to a Lock);
* @GuardedBy("*ClassName.fieldName*"), like @GuardedBy("fieldName"), but referencing a lock object held in a static field of another class;
* @GuardedBy("*methodName*()"), meaning the lock object that is returned by calling the named method;
* @GuardedBy("*ClassName*.class"), meaning the class literal object for the named class.

Using @GuardedBy to identify each state variable that needs locking and which lock guards it can assist in maintenance and code reviews, and can help auto-mated analysis tools spot potential thread-safety errors.
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1. **Mr. Yuk** является зарегистрированной торговой маркой детского госпиталя в Питсбурге и используется с разрешения. [↑](#footnote-ref-1)
2. *Пакет потоков NPTL, сейчас являющийся частью большинства дистрибутивов Linux, был спроектирован для поддержки сотен тысяч потоков. Неблокирующий ввод/вывод имеет свои преимущества, но улучшенная поддержка ОС для потоков означает, что существует немного ситуаций, для которых необходимо его использование.* [↑](#footnote-ref-2)
3. Для тех лет это было круто, по современным меркам – ад. [↑](#footnote-ref-3)
4. Фактически, как мы увидим в Главе 3, наихудший случай может быть ещё сложнее, чем обычно показывается на этих диаграммах, из-за возможности переупорядочивания. [↑](#footnote-ref-4)
5. Аннотация @GuardedBy описывается в секции 2.4; Она документирует политику синхронизации (synchronization policy) для класса Sequence. [↑](#footnote-ref-5)
6. **Взаимная блокировка** (**deadlock**, секция 10.1) описывает ситуацию, когда два или более потока блокируются навсегда, каждый ожидая другого. [↑](#footnote-ref-6)
7. **Голодание** (**starvation**, секция 10.3.1) описывает ситуацию, когда поток не может получить доступ к совместно используемым ресурсам и не может продвинуться в своём выполнении дальше. [↑](#footnote-ref-7)
8. Поток часто реагирует на события из другого потока. Если действие другого потока тоже является ответом на событие из другого потока, то может произойти **динамическая взаимоблокировка** (**livelock**, секция 10.3.3). Подробнее в *https://urvanov.ru/2016/05/27/java-8-многопоточность/#liveness*. [↑](#footnote-ref-8)
9. Имеются в виду члены экземпляров классов, например – поля. [↑](#footnote-ref-9)
10. Область видимости **application-scoped** [↑](#footnote-ref-10)
11. Область видимости **session-scoped** [↑](#footnote-ref-11)
12. Ответ: да, но это не все, что понятно из Javadoc — для большей информации прочитайте спецификацию RMI. [↑](#footnote-ref-12)
13. Можно из кода отправить компоненту сообщение о событии. [↑](#footnote-ref-13)
14. UI – user interface/пользовательский интерфейс [↑](#footnote-ref-14)
15. Давно известно, что львиную долю жизненного цикла программы, занимает сопровождение - исправление ошибок, различные доработки, добавление «бантиков и рюшечек». [↑](#footnote-ref-15)
16. В параллельном коде этой практики следует придерживаться даже больше, чем обычно. Поскольку ошибки параллелизма очень сложно воспроизвести и отладить, преимущество получения небольшого прироста производительности в некоторых, редко используемых, ветках кода, вполне может быть карликовым, из-за риска того, что программа потерпит крах в этой области. [↑](#footnote-ref-16)
17. Если вам не нравится свободное использование термина “корректность”, вы можете предпочесть думать о потокобезопасном классе, как о том, который в многопоточной среде подвержен ошибкам не более, чем в однопоточной. [↑](#footnote-ref-17)
18. Подход, принятый в классах UnsafeSequence и UnsafeCountingFactorizer, имеет другие серьезные проблемы, включая возможность устаревших данных (раздел 3.1.1). [↑](#footnote-ref-18)
19. Термин "**состояние гонки (race condition)**" часто путают со связанным термином "**гонка данных (data race)**", который возникает, когда синхронизация не используется для координации всего доступа к разделяемому не финальному полю (*shared nonfinal field*). Вы рискуете **получить гонку** данных всякий раз, когда поток пишет значение в переменную, которая затем может быть прочитана другим потоком, или читает переменную, которая могла быть в последний раз записана другим потоком, если оба потока не используют синхронизацию; код с **гонками данных** не имеет никакой определенной полезной семантики в модели памяти Java. Не все **условия гонки** - это **гонки данных**, и не все **гонки данных** - это **условия гонки**, но оба условия могут привести к непредсказуемому сбою параллельных программ. Класс UnsafeCountingFactorizer имеет как **условия гонки**, так и **гонки данных**. Подробнее о гонках данных см. главу 16 [↑](#footnote-ref-19)
20. Как правило, каждая запись в хранилище имеет уникальный идентификатор, и нарушение этого ограничения приводит к ошибке “unique key violation…” или аналогичной. [↑](#footnote-ref-20)
21. Операция не сможет оказать воздействие на саму себя, либо она будет выполнена, либо нет. [↑](#footnote-ref-21)
22. Класс CountingFactorizer вызывает метод incrementAndGet для увеличения значения счётчика, который вернёт инкрементированное значение; в этом случае результат игнорируется. [↑](#footnote-ref-22)
23. Так же, как AtomicLong является потокобезопасным классом-держателем (holder class) для длинного целого числа, AtomicReference является потокобезопасным классом-держателем для ссылки на объект. Атомарные переменные и их преимущества описаны в главе 15. [↑](#footnote-ref-23)
24. Mutual exclusion locks – взаимоисключающая блокировка. [↑](#footnote-ref-24)
25. Добавление оператора **synchronized**. [↑](#footnote-ref-25)
26. Это отличается от поведения блокировок по умолчанию для мьютексов pthreads (потоки POSIX), при котором блокировки предоставляются при каждом вызове. [↑](#footnote-ref-26)
27. **Сериализация доступа к объекту** не имеет ничего общего с **сериализацией объекта** (превращением объекта в поток байтов); сериализация доступа означает, что потоки обращаются к объекту *по очереди*, а не одновременно. [↑](#footnote-ref-27)
28. Оглядываясь назад можно сказать, что такое проектное решение, вероятно, было плохим: оно не только может ввести в заблуждение, но и заставляет разработчиков JVM идти на компромиссы между размером объекта и производительностью блокировки. [↑](#footnote-ref-28)
29. Инструменты аудита кода, такие как FindBugs, могут определять ситуации, когда переменная часто, но не всегда, доступна с блокировкой, что может указывать на ошибку. [↑](#footnote-ref-29)
30. В данном случае, под *инвариантом* понимается согласованность состояния объекта. [↑](#footnote-ref-30)
31. Разделения доступа к объекту между несколькими потоками. [↑](#footnote-ref-31)
32. Такое решение может показаться признаком плохого дизайна, но это позволяет JVM полностью использовать преимущества современных многопроцессорных систем. Например, при отсутствии синхронизации модель памяти Java позволяет компилятору переупорядочить операции и значения кэша в регистрах и позволяет процессорам переупорядочивать операции и значения кэша в кэшах, специфичных для процессора. Подробнее см. главу 16. [↑](#footnote-ref-32)
33. Чтение данных без синхронизации аналогично использованию уровня изоляции READ\_UNCOMMITTED в базе данных, где вы готовы разменивать точность на производительность. Однако, в случае использования несинхронизированных операций чтения, вы теряете большую степень точности, так как видимое значение разделяемой переменной может устареть в любой момент времени. [↑](#footnote-ref-33)
34. В то время, когда была написана спецификация виртуальной машины Java, множество широко используемых процессорных архитектур не могли эффективно выполнять атомарные 64-разрядные арифметические операции. [↑](#footnote-ref-34)
35. Эта аналогия не точна; эффекты видимости памяти немного сильнее, чем у изменчивых (volatile) переменных. См. главу 16. [↑](#footnote-ref-35)
36. Чтение volatile переменных лишь немного затратнее чтения не volatile переменных, в большинстве современных процессорных архитектур. [↑](#footnote-ref-36)
37. **Совет по отладке:** для серверных приложений всегда указывайте параметр командной строки JVM для переключения в серверный режим, даже для разработки и тестирования. Серверная JVM выполняет больше оптимизаций, чем клиентская JVM, такие как подъем переменных из цикла, которые не изменяются в цикле; код, который может работать в среде разработки (клиентская JVM) может сломаться в среде развертывания (серверная JVM). Например, если мы "забыли" объявить переменную в листинге 3.4, серверная JVM может поднять тест из цикла (превратив его в бесконечный цикл), но клиентская JVM этого не сделает. Бесконечный цикл, который проявляется в разработке, обходится намного дешевле того, который появляется только в продуктиве. [↑](#footnote-ref-37)
38. Если кто-то украл ваш пароль и поместил его в группе новостей alt.free-passwords, эта информация “убежала”: независимо от того, использовал ли кто-либо эти учетные данные для причинения вреда, ваша учетная запись все еще скомпрометирована. Публикация ссылки представляет собой такой же риск. [↑](#footnote-ref-38)
39. Если говорить более конкретно, ссылка на this не должна покидать *поток* до тех пор, пока конструктор не вернёт управление. Ссылка на this может быть где-нибудь сохранена конструктором, но до завершения построения, она не может быть использована другими потоками. Класс SafeListener в листинге 3.8 использует эту технику. [↑](#footnote-ref-39)
40. Doug Lea. **C**oncurrent **P**rogramming in **J**ava, Second Edition. Addison–Wesley, 2000. [↑](#footnote-ref-40)
41. Реализации *пулов* соединений, предоставляемые серверами приложений, потокобезопасны; как правило, доступ к пулам соединений осуществляется из нескольких потоков, поэтому реализации, не являющиеся потокобезопасными, не имеют смысла. [↑](#footnote-ref-41)
42. Еще одна причина сделать подсистему однопоточной - исключение возможности взаимоблокировок; это одна из основных причин того, почему большинство платформ GUI однопоточны. Однопоточные подсистемы описаны в главе 9. [↑](#footnote-ref-42)
43. Этот метод вряд ли даст выигрыш производительности, если операции выполняются очень часто или выделение памяти необычайно дорого. В Java 5.0 он был заменен более прямолинейным подходом, заключающимся в выделения нового буфера для каждого вызова, в связи с предположением, что для чего-то столь же обыденного, как временный буфер, он не даст выигрыша производительности. [↑](#footnote-ref-43)
44. Технически возможно иметь неизменяемый объект, если не все поля объявлены как final. String - пример такого класса, но это всё опирается на тонкие рассуждения о “доброкачественных” гонках данных, что требует глубокого понимания модели памяти Java. (Для любопытных: String вычисляет хэш-код в ленивой манере при первом вызове метода hashCode и кэширует его в не финальном поле, но это работает только потому, что это поле может принимать только одно значение nondefault, которое является одинаковым каждый раз, когда оно вычисляется, потому что оно детерминировано выводится из неизменяемого состояния. Не пытайтесь повторить это дома.) [↑](#footnote-ref-44)
45. Многие разработчики опасаются, что такой подход вызовет проблемы с производительностью, но эти опасения обычно необоснованны. Выделение памяти дешевле, чем вы могли бы подумать, а неизменяемые объекты предлагают дополнительные преимущества производительности, такие как сокращение потребности в блокировках или защитных копиях и снижение нагрузки на сборщик мусора. [↑](#footnote-ref-45)
46. Класс OneValueCache не был бы неизменяемым без вызова метода copyOf в конструкторе и геттере. Метод Arrays.copyOf был добавлен для удобства в Java 6; метод clone также будет работать. [↑](#footnote-ref-46)
47. Проблема здесь не в классе Holder как таковом, а в том, что класс Holder не опубликован должным образом. Однако класс Holder может быть защищен от некорректной публикации, путём объявления поля n как final, что сделает владельца неизменяемым; см. раздел 3.5.2. [↑](#footnote-ref-47)
48. Хотя может показаться, что значения полей, заданные в конструкторе, являются первыми значениями, записываемыми в эти поля, и поэтому нет «более старых» значений, называемых устаревшими, конструктор класса Object, перед запуском конструкторов подкласса, сперва записывает для всех полей значения по умолчанию. Следовательно, существует вероятность увидеть значение по умолчанию установленное полю, как устаревшее значение. [↑](#footnote-ref-48)
49. Вероятно, была допущена ошибка в дизайне библиотеки классов. [↑](#footnote-ref-49)
50. Кортеж представляет собой вектор или одномерный массив значений. [↑](#footnote-ref-50)
51. Состояние инвариантов не будет изменяться при параллельном доступе. [↑](#footnote-ref-51)
52. Интересно, что объект HttpSession, выполняющий аналогичную функцию в рамках сервлета, может иметь более строгие требования. Поскольку контейнер сервлета может обращаться к объектам в httpsession, чтобы их можно было сериализовать для репликации или пассивации, они должны быть потокобезопасными, так как контейнер будет обращаться к ним, а также к веб-приложению. (Мы говорим "может иметь", так как репликация и пассивация вне спецификации сервлета, но является общей особенностью контейнеров сервлета.) [↑](#footnote-ref-52)
53. Речь о книге “Шаблоны проектирования” банды четырёх. [↑](#footnote-ref-53)
54. Создание шаблона “монитор” было вдохновлено работой Хоара *о мониторах* (Hoare, 1974), хотя между этим шаблоном и истинным монитором существуют значительные различия. Даже инструкции байт-кода для входа и выхода из синхронизированного блока называются monitorenter и monitorexit, а встроенные (внутренние) блокировки Java иногда называют *блокировкой монитора* или *монитором*. [↑](#footnote-ref-54)
55. Обратите внимание, что метод deepCopy не может просто обернуть класс Map с помощью метода unmodifiableMap, поскольку последний защищает от модификации только коллекцию; это не мешает вызывающим объектам модифицировать изменяемые объекты, хранящиеся в ней. По той же причине заполнение класса HashMap в методе deepCopy с помощью копирующего конструктора также не сработало бы, потому что были скопированы только ссылки на объекты point, а не сами объекты. [↑](#footnote-ref-55)
56. Поскольку метод deepCopy вызывается из синхронизированного метода, внутренняя блокировка трекера удерживается на протяжении всего времени выполнения длительной операции копирования, что может привести к ухудшению отзывчивости пользовательского интерфейса при отслеживании множества транспортных средств. [↑](#footnote-ref-56)
57. Если поле count не объявлено как final, провести анализ класса CountingFactorizer на предмет потокобезопасности будет сложнее. Если бы класс CountingFactorizer мог изменить поле count, с целью назначить ссылку на другой объект AtomicLong, мы должны были бы гарантировать, что это обновление было бы видимо всем потокам, которые могли бы обратиться к полю count, а также гарантировать, чтобы не возникало никаких условий гонки относительно ссылки на поле count. Это еще одна веская причина для того, чтобы использовать final поля там, где это практически целесообразно. [↑](#footnote-ref-57)
58. Приватный конструктор существует, чтобы избежать условия гонки, которое возникло бы, если бы копирующий конструктор был реализован как this(p.x, p.y); это пример идиомы захвата приватного конструктора (Bloch and Gafter, 2005). [↑](#footnote-ref-58)
59. Штраф будет небольшим, потому что синхронизация в базовом классе List гарантированно не будет затронута и, следовательно, будет быстрой; см. главу 11. [↑](#footnote-ref-59)
60. Если вы никогда не задавались этим вопросом, мы восхищаемся вашим оптимизмом. [↑](#footnote-ref-60)
61. Мы находим особенно расстраивающим то, что эти упущения сохраняются, несмотря на многочисленные пересмотры спецификаций. [↑](#footnote-ref-61)
62. Это задокументировано только в Javadoc версии Java 5.0, как пример корректной идиомы итерации. [↑](#footnote-ref-62)
63. Исключение ConcurrentModificationException также может возникать и в однопоточном коде; это происходит, когда объекты удаляются из коллекции напрямую, а не с использованием метода Iterator.remove. [↑](#footnote-ref-63)
64. В контексте – переменная map является экземпляром класса ConcurrentHashMap. [↑](#footnote-ref-64)
65. Или в случае, если вы полагаетесь на побочные эффекты от синхронизации синхронизированной реализации интерфейса Map. [↑](#footnote-ref-65)
66. В **математике** факторизация или **факторинг** — это декомпозиция объекта (например, числа, полинома или матрицы) в произведение других объектов или факторов, которые, будучи перемноженными, дают исходный объект. [↑](#footnote-ref-66)
67. Реализация не имеет реальных объектов разрешений, и класс Semaphore не ассоциирует выданные разрешения с потоками, поэтому разрешение, приобретённое в одном потоке, может быть освобождено из другого потока. Вы можете думать о методе acquire как о потреблении разрешения и методе release , как о его создании; класс Semaphore не ограничен количеством разрешений, с которым он был создан. [↑](#footnote-ref-67)
68. Для вычислительных задач, подобных этой, не осуществляющих операции ввода/вывода и не обращающихся к общим данным, количество потоков равное *Ncpu* или *Ncpu* + 1 даёт оптимальную пропускную способность; большее количество потоков не помогает и, фактически, может ухудшить производительность, поскольку потоки начинают конкурировать за ресурсы ЦП и памяти. [↑](#footnote-ref-68)
69. Речь идёт об экземпляре класса Map, содержащемся в классе ConcurrentHashMap. [↑](#footnote-ref-69)
70. During the 1992 U.S. presidential election, electoral strategist James Carville hung a sign in Bill Clinton’s campaign headquarters reading “The economy, stupid”, to keep the campaign on message. [↑](#footnote-ref-70)
71. Речь идёт о продуктиве. Домашние странички в расчёт не берутся. [↑](#footnote-ref-71)
72. В некоторых ситуациях последовательная обработка может предложить преимущества простоты или безопасности; большинство фрэймворков GUI обрабатывают задачи последовательно, используя единственный поток. Мы вернемся к последовательной модели в главе 9. [↑](#footnote-ref-72)
73. В 32-разрядных машинах, основным ограничивающим фактором является размер адресного пространства для стеков потока. Каждый поток поддерживает два стека выполнения: один для кода Java и один для машинного кода. Типичные значения по умолчанию для JVM порождают общий размер стека около 0.5 мегабайта (Вы можете изменить это значение с помощью флага JVM **-Xss** или с использованием конструктора потока). Если вы разделите размер стека потока на 232, то получите ограничение в несколько тысяч или десятков тысяч потоков. Другие факторы, такие как ограничения ОС, могут налагать более строгие ограничения. [↑](#footnote-ref-73)
74. Такое поведение соответствует одной из ролей монитора транзакций в корпоративном приложении: он может регулировать скорость, с которой транзакции могут выполняться, чтобы не исчерпывать или не перегружать ограниченные ресурсы. [↑](#footnote-ref-74)
75. Однопоточные реализации интерфейса Executor также обеспечивают достаточную внутреннюю синхронизацию, чтобы гарантировать, что любая запись в память, сделанная задачей, будет видна последующим задачам; это означает, что объекты могут быть безопасно ограничены “потоком задачи”, даже если этот поток может время от времени заменяться другим. [↑](#footnote-ref-75)
76. Сервер не может отказать (упасть) из-за создания слишком большого количества потоков, но, если скорость поступления задач превышает скорость их обработки достаточно длительное время, все еще возможно (просто сложнее) исчерпать память из-за растущей очереди экземпляров Runnable, ожидающих выполнения. Эта проблема может быть решена в рамках фреймворка Executor с помощью ограниченной рабочей очереди - см. раздел [8.3.2](#8.3.2 Управление задачами в очереди). [↑](#footnote-ref-76)
77. Класс Timer осуществляет планирование на основе абсолютного, а не относительного времени, так что на задачи может оказываться влияние при изменении в системных часах; класс ScheduledThreadPoolExecutor использует в своей работе только относительное время. [↑](#footnote-ref-77)
78. Для описания задачи, не возвращающей значения, с помощью интерфейса Callable, используйте Callable<Void> [↑](#footnote-ref-78)
79. Значение тайм-аута, переданное методу get, вычисляется путем вычитания текущего времени из крайнего срока (*deadline*); на практике может быть вычислено отрицательное число, но все “временные” методы в java.util.concurrent рассматривают отрицательные значения тайм-аутов как ноль, поэтому никакой дополнительный код для обработки этого случая не требуется. [↑](#footnote-ref-79)
80. Параметр true в вызове метода Future.cancel означает, что поток задачи может быть прерван, если задача в данный момент выполняется; см. главу 7. [↑](#footnote-ref-80)
81. Устаревшие методы Thread.stop и suspend являлись попыткой реализовать такой механизм, но довольно скоро были осознаны серьезные недостатки, связанные с ними, поэтому их использования следует избегать. За разъяснениями обратитесь к статье <http://java.sun.com/j2se/1.5.0/docs/guide/misc/threadPrimitiveDeprecation.html>, в которой рассматриваются проблемы связанные с использованием этих методов. [↑](#footnote-ref-81)
82. Это является недостатком API потоков, потому что независимо от того, завершается ли вызов метода join успешно или нет, согласно модели памяти Java для видимости памяти наступают последствия, но метод join всё равно не возвращает статус успешности завершения выполнения. [↑](#footnote-ref-82)
83. Код, выполняемый в экземпляре Runnable. [↑](#footnote-ref-83)
84. Если вы логируете несколько строк как части одного сообщения журнала, может потребоваться дополнительная блокировка на стороне клиента для предотвращения нежелательного чередования вывода из нескольких потоков. Если два потока логируют многострочные трассировки стека (**stack traces**) в один и тот же поток с вызовом метода println на каждую строку, результаты будут непредсказуемо чередоваться и вполне могут сойти за одну большую, но бессмысленную трассировку стека. [↑](#footnote-ref-84)
85. Причина, по которой вместо типа volatile boolean был использован тип AtomicBoolean заключается в том, что для доступа к флагу hasNewMail из внутреннего экземпляра Runnable он должен быть объявлен как final, что исключает его изменение. [↑](#footnote-ref-85)
86. Объекты Runnable, возвращаемые методом shutdownNow, могут не совпадать с объектами, отправленными службе ExecutorService: они могут быть *обернутыми* *(wrapped*)экземплярами отправленных задач. [↑](#footnote-ref-86)
87. К сожалению, нет опции завершения работы, в которой задачи, еще не запущенные на выполнение, возвращались бы вызывающему объекту, но незавершенные задачи могли бы быть завершены; такая опция устранила бы это неопределенное промежуточное состояние. [↑](#footnote-ref-87)
88. **Идемпотентность** - свойство объекта или операции при повторном применении операции к объекту давать тот же результат, что и при первом (из вики). [↑](#footnote-ref-88)
89. Имеются в виду потоки, обрабатывающие задачи. [↑](#footnote-ref-89)
90. До сих пор идут споры по поводу безопасности такого подхода; когда поток бросает непроверяемое исключение, всё приложение может быть скомпрометировано. Но альтернатива – завершение работы приложения - обычно непрактична. [↑](#footnote-ref-90)
91. До Java 5.0 единственным способом управления обработчиком UncaughtExceptionHandler было создание подклассов ThreadGroup. В Java 5.0 и более поздних версиях можно установить обработчик UncaughtExceptionHandler каждому потоку с помощью метода Thread.setUncaughtExceptionHandler, а также можно установить обработчик UncaughtExceptionHandler по умолчанию, с помощью метода Thread.setDefaultUncaughtExceptionHandler. Однако вызван будет только один из этих обработчиков - сначала JVM ищет обработчик для каждого потока, а затем обработчик класса ThreadGroup. Реализация обработчика по умолчанию в ThreadGroup делегирует ответственность за обработку родительской группе потоков и так далее по цепочке до тех пор, пока один из обработчиков ThreadGroup не обработает неперехваченное исключение или оно не всплывет до группы потоков верхнего уровня. Обработчик группы потоков верхнего уровня делегирует обработку системному обработчику по умолчанию (если он существует; по умолчанию - нет), в противном случае выводит трассировку стека в консоль. [↑](#footnote-ref-91)
92. Кто сейчас вспомнит, что это такое, а когда-то была очень полезная и распространённая штука. [↑](#footnote-ref-92)
93. Хук – метод-перехватчик, выражаясь другими словами - обработчик, срабатывающий при наступлении некоторого события. [↑](#footnote-ref-93)
94. См. (Boehm, 2005) о некоторых проблемах, связанных с написанием финализаторов. [↑](#footnote-ref-94)
95. Требование не такое уж сильное; было бы достаточно гарантии того, что задачи не выполняются параллельно и обеспечивается достаточный уровень синхронизации, так, чтобы воздействие, оказанное на память одной задачей, было гарантированно видно следующей задаче – именно такие гарантии и предлагает фабричный метод Executors.newSingleThreadExecutor. [↑](#footnote-ref-95)
96. Пул поток с небольшим количеством рабочих потоков, выполняющих задачи. [↑](#footnote-ref-96)
97. Когда класс ThreadPoolExecutor изначально создаётся, корневые потоки запускаются не сразу, а по мере отправки задач, если только вы не вызовите метод prestartAllCoreThreads. [↑](#footnote-ref-97)
98. Иногда у разработчиков возникает соблазн установить корневой размер пула равным нулю, чтобы рабочие потоки в конечном итоге поглощались, и, как следствие, не препятствовали завершению работы JVM, но это может вызвать странное поведение в пулах потоков, которые не используют класс SynchronousQueue для своей рабочей очереди (например, как это делает newCachedThreadPool). Если пулу уже установлен корневой размер, класс ThreadPoolExecutor создаст новый поток только тогда, когда рабочая очередь заполнится. Таким образом, задачи, отправленные в пул потоков с рабочей очередью, имеющей любую емкость и нулевой размер ядра, не будут выполняться до тех пор, пока очередь не заполнится, что обычно является нежелательным. Начиная с Java 6, метод allowCoreThreadTimeOut позволяет отправить всем потокам в пуле указание на завершение выполнения по тайм-ауту; включите эту функцию с корневым размером пула равным нулю, если вам требуется ограниченный пул потоков с ограниченной рабочей очередью, но при этом все потоки будут поглощаться, когда для них не будет работы. [↑](#footnote-ref-98)
99. Можно провести аналогию с управлением потоком в сетях связи: вы можете захотеть буферизировать определенный объем данных, но в конечном итоге вы будете вынуждены найти способ заставить другую сторону прекратить отправку данных или начать отбрасывать лишние данные и надеяться, что отправитель позже повторно отправит их вновь, когда вы будете свободнее. [↑](#footnote-ref-99)
100. Это различие в производительности происходит от использования класса SynchronousQueue вместо класса LinkedBlockingQueue. В Java 6 реализация класса SynchronousQueue была заменена новым неблокирующим алгоритмом, который улучшил пропускную способность экземпляра Executor в тестах на факторизацию более чем в три раза, по сравнению с реализацией класса SynchronousQueue из Java 5.0 (Scherer et al., 2006). [↑](#footnote-ref-100)
101. Альтернативной конфигурацией для задач, отправляющих другие задачи и ожидающих результатов их выполнения, является использование ограниченного пула потоков, класса SynchronousQueue в качестве рабочей очереди и политики насыщения вызывающего объекта. [↑](#footnote-ref-101)
102. See [http://www.puzzleworld.org/SlidingBlockPuzzles.](http://www.puzzleworld.org/SlidingBlockPuzzles) [↑](#footnote-ref-102)
103. <http://weblogs.java.net/blog/kgh/archive/2004/10> [↑](#footnote-ref-103)
104. По иронии судьбы, удержание блокировок в течение коротких периодов времени, что, как вы предполагаете, должно привести к уменьшению конкуренции между блокировками, увеличивает вероятность того, что тестирование не раскроет латентные риски возникновения взаимоблокировки. [↑](#footnote-ref-104)
105. В целях упрощения, класс DemonstrateDeadlock игнорирует проблему отрицательного баланса на счёте. [↑](#footnote-ref-105)
106. Необходимость полагаться на открытые вызовы и тщательный порядок блокировок отражает фундаментальный беспорядок в компоновке синхронизированных объектов, а не в синхронизации компонуемых объектов. [↑](#footnote-ref-106)
107. Эта отладочная информация полезна даже в том случае, если у вас нет взаимоблокировки; периодический сброс дампов потоков позволяет наблюдать за поведением блокировки в программе. [↑](#footnote-ref-107)
108. Семантика вызовов Thread.yield (и Thread.sleep(0)) не определена [JLS 17.9]; среда JVM свободна в реализации их как “пустых операций” (*no-ops*) или рассмотрении их как подсказок планирования. В частности, они не обязаны реализовывать семантику вызова sleep(0) в Unix системах - поместить текущий поток в конец очереди выполнения потоков с таким же приоритетом, уступая другим потокам того же приоритета - хотя некоторые реализации JVM реализуют вызов yield именно таким образом. [↑](#footnote-ref-108)
109. Имеется в виду сетевой кабель, wi-fi и т.д. [↑](#footnote-ref-109)
110. Некоторые могут утверждать, что это единственная причина, по которой мы миримся со сложностью потоков. [↑](#footnote-ref-110)
111. Коллега рассказал забавный анекдот: он участвовал в тестировании дорогостоящего и сложного приложения, которое управляло своей работой через настраиваемый пул потоков. После того, как система была завершена, тестирование показало, что оптимальное количество потоков для пула было... 1. Это должно было быть очевидно с самого начала; целевая система была однопроцессорной системой, а приложение было почти полностью привязано к процессору. [↑](#footnote-ref-111)
112. Обновление рынка: на момент написания этой статьи Sun поставляет недорогие серверные системы на основе 8-ядерного процессора Niagara, а Azul поставляет высокопроизводительные серверные системы (96, 192 и 384-ядра) на основе 24-ядерного процессора Vega. [↑](#footnote-ref-112)
113. Эта оптимизация компилятора, называемая ***lock elision***, выполняется в IBM JVM и ожидается в HotSpot с Java 7. [↑](#footnote-ref-113)
114. Умный динамический компилятор может выяснить, что этот метод всегда возвращает одну и ту же строку, и после первого выполнения перекомпилировать метод getStoogeNames для простого возврата значения, полученного при первом выполнении. [↑](#footnote-ref-114)
115. Этот аспект иногда используется в спорах против использования неблокирующих алгоритмов без отката, потому что при тяжелой конкуренции неблокирующие алгоритмы генерируют больше синхронизирующего трафика, чем основанные на блокировках. См. Главу 15. [↑](#footnote-ref-115)
116. Это следствие закона Литтла, являющегося результатом теории очередей, в которой говорится, что “среднее число клиентов в стабильной системе, равно их средней скорости прибытия, умноженной на их среднее время нахождения в системе”. (Маленький, 1961) [↑](#footnote-ref-116)
117. Фактически, это вычисление *занижает* затраты на удержание слишком длительных блокировок, потому что не учитывает издержек добавляемых переключением контекста, генерируемых увеличившейся конкуренцией за блокировку. [↑](#footnote-ref-117)
118. Если JVM выполняет укрупнение блокировки, она может отменить, в некоторых случаях, разделение синхронизированных блоков на блоки меньшего размера. [↑](#footnote-ref-118)
119. Единственный способ получить произвольный набор внутренних блокировок - рекурсия. [↑](#footnote-ref-119)
120. Используемый подход к очистке экземпляра Map не является атомарным, поэтому нет необходимости в ожидании момента времени, когда экземпляр StripedMap будет фактически пуст, если другие потоки параллельно добавляют элементы; чтобы сделать операцию атомарной, необходимо захватить все блокировки одновременно. Однако для параллельных коллекций, клиенты которых, как правило, не могут захватывать блокировку для эксклюзивного доступа, результат, возвращаемый такими методами, как size или isEmpty, может быть устаревшим к моменту возврата ими значения, так что такое поведение, хотя возможно это несколько удивительно, обычно является приемлемым. [↑](#footnote-ref-120)
121. Если метод size вызывается часто, по сравнению с изменяющими данные операциями, чередующиеся структуры данных могут оптимизировать его, путем кэширования размера коллекции в переменной типа volatile всякий раз, когда вызывается метод size и аннулировании кэша (путём установки его значения в -1) всякий раз, когда коллекция изменяется. Если кэшированное значение неотрицательно при вызове метода size, оно является точным и может быть возвращено; в противном случае, перед возвратом оно пересчитывается. [↑](#footnote-ref-121)
122. Как было со всем остальным - синхронизацией, графикой, запуском JVM, рефлексией - то же самое предсказуемо и для других первых версий экспериментальной технологии. [↑](#footnote-ref-122)
123. В дополнение к потерям, выраженным в циклах CPU, помещение объектов в пул влечёт за собой ряд других проблем, среди которых проблема определения корректного размера пула объектов (если размер слишком мал - помещение объектов в пул не окажет никакого влияния, если размер слишком велик - будет оказываться давление на сборщик мусора и будет удерживаться память, которая могла бы быть использована на что-то другое, то есть более эффективно); риск того, что объект не будет надлежащим образом сбрасываться в его вновь выделенное состояние, вводит вероятность появления незначительных ошибок; риск того, что поток будет возвращать объект в пул, но всё равно будет продолжать использовать его; и что это приводит к большему количеству работы для сборщиков мусора поколений, поощряя шаблон формирования ссылок от старого к молодому (*old-to-young references*). [↑](#footnote-ref-123)
124. В ограниченных средах, таких как J2ME или RTSJ, помещение объектов в пул может требоваться для эффективного управления памятью или для управления отзывчивостью. [↑](#footnote-ref-124)
125. Создание логгера, перемещающего операции ввода/вывода в другой поток, может повысить производительность, но также вносит ряд конструктивных сложностей, таких как прерывание (что произойдет, если поток, заблокированный в операции логирования, будет прерван?), гарантии обслуживания (гарантирует ли логгер, что сообщение, помещенное в очередь сообщений для логирования, будет записано до завершения работы службы?), политика насыщения (что произойдёт, если производители будут регистрировать сообщения быстрее, чем поток логгера сможет обработать их?), и жизненный цикл службы (каким образом мы завершаем работу логгера и каким образом мы сообщаем о состоянии службы производителям?). [↑](#footnote-ref-125)
126. Ошибки, которые исчезают при добавлении отладки или тестового кода игриво называются Heisenbugs (гейзенбаг). [↑](#footnote-ref-126)
127. В подсчитывающем семафоре разрешения явно не представляются и не связаны с потоком-владельцем; операция release создает разрешение, а операция acquire использует его. [↑](#footnote-ref-127)
128. [http://gee.cs.oswego.edu/cgi-bin/viewcvs.cgi/jsr166/src/test/tck/JSR166TestCase.](http://gee.cs.oswego.edu/cgi-bin/viewcvs.cgi/jsr166/src/test/tck/JSR166TestCase.java)java [↑](#footnote-ref-128)
129. Множество тестов на производительность, без ведома разработчиков или пользователей, фактически представляет собой тесты того, насколько велико узкое место в параллелизме, введённое использованием *RNG*. [↑](#footnote-ref-129)
130. Технически, невозможно заставить сборщик мусора начать уборку; метод System.gc только *предлагает* JVM выполнить уборку, так как это может быть хорошим моментом времени для выполнения сборки мусора. Среда HotSpot может быть проинструктирована игнорировать вызов метода System.gc, с помощью параметров запуска командной -XX:+DisableExplicitGC. [↑](#footnote-ref-130)
131. Имеется в виду банковская операция – проводка. [↑](#footnote-ref-131)
132. Вы можете превзойти их, если являетесь экспертом по параллелизму и можете отказаться от некоторой предоставляемой функциональности. [↑](#footnote-ref-132)
133. Среда JVM может выбрать для выполнения компиляции поток приложения или фоновый поток; любой из вариантов может по своему оказывать влияние на результаты фиксации затрат времени. [↑](#footnote-ref-133)
134. Например, среда JVM может использовать *трансформацию мономорфного вызова* (*monomorphic call transformation*), для преобразования вызова виртуального метода в прямой вызов метода, если загруженные в данный момент классы не переопределяют этот метод, но скомпилированный код становится недействительным, если впоследствии загружается класс, переопределяющий тот же метод. [↑](#footnote-ref-134)
135. Бутылочное горлышко – узкое место, ограничивающее производительность. [↑](#footnote-ref-135)
136. <http://findbugs.sourceforge.net> [↑](#footnote-ref-136)
137. Реентерабельность – повторная входимость. [↑](#footnote-ref-137)
138. Инструмент FindBugs имеет детектор "неосвобождённой блокировки", определяющий случай, когда блокировка не освобождается во всех ветках кода вне блока, в котором она была захвачена. [↑](#footnote-ref-138)
139. Хотя график этого и не отражает, разница в масштабируемости между Java 5.0 и Java 6 действительно связана с улучшением внутренней блокировки, а не с регрессией производительности в классе ReentrantLock. [↑](#footnote-ref-139)
140. Когда мы начинали работу над этой книгу, класс ReentrantLock казался последним словом в масштабируемости блокировок. Менее чем год спустя, внутренняя блокировка предоставляет хорошую производительность за свои деньги. Производительность - это не просто изменяющийся показатель, она может быть быстро изменяющимся показателем. [↑](#footnote-ref-140)
141. Баржирование – перевозка на барже, в данном контексте перенос вне очереди. [↑](#footnote-ref-141)
142. Опрашиваемый метод tryLock всегда баржируется, даже для справедливой блокировки. [↑](#footnote-ref-142)
143. График для ConcurrentHashMap довольно волнистый в области между четырьмя и восемью потоками. Эти колебания почти наверняка возникают из-за измерительного шума, который может быть введен случайными взаимодействиями с хэш-кодами элементов, планированием потоков, изменением размера Map, сборкой мусора или другими эффектами системы памяти или ОС, решающей запустить некоторую периодическую задачу по уборке во время выполнения тестового случая. Реальность такова, что в тестах производительности существуют всевозможные вариации, о контроле которых обычно беспокоиться не стоит. Мы не пытались искусственно очистить наши графики, потому что реальные измерения производительности также полны шума. [↑](#footnote-ref-143)
144. Одной из причин этого изменения является то, что в Java 5.0 реализация блокировки не может различать поток, запрашивающий блокировку чтения в первый раз от повторного запроса блокировки, что делает справедливые блокировки на чтение-запись подверженными взаимоблокировкам. [↑](#footnote-ref-144)
145. Класс ReadWriteMap не реализует интерфейс Map, потому что реализация методов представления, таких как entrySet и values, довольно сложна, и, как правило, “простых” методов обычно достаточно. [↑](#footnote-ref-145)
146. Передача зависимого состояния обратно вызывающему объекту, также приводит к невозможности выполнения таких действий, как сохранение порядка FIFO; вынуждая вызывающий объект повторить попытку, вы теряете информацию о том, кто обратился первым. [↑](#footnote-ref-146)
147. Интерфейс Queue предлагает оба варианта - метод poll возвращает значение null, если очередь пуста, а метод remove бросает исключение – но интерфейс Queue не предназначен для использования в дизайне производитель-потребитель. Интерфейс BlockingQueue, операции которого блокируются до тех пор, пока очередь, для продолжения работы, не перейдёт в согласованное состояние, является лучшим выбором, когда производители и потребители будут выполняться параллельно. [↑](#footnote-ref-147)
148. Мы избавим вас от деталей, касающихся других пяти реализаций ограниченного буфера, особенно SneezyBoundedBuffer. [↑](#footnote-ref-148)
149. Как правило, для потока является плохой идеей осуществление перехода в спящий режим или блокирование иным образом совместно с удерживаемой блокировкой, но в данном случае всё еще хуже, потому что желаемое условие (буфер полон/пуст) никогда не сможет стать истинным, если блокировка не будет освобождена! [↑](#footnote-ref-149)
150. Это не совсем верно; справедливая очередь условий может гарантировать относительный порядок, в котором потоки освобождаются из набора ожидания. Внутренние очереди условий, подобно внутренним блокировкам, не предлагают справедливого помещения в очередь; явные реализации интерфейса Condition предлагают выбор из справедливого и несправедливого помещения в очередь. [↑](#footnote-ref-150)
151. Класс ConditionBoundedBuffer из раздела 14.3 еще лучше: он более эффективен, потому что может использовать одно уведомление вместо вызова метода notifyAll. [↑](#footnote-ref-151)
152. Эта ситуация, на самом деле, прекрасно описывает кухню Тима; так много устройств подает звуковой сигнал, что, когда вы слышите его, вы должны проверить тостер, микроволновую печь, кофе-машину и несколько других устройств, чтобы определить причину подачи сигнала. [↑](#footnote-ref-152)
153. Если и дальше развивать аналогию с завтраком, это похоже на тостер со свободным соединением, которое заставляет звонок включаться, когда тост готов, но также иногда и в том случае, когда он ещё не готов. [↑](#footnote-ref-153)
154. Фактически возможна ситуация, когда потоки могут ожидать выполнения предикатов “не полон” и “не пуст” одновременно! Это может произойти, когда несколько производителей / потребителей достигнут пределов емкости буфера. [↑](#footnote-ref-154)
155. Чтобы выйти из этого ожидания, кто-то другой должен был бы сделать тост, но это только ухудшит ситуацию; когда раздастся звонок, у вас возникнут разногласия по поводу владения тостом. [↑](#footnote-ref-155)
156. Подразумевается конкретная реализация интерфейса Condition. [↑](#footnote-ref-156)
157. Класс ReentrantLock требует, чтобы при вызове методов signal или signalAll удерживалась блокировка, но реализациям Lock разрешается создавать экземпляры Condition, которые не имеют этого требования. [↑](#footnote-ref-157)
158. В Java 6 класс SynchronousQueue на основе AQS был заменён на (более масштабируемую) неблокирующую версию. [↑](#footnote-ref-158)
159. Или с меньшим количеством лицензионных ограничений http://gee.cs.oswego.edu/dl/concurrency-interest. [↑](#footnote-ref-159)
160. Поскольку защищенные (protected) методы манипулирования состоянием, и при чтении, и при записи, имеют семантику памяти volatile, и класс ReentrantLock аккуратно считывает значение поля owner только после вызова метода getState, и записывает в него значение только перед вызовом метода setState, класс ReentrantLock может переключаться на семантику памяти синхронизированного состояния, и таким образом избежать дальнейшей синхронизации - см. раздел 16.1.4. [↑](#footnote-ref-160)
161. Этот механизм не позволяет выбирать политику предпочтения операциям чтения или записи, как это делают некоторые реализации блокировки на чтение-запись. Для этого или очередь ожидания класса AQS должна была бы быть отличной от очереди FIFO, или были бы необходимы две очереди. Однако, такая строгая политика упорядочивания редко нужна на практике; если несправедливая версия класса ReentrantReadWriteLock не предлагает приемлемой живучести, справедливая версия обычно предоставляет удовлетворительный порядок и гарантирует отсутствие голодания для читателей и писателей. [↑](#footnote-ref-161)
162. Умная среда JVM не обязательно должна приостанавливать поток, если он конкурирует за блокировку; она может использовать данные профилирования, чтобы принять адаптивное решение о приостановке или блокировке на основе прокручивания, в зависимости от того, как долго блокировка удерживалась во время предыдущих захватов. [↑](#footnote-ref-162)
163. Теоретически возможно, хотя и совершенно непрактично, использовать семантику volatile для построения мьютексов и других синхронизаторов; см. (Raynal, 1986). [↑](#footnote-ref-163)
164. Бездействие может быть вполне разумным ответом на провал операции CAS; в некоторых неблокирующих алгоритмах, подобных алгоритму связанной очереди из раздела 15.4.2, провал операции CAS означает, что кто-то уже выполнил работу, которую вы планировали выполнить. [↑](#footnote-ref-164)
165. Теоретически, операция может повторяться произвольно большое количество раз, если другие потоки продолжают выигрывать гонку в операции CAS; на практике, голодание такого рода случается редко. [↑](#footnote-ref-165)
166. На самом деле, самым большим недостатком CAS является сложность корректного построения окружающих алгоритмов. [↑](#footnote-ref-166)
167. Блокировка с повторами или блокировка с вращением. [↑](#footnote-ref-167)
168. То же самое справедливо и в других областях: светофоры обеспечить лучшую производительность для высокого трафика, но роторы обеспечивают лучшую пропускную способность при низкой интенсивности движения; конкурентная схема используемая в Ethernet сетях работает лучше при низкой интенсивности траффика, но схема с передачей маркера, используемая в кольцевых сетях с маркером лучше подходит при высокой интенсивности траффика. [↑](#footnote-ref-168)
169. Полный отчет о корректности этого алгоритма см. (Michael and Scott, 1996) или (Herlihy and Shavit, 2006). [↑](#footnote-ref-169)
170. Каким-то образом «очищены» и снова пущены в работу, вместо уничтожения старого экземпляра и создания нового. [↑](#footnote-ref-170)
171. На практике, в любом случае; теоретически счетчик можно обернуть. [↑](#footnote-ref-171)
172. Многие процессоры предоставляют операцию CAS двойной ширины (CAS2 или CASX), которая может работать с парой “ указатель - целое”, что делает выполнение это операции достаточно эффективным. Начиная с Java 6, класс AtomicStampedReference не использует операцию CAS двойной ширины даже на платформах, которые его поддерживают. (Двойная операция CAS отличается от DCAS, который работает с двумя несвязанными расположениями памяти; на момент написания статьи ни один текущий процессор не реализует операцию DCAS.) [↑](#footnote-ref-172)
173. В большинстве популярных процессорных архитектур модель памяти достаточно сильна, таким образом, затраты на volatile чтение стоят в одном ряду с затратами на не volatile чтение. [↑](#footnote-ref-173)
174. Частичное упорядочение ≺ - это отношение на множестве, являющееся антисимметричным, рефлексивным и транзитивным, но для любых двух элементов X и Y, не обязательно должно выполняться, что X ≺ Y или Y ≺ X. Мы используем частичное упорядочивание каждый день, для выражения предпочтений; мы можем иметь предпочтения от суши до чизбургеров и от Моцарта до Малера, но у нас не всегда имеются чёткие предпочтения между чизбургерами и Моцартом. [↑](#footnote-ref-174)
175. Блокировки и разблокировки явных объектов Lock имеют ту же семантику памяти, что и внутренние блокировки. [↑](#footnote-ref-175)
176. Операции чтения и записи атомарных переменных имеют ту же семантику памяти, что и переменные volatile. [↑](#footnote-ref-176)